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Preface 
OMG 
Founded in 1989, the Object Management Group, Inc. (OMG) is an open membership, not-for-profit computer 
industry standards consortium that produces and maintains computer industry specifications for interoperable, 
portable, and reusable enterprise applications in distributed, heterogeneous environments. Membership includes 
Information Technology vendors, end users, government agencies, and academia.  

OMG member companies write, adopt, and maintain its specifications following a mature, open process. OMG’s 
specifications implement the Model Driven Architecture® (MDA®), maximizing ROI through a full-lifecycle 
approach to enterprise integration that covers multiple operating systems, programming languages, middleware and 
networking infrastructures, and software development environments. OMG’s specifications include: UML® 
(Unified Modeling Language™); CORBA® (Common Object Request Broker Architecture); CWM™ (Common 
Warehouse Metamodel); and industry-specific standards for dozens of vertical markets. 

More information on the OMG is available at https://www.omg.org/. 

OMG Specifications 
As noted, OMG specifications address middleware, modeling and vertical domain frameworks. All OMG 
Specifications are available from the OMG website at: 

https://www.omg.org/spec 

All of OMG’s formal specifications may be downloaded without charge from our website. (Products implementing 
OMG specifications are available from individual suppliers.) Copies of specifications, available in PostScript and 
PDF format, may be obtained from the Specifications Catalog cited above or by contacting the Object Management 
Group, Inc. at: 

 

OMG Headquarters 
109 Highland Avenue 
Needham, MA 02494 
USA 
Tel: +1-781-444-0404 
Fax: +1-781-444-0320 
Email: pubs@omg.org 

Certain OMG specifications are also available as ISO standards. Please consult https://www.iso.org 

Issues 
All OMG specifications are subject to continuous review and improvement. As part of this process we encourage 
readers to report any ambiguities, inconsistencies, or inaccuracies they may find by completing the Issue Reporting 
Form listed on the main web page https://www.omg.org, under Documents, Report a Bug/Issue. 

https://www.iso.org/


 

1 Scope 
The primary goal of SCE is to provide a set of structural elements that are common to other OMG specifications. 
The proposed specifications, BKPMN, PPMN, and SDMN, are structured to be dependent on the elements defined 
in SCE. Other BMI and HDTF specifications may also utilize the elements of SCE as they are updated in the future. 

2 Conformance 
SCE 1.0 is not an independent specification that is implemented by itself. It is used by other specifications to 
provide generic capabilities that can be used by those other specifications. At the time of this writing, the BPM+ 
Knowledge Package Model and Notation (BKPMN), the Situational Data Model and Notation (SDMN), and the 
Pedigree and Provenance Model and Notation (PPMN) specifications are dependent on SCE 1.0.  

Software that claims compliance or conformance to any specification that is dependent of SCE 1.0 if and only if the 
software fully matches the applicable compliance points as stated in the dependent specification and this 
specification. Software developed only partially matching the applicable compliance points can claim only that the 
software was based on this specification but cannot claim compliance or conformance with this specification. 

3 References 
3.1 Normative References 
The following normative documents contain provisions which, through reference in this text, constitute provisions 
of this specification. For dated references, subsequent amendments to, or revisions of, any of these publications do 
not apply. 

• Key words for use in RFCs to Indicate Requirement Levels, S. Bradner, IETF RFC 2119, March 1997 
http://www.ietf.org/rfc/rfc2119.txt 

• [DD] Diagram Definition (DD™) 
• [MOF] Meta Object Facility (MOFTM): https://www.omg.org/spec/MOF/ 
• [UML] Unified Modeling Language TM (UML®): http://www.omg.org/spec/UML  
• [XMI] XML Metadata Interchange (XMI®) http://www.omg.org/spec/XMI 

 

3.2 Non-normative References 
The following normative documents contain provisions which, through reference in this text, constitute exemplars or 
influencers of this specification. For dated references, subsequent amendments to, or revisions of, any of these 
publications do not apply. 

• [BPMN] OMG Business Process and Model Notation (BPMN™): https://www.omg.org/bpmn/ 
• [CMMN] OMG Case Management Model and Model Notation 

(CMMN™): https://www.omg.org/spec/CMMN/ 
• [DMN] OMG Decision Model and Model Notation (DMN™): https://www.omg.org/spec/DMN/ 
• [MDMI] OMG Model Driven Message Interoperability (MDMI), Version 1.0: 

https://www.omg.org/spec/MDMI/ 
• [SysML] OMG Systems Modeling Language (SysML®): http://www.omg.org/spec/SysML/  

 

http://www.ietf.org/rfc/rfc2119.txt
http://www.omg.org/spec/UML
http://www.omg.org/spec/XMI
https://www.omg.org/bpmn/
https://www.omg.org/spec/CMMN/
http://www.omg.org/spec/SysML/
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4 Terms and Definitions 
The table below presents a glossary for this specification: 
Table 1. Glossary 

Term Definition 
Case A CMMN element that is a proceeding that involves actions taken regarding a 

subject in a particular situation to achieve a desired outcome. 
DataItem A SDMN DataItem represents a common definition and structure for the data 

handling elements of the other BPM+ models.  
DataState DataItemscan optionally reference a DataState element, which is the state of the 

data contained in the DataItem. The definition of these DataStates, e.g., possible 
values and any specific semantic are out of scope of this specification. Therefore, 
SDMN adopters can use the DataState element and the SDMN extensibility 
capabilities to define their DataStates.  

Decision A DMN element that is the act of determining an output value (the chosen option), 
from a number of input values, using logic defining how the output is determined 
from the inputs. 

Process A BPMN element that describes a sequence or flow of Activities in an organization 
with the objective of carrying out work. The ProcessRef element provides a link to 
a Process in a BPMN document.  

 

5 Symbols 
There are no symbols defined in this specification. 

6 Additional Information  
6.1 Conventions 
The section introduces the conventions used in this document. This includes (text) notational conventions and 
notations for schema components. Also included are designated namespace definitions. 

6.2 Typographical and Linguistic Conventions and Style 
This document incorporates the following conventions: 

• The keywords “MUST,” “MUST NOT,” “REQUIRED,” “SHALL,” “MUST NOT,” “SHOULD,” 
“SHOULD NOT,” “RECOMMENDED,” “MAY,” and “OPTIONAL” in this document are to be 
interpreted as described in RFC-2119.  

• A term is a word or phrase that has a special meaning. When a term is defined, the term name is 
highlighted in bold typeface.  

• A reference to another definition, section, or specification is highlighted with underlined typeface and 
provides a link to the relevant location in this specification. 

• A reference to a graphical element is highlighted with a bold, capitalized word (e.g., Process).  
• A reference to a non-graphical element or SCE concept is highlighted by being italicized and (e.g., 

Documentation).  
• A reference to an attribute or model association will be presented with the Courier New font (e.g., 

Expression).  
• Non-normative examples are set off in boxes and accompanied by a brief explanation. 
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• XML and pseudo code is highlighted with Courier New typeface. Different font colors MAY be used to 
highlight the different components of the XML code. 

• The cardinality of any content part is specified using the following operators: 
o <none> — exactly once 
o [0..1] — 0 or 1  
o [0..*] — 0 or more  
o [1..*] — 1 or more  

• Attributes separated by | and grouped within { and } — alternative values  
o <value> — default value  
o <type> — the type of the attribute  

6.3 Display of Metamodel Diagrams 
The metamodel presented in these sections utilizes the patterns and mechanisms that are used for the current BPM+ 
specifications. OMG specifications rarely display the entire metamodel of a technical specification in a single 
diagram. The entire metamodel would be very large, complicated, and hard to follow. Typically, a specification will 
present sub-sets of the overall metamodel as they apply to specific topics. For example, in the BPMN specifications 
there are metamodel diagrams that show the elements relating to activities or data elements. This document will 
follow that pattern and present sub-sets of a larger metamodel. 

The metamodel diagrams are Unified Modeling Language (UML) structure diagrams. In addition to the metamodel, 
OMG specifications provide XML schemas which map to the metamodels. In general, it is through XML documents 
that BPM+ models are stored and exchanged. 

Further, some of the metamodel elements are references to elements from other specifications. To clarify the owner 
of the metamodel element, there is a parenthesized text that identifies the model owner of that element. In addition, 
colors are used to support the text identification of the owner-language of that element. The colors are used as an aid 
to distinguish the languages but does not represent a normative aspect of the metamodels nor do they add any 
semantic information about the metamodels.  

The table below presents examples of elements used throughout the metamodel diagrams within this specification: 

Table 1: SCE Metamodel Color-Coding  

Element Description Example Color 
SCE General Class These elements elements include the owner of the language 

(SCE) in parenthases below the element name and these 
elements are color-coded violet to distinguish SCE classes 
from related BPM+ specification classes (e.g., SDMN or 
BKPMN) (see figure to the right). 

 

SCE General Class 
(focus of diagram) 

These elements have the same naming and color, but the 
border line color is dark blue instead of light brown (see 
figure to the right). They are highlighted as the focus of the 
particular metamodel diagram. This is an informative 
depiction that does not add any semantic information about 
the particular metamodel diagram. 

 

External Class Classes from specifications that are not specifically part of 
the BPM+ stack of standards can be included in metamodel 
diagrams and display the owner of the language in 
parenthases below the element name and these elements are 
color-coded light-gray. (see figure to the right). 
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SCE Class Instance These elements elements include the owner of the language 
(SCE) in parenthases below the element name and these 
elements are color-coded light-violet to identify SCE class 
instances from the SCE Library (see figure to the right). 

 

Enumerations (see figure to the right). 

 

 

6.4 Use of Text, Color, Size, and Lines in a Diagram 
• Diagram elements MAY have labels (e.g., its name and/or other attributes) placed inside the shape, or 

above or below the shape, in any direction or location, depending on the preference of the modeler or 
modeling tool vendor. 

• The fills that are used for the graphical elements MAY be white or clear.  
o The notation MAY be extended to use other fill colors to suit the purpose of the modeler or tool (e.g., 

to highlight the value of an object attribute). 
• Diagram elements and markers MAY be of any size that suits the purposes of the modeler or modeling tool. 
• The lines that are used to draw the graphical elements MAY be black. 

o The notation MAY be extended to use other line colors to suit the purpose of the modeler or tool (e.g., 
to highlight the value of an object attribute). 

o The notation MAY be extended to use other line styles to suit the purpose of the modeler or tool (e.g., 
to highlight the value of an object attribute) with the condition that the line style MUST NOT conflict 
with any current defined line style of the diagram. 

Note: The requirements specified in this section are specifically focused on DiagramArtifacts 
(see below). Any modeling specification that is dependent on SCE will define its own diagram 
requirements, which may override the items listed here. 

6.5 Abbreviations 
The table below presents a list of acronyms, and their defintion, that are used in this specification: 

Table 2. Acronyms 

Acronym Definition 
BKPMN BPM+ Knowledge Package Model and Notation  
BPM+ Business Process Management Plus 
BPMN Business Process Model and Notation  
CMMN Case Management Model and Notation  
DC Diagram Commons 
DD Diagram Definition 
DI Diagram Interchange 
DMN Decision Model and Notation  
MOF Meta Object Facility 
OMG Object Management Group 
PPMN Provenance and Pedigree Model and Notation 
RFC Remote Function Call 
SCE Specification Common Elements 
SCEDI Specification Common Elements Diagram Interchange 
SDMN Shared Data Model and Notation 
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SysML Systems Modeling Language 
URI Uniform Resource Identifier 
XMI XML Metadata Interchange 
XML Extensible Markup Language 

 

6.6 Structure of this Document 
This document provides a brief introduction to SCE and its purpose (see the section entitled “Error! Reference 
source not found.”). The introduction is followed by normative clauses that define the elements of the specification 
and their properties and associations (see the sections entitled “SCE Metamodel” (Clause 8); “SCE Library” (Clause 
9); and “SCE Diagram Interchange” (Clause 11)). 
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7 Overview 
The idea for defining a Specification Core Element Model (SCE) occurred during the development of the BKPMN 
and SDMN specifications. These specifications were developed using patterns seen in OMG Business Modeling and 
Integration (BMI) Task Force, such as BPMN and DMN. Both BKPMN and SDMN shared a common set of 8 
elements and their attributes. PPMN also shared these elements. Thus, the purpose of SCE is to provide a set of 
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structural elements that are common to these and other OMG specifications. BKPMN, PPMN, and SDMN have 
been structured to be dependent on the elements defined in SCE. Other BMI and HDTF specifications may also 
utilize the elements of SCE as they are updated in the future. 

8 SCE Metamodel 
This section defines the semantic elements of SCE. The main topics are organized into SCE Core Elements, 
Annotations, External Relationships, Internal Relationships, BPM+ Modeling, and Vocabularies. 

The following figure shows the organization of the SCE metamodel packages. 

   
Figure 1: SCE Packages 

 

8.1 SCE Core Elements 
There are two core abstract elements that make up SCE with a few supporting elements. The core elements are: 
SCERootElement and SCEElement. There are six elements related to the packaging of SCE elements (and 
downstream languages). These are defined in the sub-section below. 

The following figure presents the SCE high-level metamodel, which defines the basic infrastructure elements of a 
BPM+ model: 
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Figure 2: SCE High-Level Elements 

8.1.1 SCERootElement 
SCERootElement is the abstract super class for most SCE elements. Basically, it is the root element of the SCE 
metamodel. All the elements within SCE, and any specification that is dependent on SCE, will inherit the attributes 
of SCERootElement. It provides the basic attributes for id and name. 

Generalizations 
The SCERootElement element does not inherit any attributes or associations of from another element. 

Properties 
The following table presents the additional attributes and/or associations for SCERootElement: 
Table 3. SCERootElement Attributes and/or Associations 

Property/Association Description 

aliasID : String [0..*] Various alternative identifiers for this Element. Generally, these will 
be set by tools, but one of them (the humanId), in particular, may be 
set by the modeler. 
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humanID : String [0..1] An identifier for this element that is set by the modeler. It is the 
responsibility of the modeler to maintain the uniqueness of this 
identifier within a model or relative to some other context. 

id : String [1] This attribute is used to uniquely identify a SCERootElement. The id 
is REQUIRED if this element is referenced or intended to be 
referenced by something else. If the element is not currently referenced 
and is never intended to be referenced, the id MAY be omitted.  

name : String [0..1] The name attribute is a text description or label of the element. In 
general, the name is optional, but many elements will require a name. 
The definition of each specialization of SCERootElement may identify 
this requirement. 

 

8.1.2 SCEElement 
SCEElement extends SCERootElement with a set of common associations, such as documentation, that are 
useful for most elements of a modeling language. Most of the elements within SCE, and any specification that is 
dependent on SCE, will inherit the attributes and associations of SCEElement. 

The following figure presents the metamodel for SCEElement: 

   
Figure 3: The SCEElement Metamodel 

 

Generalizations 
The SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 
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Properties 
The following table presents the additional attributes and/or associations for SCEElement: 

Table 4. SCEElement Attributes and/or Associations 

Property/Association Description 
attachment : Attachment [0..*] This association is used to annotate any concrete specialization of 

SCEElement with descriptions and other documentation. 

categoryRef : Category [0..*] This association is used to categorize any concrete specialization of 
SCEElement. A Category has user-defined semantics, which can be 
used for documentation or analysis purposes. 

documentation : Documentation [0..*] This association is used to annotate any concrete specialization of 
SCEElement with descriptions and other documentation. 

semanticReferenceRef : 
SemanticReference [0..*] 

A concrete SCEElement can reference zero or more SemanticReference 
elements. 

 

8.1.3 ElementType 
A kind of SCEElement that can be a type or specification of a TypedElement. This usually is applied to the concrete 
TypedElement that serves as an instance in a runtime model.  

An example of a ElementType in the context of Provenance and Pedigree would be the entity-type “Thoroughbred 
Horse” that is used to specific the basic characteristics of thoroughbred horses. The entity “Secretariat” (the horse), 
which is a TypedElement, is, in a sense, an “instance” of the entity-type “Thoroughbred Horse”. 

Generalizations 
The ElementType element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The ElementType element does not have any additional attributes and/or associations. 

8.1.4 TypedElement 
A kind of SCEElement that has zero or more ElementTypes, identified by the typeRef attribute.  The 
ElementType(s), if present, provide a specification for the element. 

An example of a TypedElement in the context of Provenance and Pedigree would be the entity “Secretariat” (the 
horse) where the entity’s pedigree is documented. The entity is a TypedElement since an ElementType, such as 
“Thoroughbred Horse”, can be used to specify the basic characteristics of thoroughbred horses. The specific entity 
“Secretariat” is, in a sense, an “instance” of the entity-type “Thoroughbred Horse”. 

Generalizations 
The TypedElement element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 
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Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for TypedElement: 
Table 5. TypedElement Attributes and/or Associations  

Property/Association Description 
typeRef : ElementType [0..*] The class(es) that provide(s) a specification, through an ElementType, 

of the TypedElement. This usually is applied to the concrete 
TypedElement that serves as an instance in a runtime model. 

 

8.1.5 Packaging 
SCE provides six elements that enable the packaging and distribution of modeling languages dependent on SCE. 
Note that it is not expected that SCE “models” will be created and distributed, but the capabilities provided by SCE 
will support the creation and distribution of models created by languages utilizing SCE. 

The six sub-sections below will describe the packaging elements provided by SCE. 

The following figure presents the metamodel for SCE packaging elements: 

   
Figure 4: The SCE Packaging Elements Metamodel 
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The following figure presents the attributes and associations for the SCE packaging elements, including more details 
about the elements they contain: 

   
Figure 5: The SCE Packaging Elements Metamodel (Details) 

8.1.5.1 SCEPackage 
SCEPackage is a basic capability that is used by the other packaging classes in SCE. Thus, by itself it is not 
contained within any element. It’s five sub-classes (listed in the next five sections), will be used to organize the 
types of content that make up a model or set of models (of a language that utilizes SCE). The SCEModelPackage 
(see below) is the top-level package used for distribution of the content of a modeling language. 

Note: a targetNamespce attribute is not required for the metamodel elements for SCE. However, for non-XMI 
XSDs, a targetNamespace attribute of type anyURI will be included in the tSCEPackage type for the SCE 
XSD. 
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The following figure presents the metamodel for SCEPackage: 

 
Figure 6: The SCEPackage Metamodel 

 

Generalizations 
The SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SCEPackage: 

Table 6. SCEPackage Attributes and/or Associations  

Property/Association Description 

containedPackage : SCEPackage 
[0..*] 

This is a list of all the sub-packages SCEPackage. This provides the 
capability for all specializations of SCEPackage to include sub-
packages. This is a subset of the element association of the 
SCEPackage element. 
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element : SCERootElement [0..*] This is a list of all the SCERootElements contained within a 
SCEModelPackage. Many elements will be identified through 
additional associations that subset this property (see figure above). 

exporter : String [0..1] This attribute identifies the tool that is exporting the model file that is 
dependent on SCE. If this attribute is specified for a package element 
and not specified for any of the sub-packages contained within, then 
the value set for the higher-level package will be assumed for the 
lower-level packages. 

exporterVersion : String [0..1] This attribute identifies the version of the tool that is exporting the file 
that is dependent on SCE. If this attribute is specified for a package 
element and not specified for any of the sub-packages contained 
within, then the value set for the higher-level package will be assumed 
for the lower-level packages. 

import : Import [0..*] This attribute is used to import externally defined elements and make 
them available for use by elements within a concrete specialization of 
an SCEPackage. 

tag : String [0..*] The tag setting provides another classification mechanism for 
package. This classification could be used as part of a search for a 
particular package within a concrete specialization of 
SCEModelPackage, for example. 

version : String [0..1] This attribute specifies the version of the model package that is 
dependent on SCE. If this attribute is specified for a package element 
and not specified for any of the sub-packages contained within, then 
the value set for the higher-level package will be assumed for the 
lower-level packages. 

versionDate : date [0..1] The date when the version of the model package that is dependent on 
SCE was established. If this attribute is specified for a package 
element and not specified for any of the sub-packages contained 
within, then the value set for the higher-level package will be assumed 
for the lower-level packages. 

 

8.1.5.2 SCEModelPackage 
This the main SCE package, which contains a set of properties and other elements, that are common to and usable 
by other modeling specifications. The idea of a “package” is that the package will contain all the elements of a 
model that is based on that specification. When the content of that model is serialized, the elements will be 
contained within a concrete specialization of SCEModelPackage. Some previous BMI specifications have named 
this packaging element “Definitions.” In those specifications, they had only one main package that served multiple 
purposes that SCE divided up between its sub-packages. For example, the BPMN Definitions element is the main 
package that contains all the Collaborations, Processes, and other elements that make up BPMN models, as well as 
holding the diagram interchange information.  

The SCEModelPackage element provides the key attributes and associations that most BMI modeling specifications 
will need as part of their packaging element. SCE also provides the capability of a language to define element 
instances and model profiles. To support these additional capabilities, a set of specific sub-packages are defined. 
Thus, a single “Definitions” top-level package was not sufficient to support the potential languages that will utilize 
SCE. 

The SCEModelPackage element inherits the attributes of SCEPackage (see table above). It is an abstract element; 
thus, SCE cannot be implemented by itself to create a modeling package. An implementation of another modeling 
specification that is dependent on SCE is required to produce a concreate modeling package. 



14                                                                                                       Specification Core Element (SCE), v1.0 – beta 1 
 

The following figure presents the metamodel for SCEModelPackage: 

  
Figure 7: The SCEModelPackage Metamodel 

 

Generalizations 
The SCEModelPackage element inherits the attributes and/or associations of: 

• SCEPackage (see the section entitled “SCEPackage” for more information). 

Further, the SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SCEModelPackage: 
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Table 7. SCEModelPackage Attributes and/or Associations  

Property/Association Description 
model : SCEModel [1] This the SCEModel sub-package contained within a 

SCEModelPackage. This is a subset of the containedPackage 
association of the SCEPackage element. 

presentation : SCEDI [0..1] This attribute contains the Diagram Interchange information contained 
within this SCEModelPackage. 

 

8.1.5.3 SCEModel 
The SCEModel is the package that contains most of the SCE semantic elements (including model types and 
instances) and is separate from any diagram information regarding the semantic elements. The SCEModel and the 
SCEDI are combined at the top-level SCEModelPackage. 

The SCEModel element inherits the attributes of SCEPackage (see table above). It is an abstract element; thus, SCE 
cannot be implemented by itself to create a modeling package. An implementation of another modeling specification 
that is dependent on SCE is required to produce a concreate modeling package. 

The following figure presents the metamodel for SCEModel: 

  
Figure 8: The SCEModel Metamodel 

 

Generalizations 
The SCEModel element inherits the attributes and/or associations of: 

• SCEPackage (see the section entitled “SCEPackage” for more information). 
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Further, the SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SCEModel: 

Table 8. SCEModel Attributes and/or Associations  

Property/Association Description 

category : Category [0..*] This is a list of all the Categories contained within a concrete 
specialization of SCEModel. 

definitions: SCEDefinitions [0..*] This is a list of all the SCEDefinitions sub-packages contained within a 
SCEModel. This is a subset of the containedPackage association 
of the SCEPackage element. 

externalRelationship : 
ExternalRelationship [0..*] 

This is a list of all the ExternalRelationships contained within a 
concrete specialization of SCEDefinitions. 

instances : SCEInstances [0..*] This is a list of all the SCEInstances sub-packages contained within a 
SCEModel. This is a subset of the containedPackage association 
of the SCEPackage element. 

profile : SCEProfile [0..*] This is a list of all the SCEProfile sub-packages contained within a 
SCEModel. This is a subset of the containedPackage association 
of the SCEPackage element. 

sceVocabulary : SCEVocabulary 
[0..*] 

This is a list of terms (SemanticRefernces) that can be used to define 
the elements of a concrete specialization of SCEModel. 

 

8.1.5.4 SCEDefinitions 
The SCEDefinitions element is the package that, when specialized by a downstream language, will contain the 
“modeling” elements of that language. In the context of SDMN all the modeling elements, such as Data Items, 
would be contained in a specialization of SCEDefinitions, such as SDMNDefinitions (see below). In the context of 
BKPMN all the modeling elements, such as ProcessRefs, would be contained in a specialization of SCEDefinitions, 
such as BKPMNDefinitions (see below). 

The SCEDefinitions element inherits the attributes of SCEPackage (see table above). It is an abstract element; thus, 
SCE cannot be implemented by itself to create a modeling package. An implementation of another modeling 
specification that is dependent on SCE is required to produce a concreate modeling package. 

The following figure presents the metamodel for SCEDefinitions: 
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Figure 9: The SCEDefinitions Metamodel 

 

Generalizations 
The SCEDefinitions element inherits the attributes and/or associations of: 

• SCEPackage (see the section entitled “SCEPackage” for more information). 

Further, the SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SCEDefinitions: 

Table 9. SCEDefinitions Attributes and/or Associations  

Property/Association Description 
containedDefinitions : 
SCEDefinitions [0..*] 

This is a list of all the sub-packages SCEDefinitions. This provides the 
capability for all specializations of SCEDefinitions to include sub-
packages. This is a subset of the containedPackage association of 
the SCEPackage element. 
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elementType : ElementType [0..*] This is a list of all the ElementTypes contained within a 
SCEDefinitions. This is a subset of the element association of the 
SCEPackage element. 

elementRelationshipType : 
ElementRelationshipType [0..*] 

This is a list of all the ElementRelationshipTypes contained within a 
concrete specialization of SCEDefinitions. This is a subset of the 
element association of the SCEPackage element. 

modelArtifact : ModelArtifact [0..*] This is a list of all the ModelArtifacts contained within a concrete 
specialization of SCEDefinitions. These will usually be contained in an 
SCEDefinitions that is sub-package to the top-level SCEDefinitions. 
This is a subset of the element association of the SCEPackage 
element. 

 

8.1.5.5 SCEInstances 
The SCEInstances element is the package that, when specialized by a downstream language, will contain the 
specification of the instances of the “modeling” elements of that language. This provides the capability to 
interchange these instances. Current BPM+ languages, such as BPMN, do not formally define the properties or 
provide for the exchange of their modeling elements (e.g., for a BPMN Process instance). SCE has been structured 
to support future languages that formal model the instances. There are at least two specifications in development that 
will utilize this capability (the Provenance and Pedigree Model and Notation (PPMN) and BKPMN. 

The SCEInstances element inherits the attributes of SCEPackage (see table above). It is an abstract element; thus, 
SCE cannot be implemented by itself to create a modeling package. An implementation of another modeling 
specification that is dependent on SCE is required to produce a concreate modeling package. 

The following figure presents the metamodel for SCEInstances: 

 
Figure 10: The SCEInstances Metamodel 
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Generalizations 
The SCEInstances element inherits the attributes and/or associations of: 

• SCEPackage (see the section entitled “SCEPackage” for more information). 

Further, the SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SCEInstances: 
Table 10. SCEInstances Attributes and/or Associations  

Property/Association Description 
containedInstances : SCEInstances 
[0..*] 

This is a list of all the sub-packages SCEInstances. This provides the 
capability for all specializations of SCEInstances to include sub-
packages. This is a subset of the containedPackage association of 
the SCEPackage element. 

definitionsRef : SCEDefinitions [0..*] This is a reference to an SCEDefinitions package that contains the 
ElementType elements that provide a basis for the instances contained 
in the SCEInstances package. Note that an SCEInstances package is 
not required to reference a SCEDefinitions package. 

elementRelationship : 
ElementRelationship [0..*] 

This is a list of all the ElementRelationships contained within a 
concrete specialization of SCEDefinitions. This is a subset of the 
element association of the SCEPackage element. 

modelArtifact : ModelArtifact [0..*] This is a list of all the ModelArtifacts contained within a concrete 
specialization of SCEInstances. These will usually be contained in an 
SCEInstances that is sub-package to the top-level SCEInstances. This 
is a subset of the element association of the SCEPackage element. 

 

8.1.5.6 SCEProfile 
A kind of SCEPackage that comprises SCE profiles that can be applied to other SCE elements.  SCEProfiles 
provide a mechanism to exchange profile libraries.  
The SCEProfile element inherits the attributes of SCEPackage (see table above). It is an abstract element; thus, SCE 
cannot be implemented by itself to create a modeling package. An implementation of another modeling specification 
that is dependent on SCE is required to produce a concreate modeling package. 

Generalizations 
The SCEProfile element inherits the attributes and/or associations of: 

• SCEPackage (see the section entitled “SCEPackage” for more information). 

Further, the SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 
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Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The SCEProfile element does not have any additional attributes and/or associations. 

8.2 Annotations 
Annotations allow information, provided by a modeler of a modeling language that is dependent on SCE, to be 
attached to a SCEElement-based element order document or categorize that element. This attached information is 
generally for the benefit of readers or users of the model that contains the annotated element. There are currently 
three concrete types of Annotations: Attachments, Categories, and Documentation. 

The following figure shows the metamodel for Annotations. 

  
Figure 11: Annotations 

8.2.1 Annotation 
The Annotation element is an abstract element that is used to organize a set of elements that are used to annotate any 
concrete specialization of SCEElement. The containment of Annotations depends on the specific type of Annotation 
(see the next three sections). 

Generalizations 
The Annotation element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 
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Properties 
The Annotation element does not have any additional attributes and/or associations. 

8.2.2 Attachment 
The Attachment element provides a place for model developers to provide attached documents to a model element. 

The Attachment element is contained within a concrete specialization of SCEElement. Thus, any concrete element 
within a model that is dependent on SCE MAY have one or more Attachments. 

Generalizations 
The Attachment element inherits the attributes and/or associations of: 

• Annotation (see the section entitled “Annotation” for more information). 

Further, the Annotation element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for Attachment: 

Table 11. Attachment Attributes and/or Associations  

Property/Association Description 

attachmentLocation : URI [1] This attribute identifies the URI location of the attachment. 

 

8.2.3 Category 
A Category, which have user-defined semantics, can be used for documentation or metadata organizational 
purposes. For example, recommendations (in the healthcare domain) can be assigned a category of “Lifestyle 
Modification” with further breakdowns into “Weight Reduction,” “Exercise Program,” and “Diet Modification” sub-
categories. 

The Category element inherits the attributes of SCEElement (see table above) and is contained within a  SCEModel 
(see figure above). It is referenced by any SCEElement. Thus, any concrete element within a model file, dependent 
on SCE, MAY have zero or more Categories. Further, Categories may be nested such that one Category may 
contain other Categories. 

Note: The structure of Category in SCE is different than the structure of Category in BPMN. 
However, the two structures can be mapped to each other. 

For example, in a SDMN diagram, Data Items can be categorized. The figure below shows how Data Items can be 
assigned a “Guideline Data” Category or a “Referrals” Category. In a large SDMN diagram, this would allow a 
modeler to quickly find Data Items of these or other Categories. 
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Figure 12: An Example of a Groups referencing Categories (in an UML Object Diagram) 

To support the categorization of model elements, Categories can be nested to create a hierarchy of parent and child 
Categories. For example, in a BKPMN BPM+ Knowledge Package, recommendations can be assigned a Category 
of one of the children of the “Lifestyle Modification” Category. As shown in the figure below, the children “Weight 
Reduction,” “Exercise Program,” and “Diet Modification”. Thus, these Recommendations can be organized under 
the parent Category and then further organized by the child Categories. 

In addition, since a Category can reference another Category, the Recommendations in the figure below can be 
identified as being “Patient Resonsibilities” through that Category’s association with the “Lifestyle Modification” 
Category, which is the parent of the Category directly associated with the Recommendation. 

 
Figure 13: An Example of a Parent and Children Categories (in an UML Object Diagram) 
Generalizations 
The Category element inherits the attributes and/or associations of: 

• Annotation (see the section entitled “Annotation” for more information). 

Further, the Annotation element inherits the attributes and/or associations of: 
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• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for Category: 

Table 12. Category Attributes and/or Associations  

Property/Association Description 
child : Category [0..*] This association allows the nesting of Categories. A Category MAY 

have more than one child Category. 

parentRef : Category [0..1] This association allows the nesting of Categories. A Category MAY 
be a parent for more than one Category. 

 

8.2.4 Documentation 
The Documentation element provides a place for model developers to provide descriptive information about an 
model element. 

The Documentation element is contained within a concrete specialization of SCEElement. Thus, any concrete 
element within a model that is dependent on SCE MAY have one or more Documentations. 

Generalizations 
The Documentation element inherits the attributes and/or associations of: 

• Annotation (see the section entitled “Annotation” for more information). 

Further, the Annotation element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for Documentation: 

Table 13. Documentation Attributes and/or Associations  

Property/Association Description 
body : String [1] This attribute is used to capture the text descriptions of any concrete 

element within a model that is dependent on SCE. 

language : String [1] The named language can be a natural language, in which case the body 
is an informal representation, or an artifical language, in which case 
the body is expected to be a formal, machine-parsable representation. 
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8.3 External Relationships 
Note: the text and metamodel defined in this section are based on the External Relationships 
definitions found in the BPMN specification. 

BPM+ models do not exist in isolation and generally participate in larger, more complex business and system 
development efforts. The intention of the following specification element is to enable BPM+ models to be integrated 
in these development efforts via the specification of a non-intrusive identity/relationship model between BPM+ 
models and elements expressed in any other addressable domain model.  

The ‘identity/relationship’ model it is reduced to the creation of families of typed relationships that enable BPM+ 
and non-BPM+ Artifacts to be related in non-intrusive manner. By simply defining ‘relationship types’ that can be 
associated with elements in the BPM+ Artifacts and arbitrary elements in a given addressable domain model, it 
enables the extension and integration of BPM+ models into larger system/development efforts.  

It is that these extensions will enable, for example, the linkage of ‘derivation’ or ‘definition’ relationships between 
UML artifacts and BPM+ Artifacts in novel ways. So, a UML use case could be related to a BPM+ element in a 
specification dependent on SCE without affecting the nature of the Artifacts themselves but enabling different 
integration models that traverse specialized relationships.  

Simply, the model enables the external specification of augmentation relationships between BPM+ Artifacts and 
arbitrary relationship classification models, these external models, via traversing relationships declared in the 
external definition allow for linkages between BPM+ elements and other structured or non-structured metadata 
definitions. 

The following figure shows the ExternalRelationship metamodel diagram. 

   
Figure 14: The External Relationships Metamodel 

8.3.1 ExternalRelationship 
The ExternalRelationship element is where an external relationship can be defined. It allows a relationship to be 
defined between and internal model element and an external model element. It is contained in an SCEModel. 

Generalizations 
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The ExternalRelationship element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for ExternalRelationship: 

Table 14. ExternalRelationship Attributes and/or Associations  

Property/Association Description 

direction : RelationshipDirection [1] This attribute specifies the direction of the external relationship. See 
the RelationshipDirection enumeration, below, for more details. 

sourceRef : Element [1..*] This association defines artifacts that are augmented by the external 
relationship. 

targetRef : Element [1..*] This association defines artifacts used to extend the semantics of the 
source element(s). 

 

8.3.2 RelationshipDirection 
This enumeration list specifies the direction of the relationship. 

The following table lists and defines the RelationshipDirection literals. 
Table 15. RelationshipDirection Literals  

Literal Description 
backward This literal specifies that the ExternalRelationship is in the direction 

from the target to the source. 

both This literal specifies that the ExternalRelationship is in the direction 
from the target to the source and from the source to the 
target. 

forward This literal specifies that the ExternalRelationship is in the direction 
from the source to the target. 

none This literal specifies that the ExternalRelationship is in the direction 
from the target to the source. 

 

8.3.3 Import 
The Import class is used by an implementation of a modeling specification (i.e., a model), dependent on SCE, when 
referencing an external element that is contained in a different model. The referenced model can be of the same or 
different type of modeling specification. It is contained within a concrete specialization of SCEPackage. 

Generalizations 
The Import element inherits the attributes and/or associations of: 
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• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for Import: 

Table 16. Import Attributes and/or Associations  

Property/Association Description 
importType : URI [1] Identifies the type of document being imported by providing an 

absolute URI that identifies the encoding language used in the 
document. The value of the importType attribute MUST be set to 
http://www.w3.org/2001/XMLSchema when importing XML Schema 
1.0 documents, to http://www.w3.org/TR/wsdl20/ when importing 
WSDL 2.0 documents, and 
http://www.omg.org/spec/BPMN/20100524/MODEL when importing 
BPMN 2.0 documents. Other types of documents MAY be supported. 
Importing Xml Schema 1.0, WSDL 2.0 and BPMN 2.0, CBMN 1.0, 
CMMN 1.1, DMN 1.3, and SDMN 1.0 types MUST be supported. 
Identifies the type of document being imported by providing an 
absolute URI that identifies the encoding language used in the 
document. The value of the importType attribute MUST be set to 
http://www.w3.org/2001/XMLSchema when importing XML Schema 
1.0 documents, to http://www.w3.org/TR/wsdl20/ when importing 
WSDL 2.0 documents, and 
http://www.omg.org/spec/BPMN/20100524/MODEL when importing 
BPMN 2.0 documents. Other types of documents MAY be supported. 
Importing Xml Schema 1.0, WSDL 2.0 and BPMN 2.0, CBMN 1.0, 
CMMN 1.1, DMN 1.3, and SDMN 1.0 types MUST be supported.   

location : URI [0..1] Identifies the location of the imported element within the document 
identified by the importType.  

namespace : URI [1] Identifies the namespace of the imported element. 

 

8.4 Internal Relationships 
The intention of the following specification element is to enable BPM+ models to develop relationships between 
modeling elements within a specific language. Most of these types of relationships will be specific to the context of 
a modeling language that is dependent on SCE. 

The following figure presents the metamodel for ElementRelationship and ElementRelationshipType (including the 
predefined instance of SDMNVocabulary for RelationshipKind): 
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Figure 15: The Internal Relationships Metamodel 

8.4.1 ElementRelationship 
A kind of relationships between two SCEElements. The RelationshipKind element identify specific types of 
relationships. 

Generalizations 
The ElementRelationship element inherits the attributes and/or associations of: 

• TypedElement (see the section entitled “TypedElement” for more information). 

Further, the TypedElement element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for ElementRelationship: 
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Table 17. ElementRelationship Attributes and/or Associations  

Property/Association Description 
sourceRef : SCEElement [1] The source SCEElement of the relationship. If there is an 

ElementRelationshipType identified through the typeRef 
association, then the source must be a TypedElement. 

targetRef : SCEElement [1] The target concrete specialization of SCEElement of the 
relationship. If there is an ElementRelationshipType identified 
through the typeRef association, then the target must be a 
TypedElement. 

relationshipKindRef : RelationshipKind [1] A description of the type of the relationship. See 
RelationshipKind, below, for more details. 

typeRef : ElementRelationshipType [0..1] The class(es) that provide(s) a specification of the 
ElementRelationship. This usually is applied to the concrete 
ElementRelationshipType that serves as an instance in a runtime 
model. This redefines the typeRef association of 
TypedElement. 

 

8.4.2 ElementRelationshipType 
A kind of ElementRelationship that specifies two ElementTypes (rather than SCEElements). The RelationshipKind 
element identify specific types of relationships. 

Generalizations 
The ElementRelationshipType element inherits the attributes and/or associations of: 

• ElementType (see the section entitled “ElementType” for more information). 

Further, the ElementType element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for ElementRelationshipType: 

Table 18. ElementRelationshipType Attributes and/or Associations  

Property/Association Description 
sourceMultiplicity : String [0..1] This attribute defines the minimum number of source 

SCEElements that may be the source for the ElementRelationship 
that identifies this ElementRelationshipType through its 
typeRef association. 

sourceRef : ElementType [1] The source ElementType of the relationship. 
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targetMultiplicity : String [0..1] This attribute defines the minimum number of target 
SCEElements that may be the source for the ElementRelationship 
that identifies this ElementRelationshipType through its 
typeRef association. 

targetRef : ElementType [1..*] The one or more target ElementTypes of the relationship. 

relationshipKindRef: RelationshipKind [1] A description of the type of the relationship. See 
RelationshipKind, below, for more details. 

 

8.4.3 RelationshipKind 
This class is a type of SemanticReference that serves as the terms for an SCEVocabulary that is used to specify the 
kind of relationship that exists between two modeling elements referenced by the ElementRelationship and 
ElementRelationshipType elements. Instead of being defined a fixed enumerated list, the kinds can be defined 
through a class (RelationshipKind) and instances of that class (as shown below). The instances defined in the SCE 
Library SHALL be included in any SCE implementation. However, the implementation can allow additional 
instances of the class if required for a particular modeling situation (see the section entitled “RelationshipKinds” for 
more information). 

In practice, when a modeler creates a model with a ElementRelationship and ElementRelationshipType, the 
RelationshipKind will be instantiated by one of the six instances in the Library. 

The following figure shows the RelationshipKind metamodel diagram (which includes the standard set of instances 
provided by the SCE Library). 
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Figure 16: The RelationshipKind Metamodel 

 

Generalizations 
The RelationshipKind element inherits the attributes and/or associations of: 

• SemanticReference (see the section entitled “SemanticReference” for more information). 

Further, the SemanticReference element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 
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Properties 
The RelationshipKind element does not have any additional attributes and/or associations. 

 

Standard Terms Vocabulary 
 

The following table presents a description for the included instances for RelationshipKind: 
Table 19. RelationshipKind Instances  

Instance Description 
Composition Composition indicates that the source element is composed of, in 

part, the target element. Other elements could be included in this 
composition. 

Containment Containment indicates that the source element is a container for 
the target element.  

Correlation Correlation indicates that the source element is correlated with 
the target element. This is often used when a mapping is required 
between the structures of two data elements. 

Dependency Dependency indicates that target element is dependent in some 
way on the source element. 

Miscellaneous Miscellaneous  indicates that source element has some 
relationship with the target element that is of a kind that is not 
expressed through the other RelationshipKind instances. 

Reference Reference  indicates that source element references 
the target element. 

Generalization Generalization indicates that the source element is a 
generalization of the target element (which is based on and extends 
the source). 

 

8.5 BPM+ Modeling 
The main purpose of BPM+ modeling specifications is to provide the languages for business analysts to create 
specific models (that the language defines). For example, BPMN defines Process models, Collaboration models, etc; 
and CMMN defines Case models. SCE does not define any specific semantic element since that is the responsibility 
of the specific BPM+ specification. However, SCE provides a basic foundation for models for the modeling 
languages that utilize SCE. BPM+ Modeling languages will include, and perhaps extend, the SCE ModelArtifacts 
(see next section) within the models defined by those languages. 

8.5.1 ModelArtifact 
A ModelArtifact is an object that provides supporting information about a model. However, it does not have any 
behavioral semantics. The ModelArtifact element is an abstract element that inherits the attributes of SCEElement. 
ModelArtifacts are contained within a model type that is defined by a modeling language that extends SCE. This 
will usually be a concrete specialization of a sub-package for SCEDefinitions or a sub-package for SCEInstances. 

At this point, SCE provides three standard Artifacts: Associations, Groups, and Text Annotations. Additional 
Artifacts MAY be added to the SCE specification in later versions. A modeler or modeling tool MAY extend a 
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model and add new types of ModelArtifacts. Any new ModelArtifacts MUST follow the connector connection rules 
defined in the modeling specification that is dependent on SCE. Associations can be used to link ModelArtifacts to 
model elements and other ModelArtifacts. 

The following figure shows the ModelArtifact metamodel diagram. 

   
Figure 17: The ModelArtifact Metamodel 

 

Generalizations 
The ModelArtifact element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The ModelArtifact element does not have any additional attributes and/or associations. 

8.5.2 Association 
An Association is used to associate ModelArtifacts (often Text Annotations) to other diagram elements. If a 
ModelArtifact extension, such as an image, is added to the model, then that new ModelArtifact can be connected by 
an Association. A modeler can set the direct of the association such that the connector line will have an arrowhead 
on either one end or both (see figure below). The presence of one or two arrowheads does not have any specific 
semantic meaning but may provide a visual queue about the nature of the association.  

As a ModelArtifact, an Association is contained within a model type that is defined by a modeling language that 
extends SCE. 

Notation 
• An Association is a line that MUST be drawn with a dotted single line (see figure below) and MAY have a 

line arrowhead, if needed. 
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o The use of text, color, size, and lines for an Association MUST follow the rules defined in the 
section entitled “Use of Text, Color, Size, and Lines in a Diagram” on Page 4. 

• If there is a reason to put directionality on the Association, then: 
o A line arrowhead MAY be added to the Association line (see below). 
o The directionality of the Association can be in one direction or in both directions. 

 
Figure 18: An Association 

An Association is used to connect user-defined text (a Text Annotation) with a diagram element (see figure 
below). 

 
Figure 19: An Association Used with a Text Annotation 
Connection Rules 
The following statements define connection rules for an Association (when used by a modeling language dependent 
on SCE): 

• The source of an Association MAY be any diagram element (either a ModelArtifact or the semantic 
diagram elements of the modeling language using the Association). 

• The target of an Association MAY be any diagram element (either a ModelArtifact or the semantic 
diagram elements of the modeling language using the Association). 

 

Generalizations 
The Association element inherits the attributes and/or associations of: 

• ModelArtifact (see the section entitled “ModelArtifact” for more information). 

Further, the ModelArtifact element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 
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• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for Association: 

Table 20. Association Attributes and/or Associations  

Property/Association Description 
associationDirection : 
AssociationDirection [1] 

AssociationDirection is an attribute that defines whether or 
not the Association shows any directionality with an arrowhead. The 
default is “none” (no arrowhead). A value of “one” means that the 
arrowhead SHALL be at the target object. A value of “both” means 
that there SHALL be an arrowhead at both ends of the Association 
line.  

sourceRef : SCEElement [1] The SCEElement that the Association is connecting from.  

targetRef : SCEElement [1] The SCEElement that the Association is connecting to.  

 

8.5.3 AssociationDirection 
AssociationDirection is an enumerated list that defines the options regarding whether or not an Association shows 
any directionality with an arrowhead. The default is “none” (no arrowhead). A value of “one” means that the 
arrowhead SHALL be at the target object. A value of “both” means that there SHALL be an arrowhead at both ends 
of the Association.  

The following table lists and defines the AssociationDirection literals.  

Table 21. AssociationDirection Literals  

Literal Description 

both A value of “both” means that there SHALL be an arrowhead at both 
ends of the Association.  

none The default is “none” (no arrowhead).  

one A value of “one” means that the arrowhead SHALL be at the targetRef 
Object. 

 

8.5.4 Group 
The Group object is a ModelArtifact that provides a mechanism to informally group elements of a model. Groups 
are often used to highlight certain sections of a model without adding additional constraints or semantics. The 
highlighted (grouped) section of the model can be separated for reporting and analysis purposes. 

As a ModelArtifact, a Group is contained within a model type that is defined by a modeling language that extends 
SCE. 

Notation 
• A Group is a rounded corner rectangle that MUST be drawn with a solid dashed and dotted line (as seen in 

the figure below). 
o The use of text, color, size, and lines for a Group MUST follow the rules defined in the section 

entitled “Use of Text, Color, Size, and Lines in a Diagram”, above. 



Specification Core Element (SCE), v1.0 – beta 1                                                                                              35 
 

 
Figure 20: A Group 

 

Generalizations 
The Group element inherits the attributes and/or associations of: 

• ModelArtifact (see the section entitled “ModelArtifact” for more information). 

Further, the ModelArtifact element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The Group element does not have any additional attributes and/or associations. 

8.5.5 TextAnnotation 
TextAnnotations are a mechanism for a modeler to provide additional information for the reader of a model.  

As a ModelArtifact, a TextAnnotation is contained within a model type that is defined by a modeling language that 
extends SCE. 

Notation 
• A Text Annotation is an open rectangle that MUST be drawn with a solid single line (as seen in Figure 

8.16).  
o The use of text, color, size, and lines for a Text Annotation MUST follow the rules defined in the 

section entitled “Use of Text, Color, Size, and Lines in a Diagram”, above. 
• The Text Annotation object can be connected to a specific object on the diagram with an Association.  

o The associationDirection of the Association MUST be “none.” 

Note that the Association is not required for a Text Annotation. That is, the Text Annotation can be 
“floating” on a diagram. 

• Text associated with the Text Annotation MUST be placed within the bounds of the open rectangle. 
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Figure 21: A Text Annotation 
Generalizations 
The TextAnnotation element inherits the attributes and/or associations of: 

• DiagramArtifact (see the section entitled “DiagramArtifact” for more information). 

Further, the DiagramArtifact element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for TextAnnotation: 

Table 22. TextAnnotation Attributes and/or Associations  

Property/Association Description 

annotatedElementRef : SCEElement 
[0..*] 

If the TextAnnotation is associated with (is the sourceRef of an 
Association) another model element, this association will identify the 
targetRef of the Association. It is derived from the connected 
Association element. 

commentRef : Documentation [0..1] CommentRef is one of two attributes that provides text that the 
modeler wishes to communicate to the reader of the model. The text 
within a commentRef references a Documentation element that is 
contained in SCEDefinitions. Thus, a particular commentRef may 
appear on multiple models. This association will also allow a 
TextAnnotation to display the Documentation of the diagram element 
that the TextAnnotation is associated with (is connected to by an 
Association). 
This attribute is optional, but if it used, then the note attribute 
SHALL NOT be used. 

language : String [0..1] The named language can be a natural language, in which case the 
body is an informal representation, or an artifical language, in which 
case the body is expected to be a formal, machine-parsable 
representation. If the note attribute is used, then the language 
attribute is required. 
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note : String [0..1] Note is one of two attributes that provides text that the modeler 
wishes to communicate to the reader of the diagram. The text within a 
note is contained in and specific to the diagram where the 
TextAnnotation is placed.  
This attribute is optional, but if it used, then the commentRef 
attribute SHALL NOT be used. 

 

8.5.6 Diagram Artifact Connection Rules 
A modeling specification that is dependent on SCE will define connection rules that determine how 
DiagramArtifacts are used within the diagrams defined in that specification. In general, DiagramArtifacts are kept 
separate from the semantic elements and behaviors of the diagrams. Associations can be used to create non-
semantic connections between the diagrams semantic elements and DiagramArtifacts. 

8.6 Vocabularies 
Vocabularies (lists of terms) can be added to a model package of a modeling language dependent on SCE. 
SCEVocabularies are sets of terms defined by an external ontology. The terms link to formal definitions for the 
model elements that are created by the modeling language. The SemanticReference element is used to name the term 
provide a link to the definitions. SCEVocabularies are contained within an SCEModel package. 

The following figure presents the metamodel for SCEVocabulary: 

  
Figure 22: The SCEVocabulary Metamodel 

8.6.1 SemanticReference 
Most BPM+ models (dependent on SCE) are not intended to define full-scale ontologies or domain models, such as 
data models. However, the activities, decisions, data items, etc. of BPM+ are representative of elements defined by 
ontologies or data models. The specific context of the BPM+ elements may result in different terminology or sub-
sets of data representation elements within the normative domain models. To reduce any confusion due to 
terminology or data representation, the BPM+ models dependent on SCE have the capability of linking model 
elements to the appropriate external sources of truth for their domain. The SemanticReference is that mechanism in 
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SCE. It is contained within a SCEVocabulary and can be referenced by any SCEElement. This means that any 
model element from a specification dependent on SCEElement, directly or indirectly, may include one or more 
SemanticReferences. 

The following figure shows the concept of linking a SDMN Data Item to external reference that provides an agreed 
upon definition of the concept represented by the Data Item. In this example, a “Vital Signs and Measurements” 
Data Item is linked to an item named “Vital signs finding (finding)” in SnoMed, which is a health care domain site 
that provides accepted definitions of health care concepts. Note that SDMN does not show this relationship 
graphically. 

 
Figure 23: An Example of a Semantic Reference within a SDMN Model 

 

Generalizations 
The SemanticReference element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SemanticReference: 
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Table 23. SemanticReference Attributes and/or Associations  

Property/Association Description 
conceptNamespace : URI [0..1] This attribute documents the version of the target of the 

SemanticReference when the SemanticReference was included in the 
model. 
If this information is not provided, then it is likely that the conceptURI 
will navigate to the current version of the target of the 
SemanticReference, which could have changed since the 
SemanticReference was established in the model. 

conceptURI : URI [0..1] This attribute defines the URI location of the target of the 
SemanticReference.   

 

8.6.2 SCEVocabulary 
An SCEVocabulary is a list of terms, through the SemanticReference element, that can be used to relate to model 
elements to the external definition or meaning. The terms themselves do not represent the definitions or meanings 
but provide links to an external source. Multiple SCEVocabularies can be defined. They are contained in an 
SCEModel.  

Further, SCEVocabularies can be used for creating a user-defined list of enumerated values for use within a 
modeling language (as opposed to a fixed enumeration list). It is up to the modeling language using SCE to organize 
the SCEVocabularies into the appropriate enumerated lists. Since the SemanticReference element has a name and 
the links to external definitions are optional, the list (the “enumeration” SCEVocabulary) can be created before the 
specific external definitions are established. 

SCE has one pre-defined SCEVocabulary for the enumerated terms for the RelationshipKind element (see the 
section entitled “RelationshipKind” for more information). 

Generalizations 
The SCEVocabulary element inherits the attributes and/or associations of: 

• SCEPackage (see the section entitled “SCEPackage” for more information). 

Further, the SCEPackage element inherits the attributes and/or associations of: 

• SCEElement (see the section entitled “SCEElement” for more information). 

Further, the SCEElement element inherits the attributes and/or associations of: 

• SCERootElement (see the section entitled “SCERootElement” for more information). 

 

Properties 
The following table presents the additional attributes and/or associations for SCEVocabulary: 

Table 24. SCEVocabulary Attributes and/or Associations  

Property/Association Description 

term : SemanticReference [0..*] The list of terms is a set of SemanticReferences to an external 
ontology. 
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9 SCE Library 
A Library is included in SCE to provide standard instances that should be implemented by tools supporting SCE 
through their implementing of a modeling language dependent on SCE. Currently, SCE defines the instances for 
one sub-package named RelationshipKinds (See next section). 

9.1 RelationshipKinds 
The RelationshipKinds package contains one instance of an SCEVocabulary: RelationshipKinds which is 
provided by the SCE Library. The purpose of this vocabulary is to provide a set of standard terms, which are 
instances of the RelationshipKind element. 

The RelationshipKind element is used to specific the kind of relationship that exists between two modeling elements 
referenced by the ElementRelationship and ElementRelationshipType elements. Instead of defined a fixed 
enumerated list, the kinds can be defined through a class (RelationshipKind) and instances of that class (as shown 
below). The instances defined in this Library SHALL be included in any SCE implementation. However, the 
implementation can allow additional instances of the class if required for a particular modeling situation. 

In practice, when a modeler creates a model with a ElementRelationship and ElementRelationshipType, the 
RelationshipKind will be instantiated by one of the six instances in this Library. 

The following figure presents the instances for the RelationshipKind element that are terms for the instance 
(RelationshipKinds) of the SCEVocabulary element: 

  
Figure 24: The RelationshipKinds Instance Model 

The following table presents a description for the included instances for RelationshipKind: 
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Table 25. RelationshipKind Instances  

Instance Description 
Composition Composition indicates that the source element is composed of, in 

part, the target element. Other elements could be included in this 
composition. 

Containment Containment indicates that the source element is a container for 
the target element.  

Correlation Correlation indicates that the source element is correlated with 
the target element. This is often used when a mapping is required 
between the structures of two data elements. 

Dependency Dependency indicates that target element is dependent in some 
way on the source element. 

Miscellaneous Miscellaneous  indicates that source element has some 
relationship with the target element that is of a kind that is not 
expressed through the other RelationshipKind instances. 

Reference Reference  indicates that source element references 
the target element. 

Generalization Generalization indicates that the source element is a 
generalization of the target element (which is based on and extends 
the source). 

 

10 Exchange Formats 
In general, SCE models will not be interchanged independently, but will be interchanged in the context of another 
modeling specification, such as BKPMN, SDMN, or PPMN. Thus, this section specifies characteristics of 
exchanging SCE models. 

10.1 Interchanging Incomplete Models 
In practice, it is common for models to be interchanged before they are complete. This occurs frequently when doing 
iterative modeling, where one user (such as a subject matter expert or business person) first defines a high-level 
model, and then passes it on to another user to be completed and refined. 

Such “incomplete” models are ones in which all of the mandatory attributes have not yet been filled in, or the 
cardinality lowerbound of attributes and associations has not been satisfied. 

XMI allows for the interchange of such incomplete models. With SCE, we extend this capability to interchange of 
XML files based on the SCE XSD. In such XML files, implementers are expected to support this interchange by: 

• Disregarding missing attributes that are marked as ‘required’ in the XSD.  
• Reducing the lower bound of elements with ‘minOccurs’ greater than 0.  
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10.2 XSD 

10.2.1 Document Structure 
A domain-specific set of model elements is interchanged in one or more SCE files. The root element of each file 
SHALL be <SCE:SCEDefinitions>. The set of files SHALL be self-contained, i.e., all definitions that are used 
in a file SHALL be imported directly or indirectly using the <SCE:Import> element. 

Each file SHALL declare a “namespace” that MAY differ between multiple files of one model. 

SCE files MAY import non-SCE files (such as XSDs) if the contained elements use external definitions. 

10.2.2 References within the SCE XSD 
Many SCE elements that may need to be referenced contain IDs and within the SCE XSD, references to elements 
are expressed via these IDs. The XSD IDREF type is the traditional mechanism for referencing by IDs, however it 
can only reference an element within the same file. SCE elements of type SCERootElement support referencing by 
ID, across files, by utilizing an href attribute whose value must be a valid URI reference [RFC 3986] where the path 
components may be absolute or relative, the reference has no query component, and the fragment consists of the 
value of the id of the referenced SCE element. 

11 SCE Diagram Interchange (SCE DI) 
11.1 Scope 
This chapter specifies the meta-model and schema for SCE 1.0 Diagram Interchange (SCE DI). The SCE DI is 
meant to facilitate the interchange of SCE-dependent diagrams between tools rather than being used for internal 
diagram representation by the tools. The simplest interchange approach to ensure the unambiguous rendering of a 
SCE-dependent diagram was chosen for SCE DI. As such, SCE DI does not aim to preserve or interchange any 
“tool smarts” between the source and target tools (e.g., layout smarts, efficient styling, etc.). 

SCE DI does not ascertain that the SCE-dependent diagram is syntactically or semantically correct. This version of 
SCE DI focuses on the interchange of DiagramArtifacts that can be used in any modeling language that is 
dependent on SCE. 

11.2 Diagram Definition and Interchange 
The SCE DI metamodel, similar to the SCE abstract syntax meta-model, is defined as a MOF-based meta-model. 
As such, its instances can be serialized and interchanged using XMI. SCE DI is also defined by an XML schema. 
Thus, its instances can also be serialized and interchanged using XML. 

The SCE DI metamodel and schema are harmonized with the OMG Diagram Definition (DD) standard version 1.1. 
The referenced DD contains two main parts: the Diagram Commons (DC) and the Diagram Interchange (DI). The 
DC defines common types like bounds and points, while the DI provides a framework for defining domain-specific 
diagram models. As a domain-specific DI, SCE DI defines a few new meta-model classes that derive from the 
abstract classes from DI. 

The focus of SCE DI is the interchange of laid out shapes and edges that constitute a SCE-dependent diagram. Each 
shape and edge references a particular SCE model element. The referenced SCE model elements are all part of the 
actual SCE model. As such, SCE DI is meant to only contain information that is neither present nor derivable, from 
the SCE model whenever possible. Simply put, to render a SCE-dependent diagram both the SCE DI instance(s) 
and the referenced SCE model are REQUIRED. 

From the SCE DI perspective, a SCE-dependent diagram is a particular snapshot of a SCE model at a certain point 
in time. Multiple SCE-dependent diagrams can be exchanged referencing model elements from the same SCE 
model. Each diagram may provide an incomplete or partial depiction of the content of the SCE model. As described 
in clause 12, a SCE model package consists of one or more files. Each file may contain any number of SCE-
dependent diagrams. The exporting tool is free to decide how many diagrams are exported and the importing tool is 
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free to decide if and how to present the contained diagrams to the user. 

11.3 SCE Diagram Interchange Meta-Model 

11.3.1 How to read this chapter 
Clause 10.4 describes in detail the meta-model used to keep the layout and the look of SCE-dependent Diagrams. 
Clause 10.5 presents in tables a library of the SCE element depictions and an unambiguous resolution between a 
referenced SCE model element and its depiction.  

11.3.2 Overview 
The SCE DI is an instance of the OMG DI meta-model. The basic concept of SCE DI, as with diagram interchange 
in general, is that serializing a diagram [SCEDiagram] for interchange requires the specification of a collection of 
shapes [SCEShape] and edges [SCEEdge]. 

The SCE DI classes only define the visual properties used for depiction. All other properties that are REQUIRED 
for the unambiguous depiction of the SCE element are derived from the referenced SCE element [SCEElementRef]. 

SCE-dependent diagrams may be an incomplete or partial depiction of the content of the SCE model. Some SCE 
elements from a SCE model may not be present in any of the diagram instances being interchanged. 

SCE DI does not directly provide for any containment concept. The SCEDiagram is an ordered collection of mixed 
SCEShape(s) and SCEEdge(s). The order of the SCEShape(s) and SCEEdge(s) inside a SCEDiagram determines 
their Z-order (i.e., what is in front of what). SCEShape(s) and SCEEdge(s) that are meant to be depicted “on top” of 
other SCEShape(s) and SCEEdge(s) MUST appear after them in the SCEDiagram. Thus, the exporting tool MUST 
order all SCEShape(s) and SCEEdge(s) such that the desired depiction can be rendered. 

11.3.3 Measurement Unit 
As per OMG DD, all coordinates and lengths defined by SCEDI are assumed to be in user units, except when 
specified otherwise. A user unit is a value in the user coordinate system, which initially (before any transformation 
is applied) aligns with the device’s coordinate system (for example, a pixel grid of a display). A user unit, therefore, 
represents a logical rather than physical measurement unit. Since some applications might specify a physical 
dimension for a diagram as well (mainly for printing purposes), a mapping from a user unit to a physical unit can be 
specified as a diagram’s resolution. Inch is chosen in this specification to avoid variability, but tools can easily 
convert from/to other preferred physical units. Resolution specifies how many user units fit within one physical unit 
(for example, a resolution of 300 specifies that 300 user units fit within 1 inch on the device). 

11.3.4 Elements 
The following sections define the elements necessary for exchanging the diagrams from BPM+ modeling languages 
that are dependent on SCE. Specifically, the graphical DiagramArtifacts that may be used in the diagram. 

11.3.4.1 SCEDI 
The class SCEDI is a container for the shared SCEStyle and all the SCEDiagram defined in a SCE-dependent 
modeling package. 

The following figure shows the SCEDI metamodel diagram. 



44                                                                                                       Specification Core Element (SCE), v1.0 – beta 1 
 

 
Figure 25: The SCEDI Metamodel 
Generalizations 
The SCEDI element does not inherit any attributes or associations of from another element. 

Properties 
The following table presents the additional attributes and/or associations for SCEDI: 

Table 26. SCEDI Attributes and/or Associations  

Property/Association Description 

diagram : SCEDiagram [0..*] A list of SCEDiagrams. 

style : SCEStyle [0..*] A list of shared SCEStylethat can be referenced by all SCE-
dependent diagrams and SCEDiagramElement. 

 

11.3.4.2 SCEDiagram 
The abstract class SCEDiagram specializes DI::Diagram. It is a kind of Diagram that represents a depiction of all or 
part of a SCE-dependent model. It is contained within the SCEDI element (see above). The languages that are 
dependent on SCE will define concrete diagrams based on SCEDiagram. 

SCEDiagram is the container of SCEDiagramElement (SCEShape(s) and SCEEdge(s)). SCEDiagram cannot include 
other SCEDiagrams. 

A SCEDiagram can define a SCEStyle locally and/or it can refer to a shared one defined in the SCEDI. Properties 
defined in the local style overrides the one in the referenced shared style. That combined style (shared and local) is 
the default style for all the SCEDiagramElement contained in this SCEDiagram. 

The SCEDiagram class represents a two-dimensional surface with an origin of (0, 0) at the top left corner. This 
means that the x and y axes have increasing coordinates to the right and bottom. Only positive coordinates are 
allowed for diagram elements that are nested in a SCEDiagram. 

The following figure shows the SCEDiagram metamodel diagram. 
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Figure 26: The SCEDiagram Metamodel 

 

Generalizations 
The SCEDiagram element inherits the attributes and/or associations of: 

• Diagram (see the section entitled “Diagram” for more information). 

Further, the Diagram element inherits the attributes and/or associations of: 

• DiagramElement (see the section entitled “DiagramElement” for more information). 
Properties 
The following table presents the additional attributes and/or associations for SCEDiagram: 

Table 27. SCEDiagram Attributes and/or Associations  

Property/Association Description 

diagramElement : 
SCEDiagramElement [0..*] 

A list of SCEDiagramElements (SCEShape and SCEEdge) that are 
depicted in the SCE-dependent diagram. 

diagramRef : SCEDiagram [1] The diagram that the DI is representing. 
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localStyle : SCEStyle [0..1] A SCEStyle that defines the default styling for this diagram. Properties 
defined in that style override the ones in the sharedStyle. 

sharedStyleRef : SCEStyle [0..*] A reference to a SCEStyle defined in the SCEDI that serves as the 
default styling of the SCEDiagramElement in the SCE-dependent 
diagram. 

size : DC:Dimension [0..1] The size of this diagram. If not specified, the the SCE-dependent 
diagram is unbounded.  

 

11.3.4.3 SCEDiagramElement 
The SCEDiagramElement class is contained by the SCEDiagram and is the base class for SCEShape and SCEEdge. 

SCEDiagramElement inherits its styling from its parent SCEDiagram. In addition, it can refer to one of the shared 
SCEStyle defined in the SCEDI and/or it can define a local style. See section below for more details on styling. 

SCEDiagramElement MAY also contain a SCELabel when it has a visible text label. If no SCELabel is defined, the 
SCEDiagramElement should be depicted without a label. 

The following figure shows the SCEDiagramElement metamodel diagram. 

  
Figure 27: The SCEDiagramElement Metamodel 

 

Generalizations 
The SCEDiagramElement element inherits the attributes and/or associations of: 

• DiagramElement (see the section entitled “DiagramElement” for more information). 
Properties 
The following table presents the additional attributes and/or associations for SCEDiagramElement: 
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Table 28. SCEDiagramElement Attributes and/or Associations  

Property/Association Description 
label : SCELabel [0..*] An optional label when the SCE-dependent Element has a visible text 

label. 

localStyle : SCEStyle [0..1] A SCEStyle that defines the styling for this element. 

sceElementRef : SCEElement [1] A reference to the concrete instance of the SCEElement that is being 
depicted. 

sharedStyleRef : SCEStyle [0..1] A reference to a SCEStyle defined in the SCEDI. 

 

11.3.4.4 SCEShape 
The SCEShape class specializes DI::Shape and SCEDiagramElement. It is a kind of Shape that depicts a 
SCEElement from the SCE-dependent model. 

SCEShape represents a Group or a Text Annotation that is depicted on the diagram. SCE-dependent models may 
add additional shapes to their diagrams. 

SCEShape has no additional properties but a SCE-dependent model may extend this class to add properties that are 
used to further specify the appearance of some shapes that cannot be deduced from the SCE-dependent model. 

The following figure shows the SCEShape metamodel diagram. 

 
Figure 28: The SCEShape Metamodel 

 

Generalizations 
The SCEShape element inherits the attributes and/or associations of: 

• SCEDiagramElement (see the section entitled “SCEDiagramElement” for more information). 

Further, the SCEDiagramElement element inherits the attributes and/or associations of: 
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• DiagramElement (see the section entitled “DiagramElement” for more information). 

In addition, the SCEShape element inherits the attributes and/or associations of: 

• Shape (see the section entitled “Shape” for more information). 
Properties 
The SCEShape element does not have any additional attributes and/or associations. 

11.3.4.5 SCEEdge 
The SCEEdge class specializes DI::Edge and SCEDiagramElement. It is a kind of Edge that can depict a 
relationship between two SCE-dependent model elements. 

SCEEdge are used to depict Associations in the SCE-dependent model. Since SCEDiagramElement might be 
depicted more than once, sourceElement and targetElement attributes allow to determine to which 
depiction a SCEEdge is connected. When SCEEdge has a source, its sourceModelElement MUST refer to the 
SCEDiagramElement it starts from. That SCEDiagramElement MUST resolved to the SCEElement that is the actual 
source of the Association. When it has a target, its targetModelElement MUST refer to the SCEDiagramElement 
where it ends. That SCEDiagramElement MUST resolved to the SCEElement that is the actual target of the 
Association. 

The following figure shows the SCEEdge metamodel diagram. 

 
Figure 29: The SCEEdge Metamodel 

 

Generalizations 
The SCEEdge element inherits the attributes and/or associations of: 

• Edge (see the section entitled “Edge” for more information). 

In addition, the SCEEdge element inherits the attributes and/or associations of: 

• SCEDiagramElement (see the section entitled “SCEDiagramElement” for more information). 

Further, the SCEDiagramElement element inherits the attributes and/or associations of: 

• DiagramElement (see the section entitled “DiagramElement” for more information). 
Properties 
The following table presents the additional attributes and/or associations for SCEEdge: 
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Table 29. SCEEdge Attributes and/or Associations  

Property/Association Description 
sourceElementRef : 
SCEDiagramElement [0..1] 

The actual SCEDiagramElement this SCEEdge is connecting from. 
This MUST be specified when the SCEEdge has a source. 

targetElementRef : 
SCEDiagramElement [0..1] 

The actual SCEDiagramElement this SCEEdge is connecting to. This 
MUST be specified when the SCEEdge has a target. 

 

11.3.4.6 SCELabel 
SCELabel represents the depiction of some textual information about an element. 

A SCELabel is not a top-level element but is always nested inside either a SCEShape or a SCEEdge. It does not have 
its own reference to a SCE element but rather inherits that reference from its parent SCEShape or DMNEdge. The 
textual information depicted by the label is derived from the name attribute of the referenced SCEElement. 

The following figure shows the SCELabel metamodel diagram. 

 
Figure 30: The SCELabel Metamodel 

 

Generalizations 
The SCELabel element inherits the attributes and/or associations of: 

• Shape (see the section entitled “Shape” for more information). 
Properties 
The following table presents the additional attributes and/or associations for SCELabel: 

Table 30. SCELabel Attributes and/or Associations  

Property/Association Description 
text : String [0..1] An optional pretty printed text that MUST be displayed instead of the 

SCEElement’s name if it is present. 
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11.3.4.7 SCEStyle 
SCEStyle specializes DC::Style. It is a kind of style that provides appearance options for a SCEDiagramElement. 

SCEStyle is used to keep some non-normative visual attributes such as colors and font. SCE doesn’t give any 
semantic to color and font styling, but tools can decide to use them and interchange them. 

SCEDiagramElement style is calculated by percolating up SCEStyle attributes defined at a different level of the 
hierarchy. Each attribute is considered independently (meaning that a SCEStyle attribute can be individually 
overloaded). The precedence rules are as follow: 

• The SCEStyle defined by the localStyle attribute of the SCEDiagramElement 
• The SCEStyle referenced by the sharedStyle attribute of the SCEDiagramElement 
• The SCEStyle defined by the localStyle attribute of the parent SCEDiagram 
• The SCEStyle referenced by the sharedStyle attribute of the parent SCEDiagram 

The default attribute value defined in SCEStyle attributes. 

For example, let’s say we have the following: 

• SCEDiagramElement has a local SCEStyle that specifies the fillColor and strokeColor 
• Its parent SCEDiagram defines a local SCEStyle that specifies the fillColor and fontColor 

Then the resulting SCEDiagramElement should use: 

• The fillColor and strokeColor defined at the SCEDiagramElement level (as they are defined 
locally). 

• The fontColor defined at the SCEDiagram level (as the fillColor was overloaded locally). 
• All other SCEStyle attributes would have their default values. 

 
Figure 31: The SCEStyle Metamodel 
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Generalizations 
The SCEStyle element inherits the attributes and/or associations of: 

• Style (see the section entitled “Style” for more information). 
Properties 
The following table presents the additional attributes and/or associations for SCEStyle: 
Table 31. SCEStyle Attributes and/or Associations  

Property/Association Description 
fillColor : Color [0..1] The color use to fill the shape. Doesn’t apply to SCEEdge. The default 

is white. 

fontBold : boolean [0..1] If the text should be displayed in Bold. The default is false. 

fontColor : Color [0..1] The color use to write the label. The default is black. 

fontFamily : String [0..1] A comma-separated list of Font Name that can be used to display the 
text. The default is Arial. 

fontItalic : boolean [0..1] If the text should be displayed in Italic. The default is false. 

fontSize : Real [0..1] The size in points of the font to use to display the text. The default is 8. 

fontStrikeThrough : boolean [0..1] If the text should be stroke through. The default is false. 

fontUnderline : boolean [0..1] If the text should be underlined. The default is false. 

id : String [0..1] A unique id for this style so it can be referenced. Only styles defined in 
the SCEDI can be referenced by SCEDiagramElement and 
SCEDiagram. 

labelHorizontalAlignement : 
AlignmentKind [0..1] 

How text should be positioned horizontally within the Label bounds. 
Default depends of the SCEDiagramElement the label is attached to 
(see section below). 

labelVerticalAlignment : 
AlignmentKind [0..1] 

How the text should be positioned vertically inside the Label bounds. 
Default depends of the SCEDiagramElement the label is attached to 
(see section below). Start means “top” and end means “bottom”. 

strokeColor : Color [0..1] The color use to draw the shape borders. The default is black. 

 

11.4 Notation 
As a specification that contains notation, SCE specifies the depiction for SCE DiagramArtifact elements.  

Serializing a SCE diagram for interchange requires the specification of a collection of SCEShape(s) and SCEEdge(s) 
in the SCEDiagram (see sections above). The SCEShape(s) and SCEEdge(s) attributes must be populated in such a 
way as to allow the unambiguous rendering of the SCE-dependent diagram by the receiving party. More 
specifically, the SCEShape(s) and SCEEdge(s) MUST reference SCE model elements. If no SCEElement is 
referenced or if the reference is invalid, it is expected that this shape or edge should not be depicted. 

When rendering a SCE-dependent diagram, the correct depiction of a SCEShape or SCEEdge depends mainly on the 
referenced SCE model element and its particular attributes and/or references. The purpose of this clause is to: 
provide a library of the SCE element depictions, and to provide an unambiguous resolution between the referenced 
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SCE model element [SCEElement] and their depiction. Depiction resolution tables are provided below for both 
SCEShape and SCEEdge. 

11.4.1 Labels 
Both SCEShape and SCEEdge may have labels (its name attribute) placed on the shape/edge, or above or below the 
shape/edge, in any direction or location, depending on the preference of the modeler or modeling tool vendor. 

Labels are optional for SCEShape and SCEEdge. When there is a label, the position of the label is specified by the 
bounds of the SCELabel of the SCEShape or SCEEdge. Simply put, label visibility is defined by the presence of the 
SCELabel element. 

The bounds of the SCELabel are optional and always relative to the containing SCEDiagram's origin point. The 
depiction resolution tables provided below exemplify default label positions if no bounds are provided for the 
SCELabel (for SCEShape kinds and SCEEdge kinds (see sections above)). 

When the SCELabel is contained in a SCEShape, the text to display is the name of the SCEElement. 

11.4.2 SCEShape Resolution 
SCEShape can be used to represent a Text Annotation or a Group. 

11.4.2.1 Diagram Artifacts 
The Association element is included in the SCE metamodel as a DiagramArtifact. However, its notation is rendered 
through a SCEEdge (see section below). 

The following table presents the depiction resolutions for DiagramArtifacts: 

Table 32. Depiction Resolution of DiagramArtifacts 

SCE Element Depiction 
TextAnnotation 

 
Group 

 

 

11.4.3 SCEEdge Resolution 
SCEEdge can be used to represent an Association. 

11.4.3.1 Association 
Although an Assocation is placed in the SCE metamodel as a DiagramArtifact, its notation will be rendered with a 
SCEEdge. When the SCEEdge depicts an Association, its SCEElement MUST be specified. 

The following table presents the depiction resolutions for an Association: 
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Table 33. Depiction Resolution of Association 

SCE Element Depiction 
Association where 
associationDirection is none. 

 

Association where 
associationDirection is one.  

Association where 
associationDirection is both.  
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Annex C: Mapping to BPMN 
The elements of SCE are not current available for use by BPMN. At some point, the BPMN specifications may be 
updated to enable their utilization of SCE elements. As mentioned above, the design and structure of SCE is based 
on the design and structure of BPM+ specifications like BPMN. However, there are some differences and additions 
to SCE when compared to the BPMN. If there is not an exact match between an element in BPMN and a 
corresponding element in SCE, then a mapping will be defined. 
Table 34. Mapping to/from BPMN Base Element/Root Element 

BPMN Element/Property SCE Element/Property 
BaseElement SCEElement 

BaseElement.id SCEElement.identifier 

Not used in BPMN BaseElement. The name property 
is included in specific BPMN elements that may have 
a name. 

SCEElement.name 

Not included in BPMN. SCEElement.aliasID 

Not included in BPMN. SCEElement.humanID 

RootElement (extends BaseElement with no additional 
properties) 

Not in SCE. SCEElement would be a substitute. 

 

Table 35. Mapping to/from BPMN Definitions 

BPMN Element/Property SCE Element/Property 

Definitions SCEDefinitions 

Definitions.name See SCEElement.name 

Definitions.targetNamespace SCEDefinitions.targetNamespace 

Definitions.expressionLanguage Not in SCE since expressions are not included. This is 
BPMN specific metadata. 

Definitions.typeLanguage Not in SCE since expressions are not included. This is 
BPMN specific metadata. 

Definitions.exporter SCEDefinitions.exporter 

Definitions.exporterVersion SCEDefinitions.exporterVersion 

Not included in BPMN SCEDefinitions.tag 

Not included in BPMN SCEDefinitions.version 

Not included in BPMN SCEDefinitions.versionDate 

 

Annex D: Mapping to CMMN 
The elements of SCE are not current available for use by CMMN. At some point, the CMMN specifications may be 
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updated to enable their utilization of SCE elements. As mentioned above, the design and structure of SCE is based 
on the design and structure of BPM+ specifications like CMMN. However, there are some differences and additions 
to SCE when compared to the CMMN. If there is not an exact match between an element in CMMN and a 
corresponding element in SCE, then a mapping will be defined. 

Table 36. Mapping to/from CMMN CMMNElement 

CMMN Element/Property SCE Element/Property 

CMMNElement SCEElement 

CMMNElement.id SCEElement.identifier 

Not used in CMMNElement. The name property is 
included in specific CMMN elements that may have a 
name. 

SCEElement.name 

Not included in CMMN. SCEElement.aliasID 

Not included in CMMN. SCEElement.humanID 

 

Table 37. Mapping to/from CMMN Definitions 

CMMN Element/Property SCE Element/Property 

Definitions SCEDefinitions 

Definitions.name See SCEElement.name 

Definitions.targetNamespace SCEDefinitions.targetNamespace 

Definitions.expressionLanguage Not in SCE. This is CMMN specific metadata. 

Definitions.exporter SCEDefinitions.exporter 

Definitions.exporterVersion SCEDefinitions.exporterVersion 

Definitions.author Not in SCE. This is CMMN specific metadata, but 
could be provided by PPMN. 

Definitions.creationDate Not in SCE. This is CMMN specific metadata, but 
could be provided by PPMN. 

Not included in CMMN SCEDefinitions.tag 

Not included in CMMN SCEDefinitions.version 

Not included in CMMN SCEDefinitions.versionDate 

 

Annex E: Mapping to DMN 
The elements of SCE are not current available for use by DMN. At some point, the DMN specification may be 
updated to enable their utilization of SCE elements. As mentioned above, the design and structure of SCE is based 
on the design and structure of BPM+ specifications like DMN. However, there are some differences and additions to 
SCE when compared to the DMN. If there is not an exact match between an element in DMN and a corresponding 
element in SCE, then a mapping will be defined. 
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Table 38. Mapping to/from DMN DMNElement/NamedElement 

DMN Element/Property SCE Element/Property 
DMNElement SCEElement 

DMNElement.id SCEElement.identifier 

DMNElement.Description SCE Documentation.body 

DMNElement.Label SCE Category.name 

Not used in DMN DMNElement. The name property 
is included in specific BPMN elements that may have 
a name. 

SCEElement.name 

Not included in DMN. SCEElement.aliasID 

Not included in DMN. SCEElement.humanID 

NamedElement (extends DMNElement) Not in SCE. SCEElement would be a substitute. 

NamedElement.name SCEElement.name 

 

Table 39. Mapping to/from DMN Definitions 

DMN Element/Property SCE Element/Property 

Definitions SCEDefinitions 

Definitions.namespace SCEDefinitions.targetNamespace 

Definitions.expressionLanguage Not in SCE. This is DMN specific metadata. 

Definitions.typeLanguage Not in SCE. This is DMN specific metadata. 

Definitions.exporter SCEDefinitions.exporter 

Definitions.exporterVersion SCEDefinitions.exporterVersion 

Not included in DMN SCEDefinitions.tag 

Not included in DMN SCEDefinitions.version 

Not included in DMN SCEDefinitions.versionDate 
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