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1 Scope

This specification defines the Unified Modeling Language (UML), revision 2. The objective of UML isto provide system
architects, software engineers, and software developers with tools for analysis, design, and implementation of software-
based systems as well as for modeling business and similar processes.

The initial versions of UML (UML 1) originated with three leading object-oriented methods (Booch, OMT, and OOSE),
and incorporated a number of best practices from modeling language design, object-oriented programming and
architectural description languages. Relative to UML 1, this revision of UML has been enhanced with significantly more
precise definitions of its abstract syntax rules and semantics, a more modular language structure, and a greatly improved
capability for modeling large-scale systems.

One of the primary goals of UML is to advance the state of the industry by enabling object visual modeling tool
interoperability. However, to enable meaningful exchange of model information between tools, agreement on semantics
and notation is required. UML meets the following requirements:

» A formal definition of acommon MOF-based metamodel that specifies the abstract syntax of the UML. The abstract
syntax defines the set of UML modeling concepts, their attributes and their relationships, as well as the rules for
combining these concepts to construct partial or complete UML models.

» A detailed explanation of the semantics of each UML modeling concept. The semantics define, in a technology-
independent manner, how the UML concepts are to be realized by computers.

A specification of the human-readable notation elements for representing the individual UML modeling concepts as
well asrulesfor combining them into avariety of different diagram types corresponding to different aspects of modeled
systems.

A detailed definition of waysin which UML tools can be made compliant with this specification. Thisis supported (in
a separate specification) with an XML-based specification of corresponding model interchange formats (XMI) that
must be realized by compliant tools.

2 Conformance

UML is alanguage with a very broad scope that covers a large and diverse set of application domains. Not all of its
modeling capabilities are necessarily useful in all domains or applications. This suggests that the language should be
structured modularly, with the ability to select only those parts of the language that are of direct interest. On the other
hand, an excess of this type of flexibility increases the likelihood that two different UML tools will be supporting
different subsets of the language, leading to interchange problems between them. Consequently, the definition of
compliance for UML requires a balance to be drawn between modularity and ease of interchange.

Experience with previous versions of UML has indicated that the ability to exchange models between tools is of
paramount interest to alarge community of users. For that reason, this specification defines a small number of compliance
levels thereby increasing the likelihood that two or more compliant tools will support the same or compatible language
subsets. However, in recognition of the need for flexibility in learning and using the language, UML also provides the
concept of language units.
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2.1 Language Units

The modeling concepts of UML are grouped into language units. A language unit consists of a collection of tightly-
coupled modeling concepts that provide users with the power to represent aspects of the system under study according to
a particular paradigm or formalism. For example, the State Machines language unit enables modelers to specify discrete
event-driven behavior using a variant of the well-known statecharts formalism, while the Activities language unit
provides for modeling behavior based on a workflow-like paradigm. From the user’s perspective, this partitioning of
UML means that they need only be concerned with those parts of the language that they consider necessary for their
models. If those needs change over time, further language units can be added to the user’s repertoire as required. Hence,
a UML user does not have to know the full language to use it effectively.

In addition, most language units are partitioned into multiple increments, each adding more modeling capabilities to the
previous ones. This fine-grained decomposition of UML serves to make the language easier to learn and use, but the
individual segments within this structure do not represent separate compliance points. The latter strategy would lead to an
excess of compliance points and result to the interoperability problems described above. Nevertheless, the groupings
provided by language units and their increments do serve to simplify the definition of UML compliance as explained
bel ow.

2.2 Compliance Levels

The stratification of language units is used as the foundation for defining compliance in UML. Namely, the set of
modeling concepts of UML is partitioned into horizontal layers of increasing capability called compliance levels.
Compliance levels cut across the various language units, although some language units are only present in the upper
levels. As their name suggests, each compliance level is a distinct compliance point.

For ease of model interchange, there are just four compliance levels defined for the whole of UML:

» Level 0(LO). Thiscompliance level isformally defined in the UML Infrastructure. It contains a single language unit
that provides for modeling the kinds of class-based structures encountered in most popular object-oriented
programming languages. As such, it provides an entry-level modeling capability. More importantly, it represents a low-
cost common denominator that can serve as a basis for interoperability between different categories of modeling tools.

« Level 1(L1). Thislevel adds new language units and extends the capabilities provided by Level 0. Specifically, it adds
language units for use cases, interactions, structures, actions, and activities.

« Level 2 (L2). Thislevel extendsthe language units already provided in Level 1and adds language units for deployment,
state machine modeling, and profiles.

» Level 3 (L3). Thislevel representsthe complete UML. It extends the language units provided by Level 2 and adds new
language units for modeling information flows, templates, and model packaging.

The contents of language units are defined by corresponding top-tier packages of the UML metamodel, while the contents
of their various increments are defined by second-tier packages within language unit packages. Therefore, the contents of
a compliance level are defined by the set of metamodel packages that belong to that level.

As noted, compliance levels build on supporting compliance levels. The principal mechanism used in this specification
for achieving this is package merge (see “PackageMerge (from Kernel)” on page 112). Package merge allows modeling
concepts defined at one level to be extended with new features. Most importantly, this is achieved in the context of the
same namespace, which enables interchange of models at different levels of compliance as described in “Meaning and

Types of Compliance” on page 6.
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For this reason, all compliance levels are ultimately merged into a single core “UML” model package that defines the
common namespace shared by all the compliance levels. Level 0 is defined by the top-level metamodel shown in Figure
2.1. In this model, “L0" is originally an empty package that simply merges in the contents of the Basic package from the
UML Infrastructure. This package is then merged into the UML model. Package L0 contains elementary concepts such as
Class, Package, DataType, Operation, etc. merged in from Basic and Primitive Types (see the Unified Modeling
Language: Infrastructure specification for the complete list of contents of these two packages).

1 ]
PrimtiveTypes e Basic
«import
R N
e | amerges
wriierges ;
Lo

Figure 2.1 - Level 0 package diagram

At the next level (Level 1) the packages merged into Level 0 and their contents are extended with additional packages as
shown in Figure 2.2 on page 4. Note that each of the four packages shown in the figure merges in additional packages that
are not shown in the diagram. They are defined in the corresponding package diagrams in this specification.
Consequently, the set of language units that results from this model is more than is indicated by the top-level model in the
diagram. The specific packages included at this level are listed in Table 2.3 on page 8.
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1

Figure 2.2 - Level 1 top-level package merges

Basiclnteractions

Dependencies BasicActions ]
Kernel
IS A
=
Interfaces ; e —
< <<r‘ne\r\ge» <<Iri'nerge>> _afnerges InternalStructures
Teel . ! L #MEFYEs -7
«metges: S [ e
g Tl 1 - =T
L1
BasicBehaviors  feeoooee--m-mmmmmmmmoo e
< «mierges SIRBFIEE- % Fundamentalsctivities
,»"’ rrJ . “ngmerge»
«mﬂfgé» ;’ ‘._‘ - .
Lot o «“merges Y
] £ «mErges .
Communications ! s BaszicActivities
1 1
UseCases

Level 2 adds further language units and extensions to those provided by the Level 1. The actual language units and
packages included at this level of compliance are listed in Table 2.4 on page 9.
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Figure 2.3 - Level 2 top-level package merges

Finally, Level3, incorporating the full UML definition, is shown in Figure 2.4 on page 6. Its contents are described in

Table 2.5 on page 9.
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Figure 2.4 - Level 3 top-level package merges
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Meaning and Types of Compliance

Compliance to a given level entails full realization of all language units that are defined for that compliance level. This
also implies full realization of all language unitsin al the levels below that level. “Full realization” for alanguage unit at
a given level means supporting the complete set of modeling concepts defined for that language unit at that level.

Thus, it is not meaningful to claim compliance to, say, Level 2 without also being compliant with the Level 0 and Level

1. A tool that is compliant at a given level must be able to import models from tools that are compliant to lower levels
without loss of information.

There are two distinct types of compliance. They are:

1. Abstract syntax compliance. For agiven compliance level, this entails:

« compliance with the metaclasses, their structural relationships, and any constraints defined as part of the merged
UML metamodel for that compliance level and,
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« the ability to output models and to read in models based on the XMI schema corresponding to that compliance

level.

2. Concrete syntax compliance. For a given compliance level, this entails:

« Compliance to the notation defined in the “Notation” sub clauses in this specification for those metamodel
elements that are defined as part of the merged metamodel for that compliance level and, by implication, the
diagram types in which those elements may appear. And, optionally:

« the ability to output diagrams and to read in diagrams based on the XM schema defined by the Diagram
Interchange specification for notation at that level. This option requires abstract syntax and concrete syntax

compliance.

Concrete syntax compliance does not require compliance to any presentation options that are defined as part of the

notation.

Compliance for a given level can be expressed as:

- abstract syntax compliance

« concrete syntax compliance

- abstract syntax with concrete syntax compliance

- abstract syntax with concrete syntax and diagram interchange compliance

Table 2.1 Example compliance statement

Compliance Summary

Compliance level

Abstract Syntax

Concrete Syntax

Diagram Interchange Option

Level O YES YES YES
Level 1 YES YES NO
Level 2 YES NO NO

In case of tools that generate program code from models or those that are capable of executing models, it is also useful to

understand the level of support for the run-time semantics described in the various “ Semantics” sub clauses of the
specification. However, the presence of numerous variation points in these semantics (and the fact that they are defined
informally using natural language), make it impractical to define this as a formal compliance type, since the number of
possible combinations is very large.

A similar situation exists with presentation options, since different implementors may make different choices on which

ones to support. Finaly, it is recognized that some implementors and profile designers may want to support only a subset
of features from levels that are above their formal compliance level. (Note, however, that they can only claim compliance
to the level that they fully support, even if they implement significant parts of the capabilities of higher levels.) Given this

potential variability, it is useful to be able to specify clearly and efficiently, which capabilities are supported by a given
implementation. To this end, in addition to a formal statement of compliance, implementors and profile designers may
also provide informal feature support statements. These statements identify support for additional features in terms of
language units and/or individual metamodel packages, as well as for less precisely defined dimensions such as

presentation options and semantic variation points.
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An example feature support statement is shown in Table 2.2 for an implementation whose compliance statement is given
in Table 2.1. In this case, the implementation adds two new language units from higher levels.

Table 2.2 Example feature support statement

Feature Support Statement

Language Unit Packages Abstract | Concrete | Semantics | Presentation
Syntax Syntax Options
Deployments Deployments::Artifacts (L2) YES YES Note (4) Note (5)
Deployments::Nodes (L2)
State Machines StateMachines::BehaviorStateMachines (L2) | Note (1) YES Note (2) Note (3)

StateMachines::ProtocolStateMachines (L3)

Note (1):

States and state machines are limited to a single region

Shallow history pseudostates not supported

Note (2):
Note (3):

2.4

FIFO queueing in event pool

Inherited elements indicated using grey-toned lines, etc.

Compliance Level Contents

The following tables identify the packages by individual compliance levels in addition to those that are defined in lower
levels (asarule, Level (N) includes all the packages supported by Level (N-1)). The set of actual modeling features added

by each of the packages are described in the appropriate clauses of the related language unit.

Table 2.3 Metamodel packages added in Level 1

Language Unit

Metamodel Packages

Actions Actions::BasicActions

Activities Activities::Fundamental Activities
Activities::BasicActivities

Classes Classes::Kernel

Classes::Dependencies

Classes::Interfaces

General Behavior

CommonBehaviors::BasicBehaviors

CommonBehaviors::Communications

Structures CompositeStructure::Internal Structures
Interactions Interactions::Basiclnteractions
UseCases UseCases
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Table 2.4 Metamodel packages added in Level 2

Language Unit

Metamodel Packages

Actions Actions::StructuredActions
Actions::IntermediateActions
Activities Activities::IntermediateActivities
Activities::StructuredActivities
Components Components::BasicComponents
Deployments Deployments::Artifacts

Deployments::Nodes

General Behavior

CommonBehaviors::SimpleTime

Interactions Interactions.:Fragments

Profiles AuxilliaryConstructs::Profiles

Structures CompositeStructures::InvocationActions
CompositeStructures::Ports
CompositeStructures:: StructuredClasses

State Machines StateM achines::BehaviorStateM achines

Table 2.5 Metamodel packages added in Level 3

Language Unit

Metamodel Packages

Action Actions::CompleteActions

Activities Activities::CompleteActivities
Activities::CompleteStructuredActivities
Activities::ExtraStructuredActivities

Classes Classes::AssociationClasses
Classes::PowerTypes

Components Components::PackagingComponents

Deployments Deployments::ComponentDeployments

Information Flows

AuxilliaryConstructs::InformationFlows

Models AuxilliaryConstructs::Models

State Machines StateM achines:: Protocol StateM achines

Structures CompositeStructures::Collaborations
CompositeStructures:: StructuredActivities

Templates AuxilliaryConstructs:: Templates
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3 Normative References

The following normative documents contain provisions which, through reference in this text, constitute provisions of this
specification. For dated references, subsequent amendments to, or revisions of, any of these publications do not apply.

« UML 2.0 Superstructure RFP
» UML 2. Infrastructure Specification
» MOF 2.0 Specification

4 Terms and Definitions

There are no formal definitions in this specification that are taken from other documents.

5  Symbols

There are no symbols defined in this specification.

6 Additional Information

6.1  Architectural Alignment and MDA Support

Clause 1, “Language Architecture” of the Unified Modeling Language: Infrastructure explains how the Unified Modeling
Language: Infrastructure is architecturally aligned with the Unified Modeling Language: Superstructure that
complements it. It also explains how the Infrastructurelibrary defined in the Unified Modeling Language: Infrastructure
can be strictly reused by MOF 2.0 specifications.

It is the intent that the unified MOF 2.0 Core specification must be architecturally aligned with the Unified Modeling
Language: Infrastructure part of this specification. Similarly, the unified UML 2.0 Diagram Interchange specification
must be architecturally aligned with the Unified Modeling Language: Superstructure part of this specification.

The OMG’'s Model Driven Architecture (MDA) initiative is an evolving conceptual architecture for a set of industry-wide
technology specifications that will support a model-driven approach to software development. Although MDA is not itself
a technology specification, it represents an important approach and a plan to achieve a cohesive set of model-driven
technology specifications. This specification’s support for MDA is discussed in the Unified Modeling Language:
Infrastructure Annex B, “Support for Model Driven Architecture.”

6.2 On the Run-Time Semantics of UML

The purpose of this sub clause of the document is to provide a very high-level view of the run-time semantics of UML

and to point out where the various elements of that view are covered in the specification. The term “run-time” is used to
refer to the execution environment. Run-time semantics, therefore, are specified as a mapping of modeling concepts into
corresponding program execution phenomena. There are, of course, other semantics relevant to UML specifications, such
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as the repository semantics, that is, how a UML model behaves in a model repository. However, those semantics are
really part of the definition of the MOF. Still, it is worth remarking that not every concept in UML models a run-time
phenomenon (e.g., the “package” concept).

6.2.1 The Basic Premises

There are two fundamental premises regarding the nature of UML semantics. The first is the assumption that all behavior
in amodeled system is ultimately caused by actions executed by so-called “active” objects (see “Class (from
Communications)” on page 437). This includes behaviors, which are objects in UML 2, which can be active and
coordinate other behaviors. The second is that UML behavioral semantics only deal with event-driven, or discrete,
behaviors. However, UML does not dictate the amount of time between events, which can be as small as needed by the
application, for example, when simulating continuous behaviors.

6.2.2 The Semantics Architecture

Figure 6.1 identifies the key semantic areas covered by the current standard and how they relate to each other. The items
in the upper layers depend on the items in the lower layers but not the other way around. (Note that the structure of
metamodel package dependencies is somewhat similar to the dependency structure indicated here. However, they are not
the same and should be distinguished. This is because package dependencies specify repository dependencies not
necessarily run-time dependencies.)

Activities State Machines Interactions
Actions
Inter-Object Behavior Base Intra-Object Behavior Base
Structural Foundations

Figure 6.1 - A schematic of the UML semantic areas and their dependencies

At the highest level of abstraction, it is possible to distinguish three distinct composite layers of semantic definitions. The
foundational layer is structural. This reflects the premise that there is no disembodied behavior in UML — al behavior is
the consequence of the actions of structural entities. The next layer is behavioral and provides the foundation for the
semantic description of all the higher-level behavioral formalisms (the term “behavioral formalism” refersto a formalized
framework for describing behavior, such as state machines, Petri nets, data flow graphs, etc.). This layer, represented by
the shaded box in Figure 6.1, is the behavioral semantic base and consists of three separate sub areas arranged into two
sub layers. The bottom sub layer consists of the inter-object behavior base, which deals with how structural entities
communicate with each other, and the intra-object behavior base, which addresses the behavior occurring within
structural entities. The actions sub layer is placed on top of these two. It defines the semantics of individual actions.
Actions are the fundamental units of behavior in UML and are used to define fine-grained behaviors. Their resolution and
expressive power are comparable to the executable instructions in traditional programming languages. Actions in this sub
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layer are available to any of the higher-level formalisms to be used for describing detailed behaviors. The topmost layer
in the semantics hierarchy defines the semantics of the higher-level behavioral formalisms of UML: activities, state
machines, and interactions. Other behavioral formalisms may be added to this layer in the future.

6.2.3 The Basic Causality Model

The “causality model” is a specification of how things happen at run time and is described in detail in the Common
Behaviors clause on page 421. It is briefly summarized here for convenience, using the example depicted in the
communication diagram in Figure 6.2. The example shows two independent and possibly concurrent threads of causally
chained interactions. The first, identified by the thread prefix ‘A’ consists of a sequence of events that commence with
activeObject-1 sending signal sl to activeObject-2. In turn, activeObject-2 responds by invoking operation opl( ) on
passiveObject-1 after which it sends signal s2 to activeObject-3. The second thread, distinguished by the thread prefix
‘B, starts with activeObject-4 invoking operation op2( ) on passiveObject-1. The latter responds by executing the method
that realizes this operation in which it sends signal s3 to activeObject-2.

The causality model is quite straightforward: Objects respond to messages that are generated by objects executing
communication actions. When these messages arrive, the receiving objects eventually respond by executing the behavior
that is matched to that message. The dispatching method by which a particular behavior is associated with a given
message depends on the higher-level formalism used and is not defined in the UML specification (i.e., it is a semantic
variation point).

Al: sl A3: s2
activeObject-1 activeObject-2 activeObject-3

A2: op]( )l IBl.l: s3

B1: op2()
—_
activeObject-4 passiveObject-1

Figure 6.2 - Example illustrating the basic causality model of UML

The causality model also subsumes behaviors invoking each other and passing information to each other through
arguments to parameters of the invoked behavior, as enabled by CallBehaviorAction (see “CallBehaviorAction (from
BasicActions)” on page 243). This purely “procedural” or “process’ model can be used by itself or in conjunction with
the object-oriented model of the previous example.

6.2.4 Semantics Descriptions in the Specification

The general causality model is described in the introductory part of Clause 13 (CommonBehaviors) and also, in part, in
the introduction to Clause 14 (Interactions) and the sub clause on Interaction (14.3.13) and Message (14.3.20).

The structural foundations are mostly covered in two clauses. The elementary level is mostly covered in Clause 7, where
the root concepts of UML are specified. In particular, the sub clauses on InstanceSpecifications (7.3.22), Classes (7.3.7),
Associations (7.3.3), and Features (7.3.19). The composites level is described primarily in Clause 9 (Composite
Structures), with most of the information related to semantics contained in sub clauses 9.3.12 (Property concept) and
9.3.13 (StructuredClassifier). In addition, the introduction to this clause contains a high-level view of some aspects of
composite structures.
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The relationship between structure and behavior and the general properties of the Behavior concept, which are at the core
of the behavioral base are described in CommonBehaviors (in the introduction to Clause 13 and in sub clause 13.3.2 in
particular).

Inter-object behavior is covered in three separate clauses. The basic semantics of communications actions are described in
the introduction to Clause 11 (Actions) and, in more detail, in the clauses describing the specific actions. These can
potentially be used by an object on itself, so can be inter- or intra-object. The read/write actions can aso be used by one
object to access other objects, so are potentially inter- or intra-object. These actions can be used by any of the behavior
formalisms in UML, so al are potentially inter-object behaviors. However, the interactions diagram is designed
specifically to highlight inter-object behavior, under its concept of message. These are defined in the Interactions clause
(sub clauses 14.3.20 and 14.3.21), while the concepts of events and triggers are defined in the Communications package
of CommonBehaviors (Clause 13). Occurrence specifications are defined in sub clause 14.3.25 of the Interactions clause.
The other two behavior formalisms can be translated to interactions when they use inter-object actions.

All the behavior formalisms are potentially intra-object, if they are specified to be executed by and access only one
object. However, state machines are designed specifically to model the state of a single object and respond to events
arriving at that object. Activities can be used in a similar way, but also highlight input and output dependency between
behaviors, which may reside in multiple objects. Interactions are potentially intra-object, but generally not designed for
that purpose.

The various shared actions and their semantics are described in Clause 13.

Finally, the higher-level behavioral formalisms are each described in their own clauses: Activitiesin Clause 12,
Interactions in Clause 14, and State Machines in Clause 15.

6.3 The UML Metamodel

6.3.1 Models and What They Model

A model contains three major categories of elements: Classifiers, events, and behaviors. Each major category models
individuals in an incarnation of the system being modeled. A classifier describes a set of objects; an object is an
individual thing with a state and relationships to other objects. An event describes a set of possible occurrences; an
occurrence is something that happens that has some consegquence within the system. A behavior describes a set of possible
executions; an execution is the performance of an algorithm according to a set of rules. Models do not contain objects,
occurrences, and executions, because those things are the subject of models, not their content. Classes, events, and
behaviors model sets of objects, occurrences, and executions with similar properties. Value specifications, occurrence
specifications, and execution specifications model individual objects, occurrences, and executions within a particular
context. The distinction between objects and models of objects, for example, may appear subtle, but it is important.
Objects (and occurrences and executions) are the domain of a model and, as such, are always complete, precise, and
concrete. Models of objects (such as value specifications) can be incomplete, imprecise, and abstract according to their
purpose in the model.

6.3.2 Semantic Levels and Naming

A large number of UML metaclasses can be arranged into 4 levels with metasemantic relationships among the
metaclasses in the different levels that transcend different semantic categories (e.g., classifiers, events, behaviors). We
have tried (with incomplete success) to provide a consistent naming pattern across the various categories to place
elements into levels and emphasize metarelationships among related elements in different levels. The following 4 levels
are important:
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Type level — Represents generic types of entities in models, such as classes, states, activities, events, etc. These are the
most common constituents of models because models are primarily about making generic specifications.

Instance level — These are the things that models represent at runtime. They don’t appear in models directly (except very
occasionally as detailed examples), but they are necessary to explain the semantics of what models mean. These classes
do not appear at al in the UML2 metamodel or in UML models, but they underlie the meaning of models. We provide a
brief runtime metamodel in the Common Behavior clause, but we do not formally define the semantics of UML using the
runtime metamodel. Such a formal definition would be a major amount of work.

Value specifications — A realization of UML2, compared to UML, is that values can be specified at various levels of
precision. The specification of a value is not necessarily an instance; it might be a large set of possible instances
consistent with certain conditions. What appears in models is usually not instances (individual values) but specifications
of values that may or may not be limited to a single value. In any case, models contain specifications of values, not values
themselves, which are runtime entities.

Individual appearances of a type within a context — These are roles within a generic, reusable context. When their context
isinstantiated, they are also bound to contained instances, but as model elements they are reusable structural parts of their
context; they are not instances themselves. A realization of UML2 was that the things called instances in UML1 were
mostly roles: they map to instances in an instance of their container, but they are model elements, not instances, because
they are generic and can be used many times to generate many different instances.

We have established the following naming patterns:
Types : Instances : Values : Uses

Classifier, Class : Instance, Object : InstanceSpecification : Part, Role, Attribute,
XXXUse (e.g., CollaborationUse)

Event : Occurrence : OccurrenceSpecification : various (e.g., Trigger)

Behavior : Execution : ExecutionSpecification : various (e.g., ActivityNode, State),
XXXUse (e.g., InteractionUse)

The appearances category has too wide a variety of elements to reduce to a single pattern, although the form XXXUse is
suggested for simple cases where an appearance of an element is contained in a definition of the same kind of element.

In particular, the word “event” has been used inconsistently in the past to mean both type and instance. The word “event”
now means the type and the word “occurrence’ means the instance. When necessary, the phrases “event type” (for event)
and “event occurrence” (for occurrence) may be used. Note that this is consistent with the frequent English usage “an
event occurs’ = the occurrence of an event of a given type; so to describe a runtime situation, one could say “event X
occurs’ or “an occurrence of event X” depending on which form is more convenient in a sentence. It is redundant and
incorrect to say “an event occurrence occurs.”

6.4 How to Read this Specification

Therest of this document contains the technical content of this specification. As background for this specification, readers
are encouraged to first read the UML: Infrastructure specification that complements this specification. Part I,
“Introduction” of UML: Infrastructure explains the language architecture structure and the formal approach used for its
specification. Afterwards the reader may choose to either explore the InfrastructureLibrary, described in Part I,
“Infrastructure Library,” or the Classes::Kernel package that reuses it, described in Clause 1, “Classes.” The former
specifies the flexible metamodel library that is reused by the latter; the latter defines the basic constructs used to define
the UML metamodel.
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With that background the reader should be well prepared to explore the user level constructs defined in this UML:

Super structure specification. These concepts are organized into three parts: Part | - “Structure,” Part 11 - “Behavior,” and
Part 111 - “Supplement.” “Part | - Structure” defines the static, structural constructs (e.g., classes, components, nodes
artifacts) used in various structural diagrams, such as class diagrams, component diagrams, and deployment diagrams.
“Part 1l - Behavior” specifies the dynamic, behavioral constructs (e.g., activities, interactions, state machines) used in
various behavioral diagrams, such as activity diagrams, sequence diagrams, and state machine diagrams. “Part |11 -
Supplement” defines auxiliary constructs (e.g., information flows, models, templates, primitive types) and the profiles
used to customize UML for various domains, platforms, and methods.

Although the clauses are organized in alogical manner and can be read sequentially, this is a reference specification and
isintended to be read in a non-sequential manner. Consequently, extensive cross-references are provided to facilitate
browsing and search.

6.4.1 Specification format

The concepts of UML are grouped into three major parts:
 Part I: Concepts related to the modeling of structure
» Part Il: Concepts related to the modeling of behavior
» Part I11: Supplementary concepts

Within each part, the concepts are grouped into clauses according to modeling capability. A capability typically covers a
specific modeling formalism. For instance, all concepts related to the state machine modeling capability are gathered in
the State Machines clause and all concepts related to the activities modeling capability are in the Activities clause. The
Capability clauses in each part are presented in alphabetical order.

Within each clause, there is first a brief informal description of the capability described in that clause. Thisis followed by
a sub clause describing the abstract syntax for that capability. The abstract syntax is defined by a CMOF model (i.e., the
UML metamodel) with each modeling concept represented by an instance of a MOF class or association. The model is
decomposed into packages according to capabilities. In the specification, this model is described by a set of UML class
and package diagrams showing the concepts and their relationships. The diagrams were designed to provide
comprehensive information about a related set of concepts, but it should be noted that, in many cases, the representation
of aconcept in agiven diagram displays only a subset of its features (the subset that is relevant in that context). The same
concept may appear in multiple diagrams with different feature subsets. For a complete specification of the features of a
concept, readers should refer to its formal concept description (explained below). When the concepts in the capability are
grouped into sub packages, the diagrams are also grouped accordingly with a heading identifying the sub package
preceding each group of diagrams. In addition, the name of the owning package is included in each figure caption.

The “Concept Definitions” clause follows the abstract syntax clause. This clause includes formal specifications of all
concepts belonging to that capability, listed in alphabetical order. Each concept is described separately according to the
format explained below.

The final sub clause in most clauses gives an overview of the diagrams, diagram elements, and notational rules and
conventions that are specific to that capability.

The formal concept descriptions of individual concepts are broken down into sub clauses corresponding to different
aspects. In cases where a given aspect does not apply, its sub clause may be omitted entirely from the class description.
The following sub clauses and conventions are used to specify a concept:

» The heading gives the formal name of the concept and indicates, in parentheses, the sub package in which the concept
is defined. In some cases, there may be more than one sub package name listed. This occurs when a concept is defined
in multiple package merge increments — one per package. In afew instances, there is no package name, but the phrase

UML Superstructure Specification, v2.2 15



16

“as speciaized” appearsin parentheses. Thisindicates a“semantic” increment, which does not involve a new
increment in the metamodel and which, therefore, does not change the abstract syntax, but which adds new semantics
to previous increments (e.g., additional constraints).

In some cases, following the heading is a brief, one- or two-sentence informal description of the meaning of a concept.
Thisisintended as a quick reference for those who want only the basi ¢ information about a concept.

All the direct generalizations of a concept are listed, alphabeticaly, in the“ Generalizations’ sub clause. A “direct”
generalization of aconcept is aconcept (e.g., aclass) that isimmediately above it in the hierarchy of itsancestors (i.e.,
its “parent”). Note that these items are hyperlinked in el ectronic versions of the document to facilitate navigation
through the metamodel class hierarchy. Readers of hardcopy versions can use the page numbers listed with the names
to rapidly locate the description of the superclass. This sub clause is omitted for enumerations.

A more detailed description of the purpose, nature, and potential usage of the concept may be provided in the
“Description” sub clause. Thistoo isinformal. If aconcept is defined in multiple increments, then the first part of the
description coversthe top-level package and is followed, in turn, by successive description increments for each sub
package. The individual increments are identified by a sub package heading such as

Package PowerTypes

This indicates that the text that follows the heading describes the increment that was added in the PowerTypes sub
package. The description continues either until the end of the sub clause or until the next sub package increment head-
ing is encountered.

This convention for describing sub package incrementsis applied to al other sub clauses related to the concept.

The “Attributes” sub clause of a concept description lists each of the attributes that are defined for that metaclass. Each
attribute is specified by its formal name, its type, and multiplicity. If no multiplicity islisted, it defaultsto 0..*. Thisis
followed by atextual description of the purpose and meaning of the attribute. If an attributeis derived, the name will be
preceded by a slash. For example:

*body: String[1]  Specifies a string that is the comment

specifies an attribute called “body” whose typeis“ String” and whose multiplicity is 1.
If an attribute is derived, where possible, the definition will also include a specification (usually expressed as an OCL
constraint) specifying how that attribute is derived. For instance:
«/isComposite: Boolean A state with isComposite = trueis said to be a composite state. A composite state is a state that
contains at least one region>

isComposite = (region > 1)

The “Associations” sub clause lists al the association ends owned by the concept. The format for these is the same as
the one for attributes described above. Association ends that are specializations or redefinitions of other association
ends in superclasses are flagged appropriately. For example:

slowerValue: VaueSpecification[0..1] {subsets Element::ownedElement} The specification of the lower bound for this
multiplicity.

specifies an association end called “lowerValue” that is connected to the “ ValueSpecification” class and whose multi-
plicity is0..1. Furthermore, it is a specialization of the “ownedElement” association end of the class “Element.”

Aswith derived attributes, if an association end is derived, where possible, the definition will also include a
specification (usually expressed as an OCL constraint) specifying how that association end is derived.

UML Superstructure Specification, v2.2



The* Constraints’ sub clause containsanumerica list of all the constraints that define additiona well-formednessrules
that apply to this concept. Each constraint consists of atextual description and may be followed by aformal constraint
expressed in OCL. Note that in afew cases, it may not be possible to express the constraint in OCL, in which case the
formal expression is omitted.

“Additional Operations’ containsanumerical list of operations that are applicable to the concept. These may be queries
or utility operations that are used to define constraints or other operations. Where possible, operations are specified
using OCL.

The “Semantics” sub clause describes the meaning of the concept in terms of its concrete manifestation. Thisisa
specification of the set of things that the concept models (represents) including, where appropriate, a description of the
behavior of those things (i.e., the dynamic semantics of the concept).

“Semantic Variation Points” explicitly identifies the areas where the semantics are intentionally under specified to
provide leeway for domain-specific refinements of the general UML semantics (e.g., by using stereotypes and profiles).

The “Notation” sub clause gives the basic notational forms used to represent a concept and its features in diagrams.
Only concepts that can appear in diagrams will have a notation specified. Thistypically includes a simple example
illustrating the basic notation. For textual notations a variant of the Backus-Naur Form (BNF) is often used to specify
the legal formats. The conventions of this BNF are:

« All non-terminals are in italics and enclosed between angle brackets (e.g., <non-terminal>).

« All terminals (keywords, strings, etc.), are enclosed between single quotes (e.g., ‘or’).

* Non-terminal production rule definitions are signified with the *::=" operator.

« Repetition of an item is signified by an asterisk placed after that item: **’.

« Alternative choices in a production are separated by the ‘| symbol (e.g., <alternative-A> | <alternative-B>).
« Items that are optional are enclosed in square brackets (e.g., [<item-x>]).

* Where items need to be grouped they are enclosed in simple parenthesis; for example:
(<item-1> | <item-2>) *

signifies a sequence of one or more items, each of which is<item-1> or <item-2>.

The “Presentation Options” sub clause supplements the “Notation” clause by providing alternative representations for
the concept or its parts. Users have the choice to use either the forms described in this sub clause or the forms described
in the “Notation” sub clause.

“Style Guidelines” identifies notational conventions recommended by the specification. These are not normative but, if
applied consistently, will facilitate communication and understanding. For example, there is a style guideline that
suggests that the names of classes should be capitalized and another one that recommends that the names of abstract
classes be written out in italic font. (Note that these specific recommendations only make sensein certain writing
systems, which iswhy they cannot be normative.)

The “Examples’ sub clause, if present, includes additional illustrations of the application of the concept and its
notation.

“Changes from previous UML” identifies the main differences in the specification of the concept relative to UML
versions 1.5 and earlier.

UML Superstructure Specification, v2.2 17



6.4.2 Diagram format

The following conventions are adopted for all metamodel diagrams throughout this specification:

» An association with one end marked by a navigability arrow means that:
« the association is navigable in the direction of that end,
« the marked association end is owned by the classifier, and

« the opposite (unmarked) association end is owned by the association.

Note — This convention wasinherited from UML 1.x and was used in theinitial versions of the specification because there was
no explicit notation for indicating association end ownership. Such a notation was introduced in revision 2.1.1 (see the
notation sub clause of the Association metaclass on page 39) but was not applied to the diagramsin the specification due to
lack of tool support. In accord with the new notation, the ownership of an association end by the association would continue to
be shown by leaving the end unmarked, but the ownership of an end by the classifier would be shown by marking that
classifier-owned end with a dot.

» An association with neither end marked by navigability arrows means that:
« the association is navigable in both directions,

« each association end is owned by the classifier at the opposite end (i.e., neither end is owned by the association).

» Association specialization and redefinition are indicated by appropriate constraints situated in the proximity of the
association ends to which they apply. Thus:

 The constraint { subsets endA} means that the association end to which this constraint is applied is a specialization
of association end endA that is part of the association being specialized.

* A congtraint { redefines endA} means that the association end to which this constraint is applied redefines the
association end endA that is part of the association being specialized.

« If no multiplicity is shown on an association end, it implies amultiplicity of exactly 1.

- If an association end is unlabeled, the default name for that end is the name of the class to which the end is attached,
modified such that the first letter is alowercase |etter. (Note that, by convention, non-navigable association ends are
often left unlabeled since, in general, there is no need to refer to them explicitly either in thetext or in formal
constraints - although they may be needed for other purposes, such as M OF language bindings that use the metamodel.)

» Associationsthat are not explicitly named, are given names that are constructed according to the following production
rule:

"A " <association-end-namel> <association-end-name2>

where <association-end-namel> is the name of the first association end and < association-end-name2> is the name of
the second association end.

» An unlabeled dependency between two packagesis interpreted as a package import relationship.

Note that some of these conventions were adopted to contend with practical issues related to the mechanics of producing
this specification, such as the unavailability of conforming modeling tools at the time the specification itself was being
defined. Therefore, they should not necessarily be deemed as recommendations for general use.
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Part | - Structure

This part defines the static, structural constructs (e.g., classes, components, nodes artifacts) used in various structural
diagrams, such as class diagrams, component diagrams, and deployment diagrams. The UML packages that support
structural modeling are shown in the figure below.

]

Classes

™

lmporte

I

CompositeStructures

I

alrnports

.

Components

)

<<!rr||:u:|rt>>

.

Deployments

Part I, Figure 1 - UML packages that support structural modeling

The function and contents of these packages are described in following clauses, which are organized by major subject areas.
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7 Classes

7.1 Overview

The Classes package contains sub packages that deal with the basic modeling concepts of UML, and in particular classes
and their relationships.

Reusing packages from UML 2 Infrastructure

The Kernel package represents the core modeling concepts of the UML, including classes, associations, and packages.
This part is mostly reused from the infrastructure library, since many of these concepts are the same as those that are used
in, for example, MOF. The Kernel package is the central part of the UML, and reuses the Constructs and PrimitiveTypes
packages of the InfrastructureLibrary.

In many cases, the reused classes are extended in the Kernel with additional features, associations, or superclasses. In
subsequent diagrams showing abstract syntax, the subclassing of elements from the infrastructure library is always elided
since this information only adds to the complexity without increasing understandability. Each metaclass is completely
described as part of this clause; the text from the infrastructure library is repeated here.

It should also be noted that Kernel is a flat structure that like Constructs only contains metaclasses and no sub-packages.
The reason for this distinction is that parts of the infrastructure library have been designed for flexibility and reuse, while
the Kernel in reusing the infrastructure library has to bring together the different aspects of the reused metaclasses.

The packages that are explicitly merged from the InfrastructureLibrary are the following:
« PrimitiveTypes
+ Congtructs

All other packages of the InfrastructureLibrary::Core are implicitly merged through the ones that are explicitly merged.

«imports
Constructs [ p __________ > FrimitiveTypes
7™
E«merge» ) ,«F‘ﬁerge»

Kernel

Figure 7.1 - InfrastructureLibrary packages that are merged by
Kernel (all dependencies in the picture represent package merges)
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7.2  Abstract Syntax

Figure 7.2 shows the package dependencies of the Kernel packages.

1

Kernel

7 A T

amerges

S
S

arnerges
- ¥Mmerges: -

B ' .
- ' .

—l L —|E ~

AzsociationClaszes Dependencies

PovwerTypes

A

«merége»

1 1

Irterfaces «mer_qg:g_-_} BazicBehaviars

Figure 7.2 - Subpackages of the Classes package and their dependencies

24

UML Superstructure Specification, v2.2



Package Kernel

fsubsets ownetd  {subsets ownedElerment

Ao e}

*

%

+ fowvrner

freadCnly, uniond

+ ovvningElement + ovvnedComment
Flamant [t T g - Comment

TreadCnly, union}

+ annotatedElement

Efemrant
Rm + lrelatedElement

* 1.*

{readCnly, unior,
subsets relatedElerment
DirvectedRefationsiip + farget

* 1.%

+ fsource

* 1.%
TreadCnly, union,
subsets relatedElementt

Figure 7.3 - Root diagram of the Kernel package
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NamedElomont

name ;. String
visibitiy sl ing
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[0.1]
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T
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public
private
protected
package

PackageableEfomont

{readOnly, subsets member} *

Namespace

VISIRSIy o | Tsibite R T

+ fimportedidember

* +

{readCnly, union,
subsets owner}
+ inamespace

{readnly, union}

* NamedElomont

+ | + fowwnedtember

{readCnly, union, subsets
member, subsets ownedElement}

Jmemkber

0.

{subsets source, subsets owner}t

+ imporingMamespace

| DirectedRelfationship |

I

Elementimport

%

wigibility © Wisibilitykind

1 + elemertimpoart alias: String  [0.1] 1
{subsets
ownedElement}
beet | DirectodRefationship |
-{sutl snte S SOUFCE, 1 | {subsets target}
subsets ownert % + importedElement
+ importingMamespace *

1 + packageimport

{subsets ownedElement}

Packagelmport
visibility © WisibiltyKind

%

| PackageabloFlomont |

+ importedPackage

{subsets target}

Figure 7.4 - Namespaces diagram of the Kernel package
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Element

i

MultiplicityElement {subsets ownert Isubsets ownedElement]:
isOrdered © Boolean ¢+ owningllpper +uppervalue_ | ValueSpecification
isUnique : Boolean 0.1 0.1
Aupper - Unlimitediiatural [0..1] {subsets ownert {subsets ownedElement}
fower : Integer [0.1] + owninglower + Iuwer‘\faéui

0.1 -

NamedElement PackageableElement
TypedElement +type Type
0.1

Figure 7.5 - Multiplicities diagram of the Kernel package
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‘ TypedEfa... ‘ | PackaqeabieElomont

{subsets ownedElerment, Drdered}‘T‘ ‘T
+ operand T
| VizineSpecification |

Tsubsets ownert )
+ expression - - — + instance —
T Expression ! iteraiSpecification | | InstanceValue I—‘3’1 | InstanceSpecification
*
; symbal © String
LiteralBoolean Literallnteger LiteralString LiteralUnlimitedatural Literallull
value | Boolean value : Integer walle : String value : Unlimitecdhatural

Opaquebxpression
body © String
language : String

Figure 7.6 - Expressions diagram of the Kernel package

PackageableFlomant

‘T‘ fordered?

Constraint + constrainedElement Efement
Mamiespace N *
fsubsets {fsubsets ownerk {subsets ownedElement
{subsets namespace}l  gwnedMamber} + ovwningConstraint + specification ValueSpecification
+ context + ovvnedRule E 1
0.1 *

Figure 7.7 - Constraints diagram of the Kernel package
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PackageabioFlamont |

{subsets owner:
+ ovwvninginstance

InstanceSpecification 1

feubsets ownert

+ owvninginstanceSpec

0.1

A
subsets
éwnedEIement} ;{SDL\"E;??SE[W”EI’} {;;Jé:;gcé}uwnedﬂement,
+ it oot s + value ! ValueSpecification |
* 0.1 *
* + definingFeature
> StructuraliFeature
{subsets pwnedElerment’ 1
+ specificatiol r
k! VaineSpecification |

+ classifier, —
Classifier
®

Figure 7.8 - Instances diagram of the Kernel package

NamedElonront

{readCnly, union}:

+ lredefintionCantext

f

‘ RedefinabloFlamant ‘ MNauraspace

Ciassifier

Type

{subzets target}
+ general

DirectedRalationship

RedefinableElement
Isleaf : Boolean

E]
freadOnly, union}:
+ fredefinedElement

3

freadOnly, union, {subsets

*

subsets feature}  redefinitionContext
Property + fattribute + Classitier
p 0.1

Isd bstract : Baolean

1

{subsets source,

subsats ownert
+ specific

Generalization
izzukstitutable : Boalean

{subsets

owhedElernent
+ generalization

1

*

{readOnly, subsets mernbert

*
{aubsets redefinedElementt
+ redefinedClazsifier

%

+ fgeneral

Figure 7.9 - Classifiers diagram of the Kernel package
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{readOnly, union}t

RedefinabloEfemont

freadonly, union}

+ featuringClassifier  + ffesture
Classifier N N

Fegture

IsSigtic © Boolgan

| MuitiplicityElentent ‘ TypedElement

StructuralFeature

IsReadOnly | Booleah

BehaviorafFeature

«enumerations

ParameterDirectionKind

in
inout
out
return
TypedEiemant | N RipHicityElement ‘
Parameter
[subsets direc’(ionl : PgrarneterDirec‘tionKind
owhedMernbe, fdefault : String
ordered}
0.4 + owniedParameter

+ owenetFormalParam
{subsets namespace

*

feubsets owner}
0.1 |+ owningParameter

Figure 7.10 - Features diagram of the Kernel package
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BekavioralFeature

i

Operation

izGuery ;. Boolean
fz0rdered | Boolean
fiznigue : Boolean
Noweer : Integer

Jupper © Unlimitediatural

[0.11
(0.1

{subsets namespace) fredefines ownedPararneter:

> operation + owvnedParameter Parameter
0.1 *
subsets context {subsets ownedRule:
{+ presorrtexp ¥ + precondtion -
0.1 * Constraint
{subsets context} fsubsets ownedhule}
+ postContext + postocondition -
0.1 *
{subsets context} {subsets ownedRule:
+ hodyCortext + bodyCondition
0.1 0.1
+ type | Type
* 0.1
redefines raisedExceptio
* 1 ¥ raIiEsecEEcce
-

{zubsets redefinedElement

+ redefinedCperation
-

=N

Figure 7.11 - Operations diagram of the Kernel package
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Class

Jredefines general}
+ IzuperClazs

+
*

{subsats classifier,

subsets namespace,

subsets featuringClassifier}
+class

StructuraiFeature

Property

isDerived | Boolean
isReadCnly : Bodlean

+ subsettedPropsmty | isDerivedlinion : Baolean
idefautt : String
aggregation : Aggregationkind

* fizComposite : Boolesn

{subsets attribute,
subsets ownedMember,

orderedt
+ ovnedatribute

0.1

{subsets namespace,

subsets redefinitionContexth
+class

*

{subsets redefinedElement}t
+ redefinedProperty

*

{subsets member, ordered:
+ memberEnd

Refationship | | Classifior

+ azsociation Association

2

{subsets memberEnd,
subsets feature, subsets
ownedember, ordered}t

0.1 |isDerived : Boolean

{subsets association,
subsets namespace,
subsets featuringClassifier)

{subsets ownedMember, ordered}
+ nestedClasaifier

0.

Classifier

{subsets redefinitionContext,

subsets namespace,
subsets FeaturingClassifier}
+class
-
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*

Figure 7.12 - Classes diagram of the Kernel package
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Classifior

{subsets namespace,

subsets featuringClassifier, {subsets attribute,
subsets classifier} subsets ownedMember, ordered)
+ datatype + ovvned Attribute EI
DataType ht 0.1 % roperty
{subsets namespace,
subsets redefinitionConkesxt, {subsets Feature,
subsets featuringClassifier} subsets awnedMember, ordered}

+ datatype diopersti
o vh + owveniedOperation @I
0.1 *

InstanceSpecification

{subsets ownedMember, ‘T‘

{subsets namespace} ordered}
b Enumerstion + ovvnedLiteral
Primitive Type Enumeration b " EnumerationLiteral
| 0.1

Figure 7.13 - DataTypes diagram of the Kernel package
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Namespace | | PackageablaFElemant |

Package

t

feubsets namespace:
+ owningPackage

fsubsets ownedhMernber:
+ packagedEIement'__l

0.1

feubsets namespace:

= PackageabdieFlemant

{subsets packagedElement

+ package T iowened Type | T¥Pe
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1 . | PackageMerge

+mergedPackage  [subsets target)

=

1

{subsets packagedElement’}
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x

{subsets namespace}
+ nestingPackage |0..1

Figure 7.14 - The Packages diagram of the Kernel package
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Package Dependencies
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Figure 7.15 - Contents of Dependencies package
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Package Interfaces
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Figure 7.16 - Contents of Interfaces package
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Package AssociationClasses

Jsubsets ownert
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Figure 7.17 - Contents of AssociationClasses package
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Figure 7.18 - Contents of PowerTypes package
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7.3  Class Descriptions

7.3.1 Abstraction (from Dependencies)

Generalizations

 “Dependency (from Dependencies)” on page 62

Description

An abstraction is a relationship that relates two elements or sets of elements that represent the same concept at different
levels of abstraction or from different viewpoints. In the metamodel, an Abstraction is a Dependency in which there is a
mapping between the supplier and the client.

Attributes

No additional attributes

Associations

e mapping: Expression[0..1]
A composition of an Expression that states the abstraction relationship between the supplier and the client. In
some cases, such as Derivation, it isusually formal and unidirectional. In other cases, such as Trace, it isusually
informal and bidirectional. The mapping expression is optional and may be omitted if the precise relationship
between the elements is not specified.

Constraints

No additional constraints

Semantics

Depending on the specific stereotype of Abstraction, the mapping may be formal or informal, and it may be unidirectional
or bidirectional. Abstraction has predefined stereotypes (such as «derive», «refine», and «trace») that are defined in the

Standard Profiles clause. If an Abstraction element has more than one client element, the supplier element maps into the
set of client elements as a group. For example, an analysis-level class might be split into several design-level classes. The
situation is similar if there is more than one supplier element.

Notation

An abstraction relationship is shown as a dependency with an «abstraction» keyword attached to it or the specific
predefined stereotype name.

7.3.2 AggregationKind (from Kernel)

AggregationKind is an enumeration type that specifies the literals for defining the kind of aggregation of a property.

Generalizations

None
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Description

AggregationKind is an enumeration of the following literal values:

* none
Indicates that the property has no aggregation.

e shared
Indicates that the property has a shared aggregation.

e composite
Indicates that the property is aggregated compositely, i.e., the composite object has responsibility for the existence
and storage of the composed objects (parts).

Semantic Variation Points

Precise semantics of shared aggregation varies by application area and modeler.
The order and way in which part instances are created is not defined.

7.3.3 Association (from Kernel)

An association describes a set of tuples whose values refer to typed instances. An instance of an association is called a
link.

Generalizations

» “Classifier (from Kernel, Dependencies, PowerTypes)” on page 52
» “Relationship (from Kernel)” on page 131

Description

An association specifies a semantic relationship that can occur between typed instances. It has at least two ends
represented by properties, each of which is connected to the type of the end. More than one end of the association may
have the same type.

An end property of an association that is owned by an end class or that is a havigable owned end of the association
indicates that the association is navigable from the opposite ends; otherwise, the association is not navigable from the
opposite ends.

Attributes

e isDerived : Boolean
Specifies whether the association is derived from other model elements such as other associations or constraints. The
default value isfalse.

Associations

e memberEnd : Property [2..*]
Each end represents participation of instances of the classifier connected to the end in links of the association. Thisis
an ordered association. Subsets Namespace: : member.

e ownedEnd : Property [*]
The ends that are owned by the association itself. Thisis an ordered association. Subsets Association:: member End,
Classifier::feature, and Namespace: : ownedMember.
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e navigableOwnedEnd : Property [*]
The navigable ends that are owned by the association itself. Subsets Association: : ownedEnd.

e [endType: Type[l..*]
References the classifiers that are used as types of the ends of the association. Subsets Relationship: : relatedElement.

Constraints

[1] Anassociation specidizing another association has the same number of ends as the other association.
self.parents()->forAll(p | p.memberEnd.size() = self.memberEnd.size())

[2] When an association specializes another association, every end of the specific association corresponds to an end of the
general association, and the specific end reaches the same type or a subtype of the more general end.

[3] endTypeisderived from the types of the member ends.

self.endType = self. memberEnd->collect(e | e.type)
[4] Only binary associations can be aggregations.

self. memberEnd->exists(aggregation <> Aggregation::none) implies self.memberEnd->size() = 2
[5] Association ends of associations with more than two ends must be owned by the association.

if memberEnd->size() > 2 then ownedEnd->includesAll(memberEnd)

Semantics

An association declares that there can be links between instances of the associated types. A link is a tuple with one value
for each end of the association, where each value is an instance of the type of the end.

When one or more ends of the association have isUnique=false, it is possible to have several links associating the same
set of instances. In such a case, links carry an additional identifier apart from their end values.

When one or more ends of the association are ordered, links carry ordering information in addition to their end values.

For an association with N ends, choose any N-1 ends and associate specific instances with those ends. Then the collection
of links of the association that refer to these specific instances will identify a collection of instances at the other end. The
multiplicity of the association end constrains the size of this collection. If the end is marked as ordered, this collection
will be ordered. If the end is marked as unique, this collection is a set; otherwise, it allows duplicate elements.

Subsetting represents the familiar set-theoretic concept. It is applicable to the collections represented by association ends,
not to the association itself. It means that the subsetting association end is a collection that is either equal to the collection
that it is subsetting or a proper subset of that collection. (Proper subsetting implies that the superset is not empty and that
the subset has fewer members.) Subsetting is a relationship in the domain of extensional semantics.

Soecialization is, in contrast to subsetting, a relationship in the domain of intentional semantics, which is to say it
characterized the criteria whereby membership in the collection is defined, not by the membership. One classifier may
specialize another by adding or redefining features; a set cannot specialize another set. A naive but popular and useful
view has it that as the classifier becomes more specialized, the extent of the collection(s) of classified objects narrows. In
the case of associations, subsetting ends, according to this view, correlates positively with specializing the association.
This view falls down because it ignores the case of classifiers which, for whatever reason, denote the empty set. Adding
new criteria for membership does not narrow the extent if the classifier already has a null denotation.

Redefinition is a relationship between features of classifiers within a specialization hierarchy. Redefinition may be used to
change the definition of a feature, and thereby introduce a specialized classifier in place of the original featuring
classifier, but this usage is incidental. The difference in domain (that redefinition applies to features) differentiates
redefinition from specialization.
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Note — For n-ary associations, the lower multiplicity of an end istypically 0. A lower multiplicity for an end of an n-ary
association of 1 (or more) implies that one link (or more) must exist for every possible combination of values for the other
ends.

An association may represent a composite aggregation (i.e., a whole/part relationship). Only binary associations can be
aggregations. Composite aggregation is a strong form of aggregation that requires a part instance be included in at most
one composite at atime. If a composite is deleted, all of its parts are normally deleted with it. Note that a part can (where
allowed) be removed from a composite before the composite is deleted, and thus not be deleted as part of the composite.
Compositions may be linked in a directed acyclic graph with transitive deletion characteristics; that is, deleting an
element in one part of the graph will also result in the deletion of all elements of the subgraph below that element.
Composition is represented by the isComposite attribute on the part end of the association being set to true.

Navigability means instances participating in links at runtime (instances of an association) can be accessed efficiently
from instances participating in links at the other ends of the association. The precise mechanism by which such accessis
achieved is implementation specific. If an end is not navigable, access from the other ends may or may not be possible,
and if it is, it might not be efficient. Note that tools operating on UML models are not prevented from navigating
associations from non-navigable ends.

Semantic Variation Points

» Theorder and way in which part instances in a composite are created is not defined.
» Thelogical relationship between the derivation of an association and the derivation of its endsis not defined.
» Theinteraction of association specialization with association end redefinition and subsetting is not defined.

Notation

Any association may be drawn as a diamond (larger than a terminator on a line) with a solid line for each association end
connecting the diamond to the classifier that is the end’s type. An association with more than two ends can only be drawn
this way.

A binary association is normally drawn as a solid line connecting two classifiers, or a solid line connecting a single
classifier to itself (the two ends are distinct). A line may consist of one or more connected segments. The individual
segments of the line itself have no semantic significance, but they may be graphically meaningful to atool in dragging or
resizing an association symbol.

An association symbol may be adorned as follows:

» Theassociation’s name can be shown as a name string near the association symbol, but not near enough to an end to be
confused with the end’s name.

» A slash appearing in front of the name of an association, or in place of the name if no name is shown, marks the
association as being derived.

A property string may be placed near the association symbol, but far enough from any end to not be confused with a
property string on an end.

On a binary association drawn as a solid line, a solid triangular arrowhead next to or in place of the name of the
association and pointing along the line in the direction of one end indicates that end to be the last in the order of the ends
of the association. The arrow indicates that the association is to be read as associating the end away from the direction of
the arrow with the end to which the arrow is pointing (see Figure 7.21). This notation is for documentation purposes only
and has no general semantic interpretation. It is used to capture some application-specific detail of the relationship
between the associated classifiers.

» Generalizations between associations can be shown using a generalization arrow between the association symbols.
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An association end is the connection between the line depicting an association and the icon (often a box) depicting the
connected classifier. A name string may be placed near the end of the line to show the name of the association end. The
name is optional and suppressible.

Various other notations can be placed near the end of the line as follows:

« A multiplicity

» A property string enclosed in curly braces. The following property strings can be applied to an association end:
« { subsets <property-name>} to show that the end is a subset of the property called <property-name>.
« { redefines <end-name>} to show that the end redefines the one named <end-name>.
« {union} to show that the end is derived by being the union of its subsets.
« {ordered} to show that the end represents an ordered set.
« {nonunique} to show that the end represents a collection that permits the same element to appear more than once.
« {sequence} or {seq} to show that the end represents a sequence (an ordered bag).
« If the end is navigable, any property strings that apply to an attribute.

Note that by default an association end represents a set.

An open arrowhead on the end of an association indicates the end is navigable. A small x on the end of an association
indicates the end is not navigable. A visibility symbol can be added as an adornment on a navigable end to show the end's
visibility as an attribute of the featuring classifier.

If the association end is derived, this may be shown by putting a slash in front of the name, or in place of the name if no
name is shown.

The notation for an attribute can be applied to a havigable end name as specified in the Notation sub clause of “Property
(from Kernel, AssociationClasses)” on page 122.

An association with aggregationKind = shared differs in notation from binary associations in adding a hollow diamond as
aterminal adornment at the aggregate end of the association line. The diamond shall be noticeably smaller than the
diamond notation for associations. An association with aggregationKind = composite likewise has a diamond at the
aggregate end, but differs in having the diamond filled in.

Ownership of association ends by an associated Classifier may be indicated graphically by a small filled circle, which for
brevity we will term a dot. The dot is to be drawn integral to the graphic path of the line, at the point where it meets the
classifier, inserted between the end of the line and the side of the node representing the Classifier. The diameter of the dot
shall not exceed half the height of the aggregation diamond, and shall be larger than the width of the line. This avoids
visual confusion with the filled diamond notation while ensuring that it can be distinguished from the line.

This standard does not mandate the use of explicit end-ownership notation, but defines a notation which shall apply in
models where such use is elected. The dot notation must be applied at the level of complete associations or higher, so that
the absence of the dot signifies ownership by the association. Stated otherwise, when applying this notation to a binary
association in a user model, the dot will be omitted only for ends which are not owned by a classifier. In this way, in
contexts where the notation is used, the absence of the dot on certain ends does not leave the ownership of those ends
ambiguous.

This notation may only be used on association ends which may, consistent with the metamodel, be owned by classifiers.
Users may conceptualize the dot as showing that the model includes a property of the type represented by the classifier
touched by the dot. This property is owned by the classifier at the other end.
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The dot may be used in combination with the other graphic line-path notations for properties of associations and
association ends. These include aggregation type and navigability.

The dot isillustrated in Figure 7.19, at the maximum allowed size. The diagram shows endA to be owned by classifier B,
and because of the rule requiring the notation be applied at the level of complete associations (or above), this diagram
also shows unambiguously that end B is owned by BinaryAssociationAB.

endA endB

* *

BinaryAssociationAB

Figure 7.19 - Graphic notation indicating exactly one association end owned by the association

Navigability notation was often used in the past according to an informal convention, whereby non-navigable ends were
assumed to be owned by the association whereas navigable ends were assumed to be owned by the classifier at the
opposite end. This convention is now deprecated.

Aggregation type, navigability, and end ownership are orthogonal concepts, each with their own explicit notation. The
notational standard now provides for combining these notations as shown in Figure 7.20, where the associated nodes use
the default rectangular notation for Classifiers. The dot is outside the perimeter of the rectangle. If non-rectangular
notations represent the associated Classifiers, the rule is to put the dot just outside the boundary of the node.

Figure 7.20 - Combining line path graphics

Presentation Options

When two lines cross, the crossing may optionally be shown with a small semicircular jog to indicate that the lines do not
intersect (as in electrical circuit diagrams).

Various options may be chosen for showing navigation arrows on a diagram. In practice, it is often convenient to suppress
some of the arrows and crosses and just show exceptional situations:

« Show all arrows and x’s. Navigation and its absence are made completely explicit.

» Suppressall arrows and x’s. No inference can be drawn about navigation. Thisis similar to any situation in which
information is suppressed from a view.
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» Suppress arrows for associations with navigability in both directions, and show arrows only for associations with one-
way navigability. In this case, the two-way navigability cannot be distinguished from situations where there is no
navigation at all; however, the latter case occurs rarely in practice.

If there are two or more aggregations to the same aggregate, they may be drawn as a tree by merging the aggregation ends
into a single segment. Any adornments on that single segment apply to all of the aggregation ends.

Style Guidelines

Lines may be drawn using various styles, including orthogonal segments, oblique segments, and curved segments. The
choice of a particular set of line styles is a user choice.

Generalizations between associations are best drawn using a different color or line width than what is used for the
associations.

Examples

Figure 7.21 shows a binary association from Player to Year hamed PlayedinYear.

* 4 PlayedinYear
Year
year
season | *
* *
Team Player
team goalie

Figure 7.21 - Binary and ternary associations

The solid triangle indicates the order of reading: Player PlayedinYear Year. The figure further shows aternary association
between Team, Year, and Player with ends named team, season, and goalie respectively.

The following example shows association ends with various adornments.

a b
A B
0.1 {ordered}
d
C D
1 0..1

{subsets b}

Figure 7.22 - Association ends with various adornments

The following adornments are shown on the four association ends in Figure 7.22.
« Names a, b, and d on three of the ends.
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« Multiplicities0..1 on a, * on b, 1 on the unnamed end, and 0..1 on d.
« Specification of ordering on b.

» Subsetting on d. For an instance of class C, the collection d is a subset of the collection b. Thisis equivalent to the OCL
constraint:

context C inv: b->includesAll(d)

The following examples show notation for navigable ends.

a b

A B
1.4 2.5
c d

C D
1..4 2.5
e f

E F
1..4 2.5
g h

G H
1.4 2.5
i j

| J
1..4 2.5

Figure 7.23 - Examples of navigable ends

In Figure 7.23;

Thetop pair AB shows a binary association with two navigable ends.

The second pair CD shows a binary association with two non-navigable ends.

The third pair EF shows a binary association with unspecified navigability.

The fourth pair GH shows a binary association with one end navigable and the other non-navigable.

Thefifth pair 1J shows a binary association with one end navigable and the other having unspecified navigability.

Figure 7.24 shows that the attribute notation can be used for an association end owned by a class, because an association
end owned by a class is also an attribute. This notation may be used in conjunction with the line-arrow notation to make
it perfectly clear that the attribute is also an association end.

b: B[*]

Figure 7.24 - Example of attribute notation for navigable end owned by an end class
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Figure 7.25 shows the notation for a derived union. The attribute A::b is derived by being the strict union of all of the
attributes that subset it. In this case there is just one of these, Al::bl. So for an instance of the class A1, bl is a subset of
b, and b is derived from b1.

/b {union}
a
A B
0..1 0.*
a bl
Al Bl
0..1 0.*

{subsets b}

Figure 7.25 - Derived supersets (union)

Figure 7.26 shows the black diamond notation for composite aggregation.

+scrollbar

Slider
Header Panel

Figure 7.26 - Composite aggregation is depicted as a black diamond

Changes from previous UML

AssociationEnd was a metaclass in prior UML, now demoted to a member of Association. The metaatribute targetScope
that characterized AssociationEnd in prior UML is no longer supported. Fundamental changes in the abstract syntax make
it impossible to continue targetScope or replace it by a new metaattribute, or even a standard tag, there being no
appropriate model element to tag. In UML 2, the type of the property determines the nature of the values represented by
the members of an Association.

7.3.4 AssociationClass (from AssociationClasses)
A model element that has both association and class properties. An AssociationClass can be seen as an association that
also has class properties, or as a class that also has association properties. It not only connects a set of classifiers but also

defines a set of features that belong to the relationship itself and not to any of the classifiers.

Generalizations

» “Association (from Kernel)” on page 39
» “Class (from Kernel)” on page 49
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Description

In the metamodel, an AssociationClass is a declaration of a semantic relationship between Classifiers, which has a set of
features of its own. AssociationClass is both an Association and a Class.

Attributes
No additional attributes

Associations

No additional associations

Constraints

[1] An AssociationClass cannot be defined between itself and something else.
self.endType->excludes(self) and self.endType>collect(et|et.allparents()->excludes(self))

Additional Operations

[1] The operation allConnections resultsin the set of all AssociationEnds of the Association.

AssociationClass::allConnections () : Set ( Property );
allConnections = memberEnd->union ( self.parents ()->collect (p | p.allConnections () )

Semantics

An association may be refined to have its own set of features; that is, features that do not belong to any of the connected
classifiers but rather to the association itself. Such an association is called an association class. It will be both an
association, connecting a set of classifiers and a class, and as such have features and be included in other associations.
The semantics of an association class is a combination of the semantics of an ordinary association and of a class.

An association class is both a kind of association and kind of a class. Both of these constructs are classifiers and hence
have a set of common properties, like being able to have features, having a name, etc. As these properties are inherited
from the same construct (Classifier), they will not be duplicated. Therefore, an association class has only one name, and
has the set of features that are defined for classes and associations. The constraints defined for class and association also
are applicable for association class, which implies for example that the attributes of the association class, the ends of the
association class, and the opposite ends of associations connected to the association class must all have distinct names.
Moreover, the specialization and refinement rules defined for class and association are also applicable to association class.

Note — It should be noted that in an instance of an association class, there is only one instance of the associated classifiers at
each end, i.e., from the instance point of view, the multiplicity of the associationsendsare ‘1.’

Notation

An association class is shown as a class symbol attached to the association path by a dashed line. The association path
and the association class symbol represent the same underlying model element, which has a single name. The name may
be placed on the path, in the class symbol, or on both, but they must be the same name.

Logically, the association class and the association are the same semantic entity; however, they are graphically distinct.
The association class symbol can be dragged away from the line, but the dashed line must remain attached to both the
path and the class symbol.
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* Job 1.*
Person berson i company Company
|
|
Job
salary

Figure 7.27 - An AssociationClass is depicted by an association symbol (aline) and a class symbol (a box) connected
with a dashed line. The diagram shows the association class Job, which is defined between the two classes Person
and Company.

7.3.5 BehavioralFeature (from Kernel)
A behavioral feature is a feature of a classifier that specifies an aspect of the behavior of its instances.

Generalizations

» “Feature (from Kernel)” on page 70
» “Namespace (from Kernel)” on page 99
Description

A behavioral feature specifies that an instance of a classifier will respond to a designated request by invoking a behavior.
BehavioralFeature is an abstract metaclass specializing Feature and Namespace. Kinds of behavioral aspects are modeled
by subclasses of Behavioral Feature.

Attributes

No additional attributes

Associations

e ownedParameter: Parameter[*]
Specifies the ordered set of formal parameters owned by this Behavioral Feature. The parameter direction can be
‘in,” ‘inout,” ‘out,” or ‘return’ to specify input, output, or return parameters. Subsets Namespace: : ownedMember

e raisedException: Type[*]
References the Types representing exceptions that may be raised during an invocation of this operation.

Constraints

No additional constraints

Additional Operations

[1] The query isDistinguishableFrom() determines whether two Behavioral Features may coexist in the same Namespace. It
specifies that they have to have different signatures.
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BehavioralFeature::isDistinguishableFrom(n: NamedElement, ns: Namespace): Boolean;
isDistinguishableFrom =
if n.ocllsKindOf(BehavioralFeature)
then
if ns.getNamesOfMember(self)->intersection(ns.getNamesOfMember(n))->notEmpty()
then Set{}->including(self)->including(n)->isUnique(bf | bf.ownedParameter->collect(type))
else true
endif
else true
endif
Semantics

The list of owned parameters describes the order, type, and direction of arguments that can be given when the
BehavioralFeature is invoked or which are returned when the Behavioral Feature terminates.

The owned parameters with direction in or inout define the type, and number of arguments that must be provided when
invoking the Behavioral Feature. An owned parameter with direction out, inout, or return defines the type of the argument
that will be returned from a successful invocation. A Behavioral Feature may raise an exception during its invocation.

Notation

No additional notation
7.3.6 BehavioredClassifier (from Interfaces)

Generalizations

» “BehavioredClassifier (from BasicBehaviors, Communications)” on page 434 (merge increment)

Description

A BehavioredClassifier may have an interface realization.

Associations

« interfaceRealization: InterfaceRealization [*]
(Subsets Element: : ownedElement and Realization: : clientDependency.)

7.3.7 Class (from Kernel)
A class describes a set of objects that share the same specifications of features, constraints, and semantics.

Generalizations

» “Classifier (from Kernel, Dependencies, PowerTypes)” on page 52

Description

Classisakind of classifier whose features are attributes and operations. Attributes of a class are represented by instances
of Property that are owned by the class. Some of these attributes may represent the navigable ends of binary associations.
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Attributes
No additional attributes

Associations

* nestedClassifier: Classifier [*]
References all the Classifiers that are defined (nested) within the Class. Subsets Element:: ownedMember

« ownedAttribute : Property [*]
The attributes (i.e., the properties) owned by the class. The association is ordered. Subsets Classifier::attribute and
Namespace: : ownedMember

e ownedOperation : Operation [*]
The operations owned by the class. The association is ordered. Subsets Classifier::feature and
Namespace: : ownedMember

e /superClass: Class[*]
This gives the superclasses of aclass. It redefines Classifier::general. Thisis derived.

Constraints

No additional constraints

Additional Operations

[1] Theinherit operation is overridden to exclude redefined properties.
Class::inherit(inhs: Set(NamedElement)) : Set(NamedElement);
inherit = inhs->excluding(inh |
ownedMember->select(ocllsKindOf(RedefinableElement))->select(redefinedElement->includes(inh)))

Semantics

The purpose of a class is to specify a classification of objects and to specify the features that characterize the structure
and behavior of those objects.

Objects of a class must contain values for each attribute that is a member of that class, in accordance with the
characteristics of the attribute, for example its type and multiplicity.

When an object is instantiated in a class, for every attribute of the class that has a specified default, if an initial value of
the attribute is not specified explicitly for the instantiation, then the default value specification is evaluated to set the
initial value of the attribute for the object.

Operations of a class can be invoked on an object, given a particular set of substitutions for the parameters of the
operation. An operation invocation may cause changes to the values of the attributes of that object. It may also return a
value as aresult, where a result type for the operation has been defined. Operation invocations may aso cause changes in
value to the attributes of other objects that can be navigated to, directly or indirectly, from the object on which the
operation is invoked, to its output parameters, to objects navigable from its parameters, or to other objects in the scope of
the operation’s execution. Operation invocations may also cause the creation and deletion of objects.

A class cannot access private features of another class, or protected features on another class that is not its supertype.
When creating and deleting associations, at |east one end must allow access to the class.
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Notation

A class is shown using the classifier symbol. As class is the most widely used classifier, the keyword “class’ need not be
shown in guillemets above the name. A classifier symbol without a metaclass shown in guillemets indicates a class.

Presentation Options

A class is often shown with three compartments. The middle compartment holds a list of attributes while the bottom
compartment holds a list of operations.

Attributes or operations may be presented grouped by visibility. A visibility keyword or symbol can then be given once
for multiple features with the same visibility.

Additional compartments may be supplied to show other details, such as constraints, or to divide features.

Style Guidelines

Center class name in boldface.

Capitalize the first letter of class names (if the character set supports uppercase).

Left justify attributes and operationsin plain face.

Begin attribute and operation names with alowercase letter.

Put the class name in italicsif the classis abstract.

Show full attributes and operations when needed and suppress them in other contexts or when merely referring to a class.

Examples
Window Window
+ size: Area = (100, 100)
# visibility: Boolean = true
+ defaultSize: Rectangle
- XWin: XWindow
Window display()
size: Area hide() ' _
visibility: Boolean - attachX(xWin: XWindow)
display()
hide()

Figure 7.28 - Class notation: details suppressed, analysis-level
details, implementation-level details
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Window

public
size: Area = (100, 100)
defaultSize: Rectangle
protected
visibility: Boolean = true
private
XWin: XWindow
public
display()
hide()
private
attachX(xWin: XWindow)

Figure 7.29 - Class notation: attributes and
operations grouped according to visibility

7.3.8 Classifier (from Kernel, Dependencies, PowerTypes)
A classifier is a classification of instances, it describes a set of instances that have features in common.

Generalizations

» “Namespace (from Kernel)” on page 99
» “RedefinableElement (from Kernel)” on page 130
« “Type (from Kernel)” on page 135

Description

A classifier is a namespace whose members can include features. Classifier is an abstract metaclass.

A classifier is a type and can own generalizations, thereby making it possible to define generalization relationships to
other classifiers. A classifier can specify a generalization hierarchy by referencing its general classifiers.

A classifier is a redefinable element, meaning that it is possible to redefine nested classifiers.

Attributes

e isAbstract: Boolean
If true, the Classifier does not provide a complete declaration and can typically not be instantiated. An abstract
classifier isintended to be used by other classifiers (e.g., asthe target of general metarelationships or generalization
relationships). Default valueis false.

Associations

e [attribute: Property [*]
Refersto all of the Properties that are direct (i.e., not inherited or imported) attributes of the classifier. Subsets
Classifier::feature and is a derived union.

e [feature: Feature[*]
Specifies each feature defined in the classifier. Subsets Namespace::member. Thisis a derived union.

e /[ genera : Classifier[*]
Specifies the general Classifiersfor this Classifier. Thisis derived.
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e generalization: Generalization[*]
Specifies the Generalization relationships for this Classifier. These Generalizations navigate to more general
classifiersin the generalization hierarchy. Subsets Element:: ownedElement

e /inheritedMember: NamedElement[*]
Specifies al elementsinherited by this classifier from the general classifiers. Subsets Namespace: : member. Thisis

derived.
« redefinedClassifier: Classifier [*]
References the Classifiers that are redefined by this Classifier. Subsets Redefinabl eEl ement: : redefinedElement

Package Dependencies

e substitution : Substitution
References the substitutions that are owned by this Classifier. Subsets Element:: ownedElement and
NamedElement: : clientDependency.)

Package PowerTypes

e powertypeExtent : GeneralizationSet
Designates the GeneralizationSet of which the associated Classifier is a power type.

Constraints

[1] Thegeneral classifiers are the classifiers referenced by the generalization relationships.
general = self.parents()

[2] Generalization hierarchies must be directed and acyclical. A classifier cannot be both atransitively general and
transitively specific classifier of the same classifier.

not self.allParents()->includes(self)

[3] A classifier may only speciaize classifiers of avalid type.
self.parents()->forAll(c | self.maySpecializeType(c))

[4] TheinheritedMember association is derived by inheriting the inheritable members of the parents.
self.inheritedMember->includesAll(self.inherit(self.parents()->collect(p | p.inheritableMembers(self)))

Package PowerTypes

[5] The Classifier that maps to a GeneralizationSet may neither be a specific nor a general Classifier in any of the
Generalization relationships defined for that GeneralizationSet. In other words, a power type may not be an instance of
itself nor may itsinstances also be its subclasses.

Additional Operations
[1] Thequery allFeatures() givesall of the featuresin the namespace of the classifier. In general, through mechanisms such as
inheritance, thiswill be alarger set than feature.
Classifier::allFeatures(): Set(Feature);
allFeatures = member->select(oclisKindOf(Feature))
[2] The query parents() givesall of the immediate ancestors of a generalized Classifier.
Classifier::parents(): Set(Classifier);
parents = generalization.general
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[3] Thequery alParents() givesall of the direct and indirect ancestors of a generalized Classifier.
Classifier::allParents(): Set(Classifier);
allParents = self.parents()->union(self.parents()->collect(p | p.allParents())
[4] The query inheritableMembers() gives all of the members of a classifier that may be inherited in one of its descendants,
subject to whatever visibility restrictions apply.
Classifier::inheritableMembers(c: Classifier): Set(NamedElement);
pre: c.allParents()->includes(self)
inheritableMembers = member->select(m | c.hasVisibilityOf(m))
[5] The query hasVisibilityOf() determines whether a named element isvisiblein the classifier. By default all arevisible. Itis
only called when the argument is something owned by a parent.
Classifier::hasVisibilityOf(n: NamedElement) : Boolean;
pre: self.allParents()->collect(c | c.member)->includes(n)

if (self.inheritedMember->includes(n)) then
hasVisibilityOf = (n.visibility <> #private)
else

hasVisibilityOf = true
[6] The query conformsTo() givestrue for a classifier that defines atype that conformsto another. Thisis used, for example,
in the specification of signature conformance for operations.
Classifier::conformsTo(other: Classifier): Boolean;
conformsTo = (self=other) or (self.allParents()->includes(other))
[7] The query inherit() defines how to inherit a set of elements. Here the operation is defined to inherit them all. It isintended
to be redefined in circumstances where inheritance is affected by redefinition.
Classifier::inherit(inhs: Set(NamedElement)): Set(NamedElement);
inherit = inhs
[8] The query maySpecializeType() determines whether this classifier may have a generalization relationship to classifiers of

the specified type. By default a classifier may specidlize classifiers of the same or amore general type. It isintended to be
redefined by classifiers that have different specialization constraints.

Classifier::maySpecialize Type(c : Classifier) : Boolean;
maySpecializeType = self.ocllsKindOf(c.oclType)

Semantics
A classifier is a classification of instances according to their features.

A Classifier may participate in generalization relationships with other Classifiers. An instance of a specific Classifier is
also an (indirect) instance of each of the general Classifiers. Therefore, features specified for instances of the general
classifier are implicitly specified for instances of the specific classifier. Any constraint applying to instances of the
general classifier also applies to instances of the specific classifier.

The specific semantics of how generalization affects each concrete subtype of Classifier varies. All instances of a
classifier have values corresponding to the classifier’s attributes.

A Classifier defines a type. Type conformance between generalizable Classifiers is defined so that a Classifier conforms
to itself and to all of its ancestors in the generalization hierarchy.
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Package PowerTypes

The notion of power type was inspired by the notion of power set. A power set is defined as a set whose instances are
subsets. In essence, then, a power type is a class whose instances are subclasses. The powertypeExtent association relates
a Classifier with a set of generalizations that a) have a common specific Classifier, and b) represent a collection of subsets
for that class.

Semantic Variation Points

The precise lifecycle semantics of aggregation is a semantic variation point.

Notation

Classifier is an abstract model element, and so properly speaking has no notation. It is nevertheless convenient to define
in one place a default notation available for any concrete subclass of Classifier for which this notation is suitable. The
default notation for a classifier is a solid-outline rectangle containing the classifier’s name, and optionally with
compartments separated by horizontal lines containing features or other members of the classifier. The specific type of
classifier can be shown in guillemets above the name. Some specializations of Classifier have their own distinct notations.

The name of an abstract Classifier is shown in italics.

An attribute can be shown as a text string. The format of this string is specified in the Notation sub clause of “Property
(from Kernel, AssociationClasses)” on page 122.

Presentation Options

Any