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USE OF SPECIFICATION - TERMS, CONDITIONS & NOTICES

The material in this document details an Object Management Group specification in accordance with the terms,
conditions and notices set forth below. This document does not represent a commitment to implement any portion of
this specification in any company's products. The information contained in this document is subject to change without
notice.

LICENSES

The companies listed above have granted to the Object Management Group, Inc. (OMG) a nonexclusive, royalty-free,
paid up, worldwide license to copy and distribute this document and to modify this document and distribute copies of
the modified version. Each of the copyright holders listed above has agreed that no person shall be deemed to have
infringed the copyright in the included material of any such copyright holder by reason of having used the specification
set forth herein or having conformed any computer software to the specification.
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Subject to all of the terms and conditions below, the owners of the copyright in this specification hereby grant you a
fully-paid up, non-exclusive, nontransferable, perpetual, worldwide license (without the right to sublicense), to use this
specification to create and distribute software and special purpose specifications that are based upon this specification,
and to use, copy, and distribute this specification as provided under the Copyright Act; provided that: (1) both the
copyright notice identified above and this permission notice appear on any copies of this specification; (2) the use of the
specifications is for informational purposes and will not be copied or posted on any network computer or broadcast in
any media and will not be otherwise resold or transferred for commercial purposes; and (3) no modifications are made
to this specification. This limited permission automatically terminates without notice if you breach any of these terms or
conditions. Upon termination, you will destroy immediately any copies of the specifications in your possession or
control.

PATENTS

The attention of adopters is directed to the possibility that compliance with or adoption of OMG specifications may
require use of an invention covered by patent rights. OMG shall not be responsible for identifying patents for which a
license may be required by any OMG specification, or for conducting legal inquiries into the legal validity or scope of
those patents that are brought to its attention. OMG specifications are prospective and advisory only. Prospective users
are responsible for protecting themselves against liability for infringement of patents.

This specification is published under the “RF on Limited Terms” IPR mode listed in the OMG Intellectual Property
Rights Policy Statement, OMG Document ipr/12-09-02, available at: http://doc.omg.org/ipr/12-09-02

GENERAL USE RESTRICTIONS

Any unauthorized use of this specification may violate copyright laws, trademark laws, and communications regulations
and statutes. This document contains information which is protected by copyright. All Rights Reserved. No part of this
work covered by copyright herein may be reproduced or used in any form or by any means--graphic, electronic, or
mechanical, including photocopying, recording, taping, or information storage and retrieval systems--without
permission of the copyright owner.

DISCLAIMER OF WARRANTY

WHILE THIS PUBLICATION IS BELIEVED TO BE ACCURATE, IT IS PROVIDED "AS IS" AND MAY CONTAIN
ERRORS OR MISPRINTS. THE OBJECT MANAGEMENT GROUP AND THE COMPANIES LISTED ABOVE
MAKE NO WARRANTY OF ANY KIND, EXPRESS OR IMPLIED, WITH REGARD TO THIS PUBLICATION,
INCLUDING BUT NOT LIMITED TO ANY WARRANTY OF TITLE OR OWNERSHIP, IMPLIED WARRANTY
OF MERCHANTABILITY OR WARRANTY OF FITNESS FOR A PARTICULAR PURPOSE OR USE.

IN NO EVENT SHALL THE OBJECT MANAGEMENT GROUP OR ANY OF THE COMPANIES LISTED ABOVE
BE LIABLE FOR ERRORS CONTAINED HEREIN OR FOR DIRECT, INDIRECT, INCIDENTAL, SPECIAL,
CONSEQUENTIAL, RELIANCE OR COVER DAMAGES, INCLUDING LOSS OF PROFITS, REVENUE, DATA
OR USE, INCURRED BY ANY USER OR ANY THIRD PARTY IN CONNECTION WITH THE FURNISHING,
PERFORMANCE, OR USE OF THIS MATERIAL, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH
DAMAGES.

The entire risk as to the quality and performance of software developed using this specification is borne by you. This
disclaimer of warranty constitutes an essential part of the license granted to you to use this specification.

RESTRICTED RIGHTS LEGEND

Use, duplication or disclosure by the U.S. Government is subject to the restrictions set forth in subparagraph (c) (1) (ii)
of The Rights in Technical Data and Computer Software Clause at DFARS 252.227-7013 or in subparagraph (c)(1) and
(2) of the Commercial Computer Software - Restricted Rights clauses at 48 C.F.R. 52.227-19 or as specified in 48
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C.F.R. 227-7202-2 of the DoD F.A.R. Supplement and its successors, or as specified in 48 C.F.R. 12.212 of the Federal
Acquisition Regulations and its successors, as applicable. The specification copyright owners are as indicated above and
may be contacted through the Object Management Group, 109 Highland Avenue, Needham, MA 02494, U.S.A.

TRADEMARKS

CORBA®, CORBA logos®, FIBO®, Financial Industry Business Ontology®, FINANCIAL INSTRUMENT GLOBAL
IDENTIFIER®, [IOP®, IMM®, Model Driven Architecture®, MDA®, Object Management Group®, OMG®, OMG
Logo®, SoaML®, SOAML®, SysML®, UAF®, Unified Modeling Language®, UML®, UML Cube Logo®, VSIPL®,
and XMI® are registered trademarks of the Object Management Group, Inc.

For a complete list of trademarks, see: http://www.omg.org/legal/tm_list.htm. All other products or company names
mentioned are used for identification purposes only, and may be trademarks of their respective owners.

COMPLIANCE

The copyright holders listed above acknowledge that the Object Management Group (acting itself or through its
designees) is and shall at all times be the sole entity that may authorize developers, suppliers and sellers of computer
software to use certification marks, trademarks or other special designations to indicate compliance with these
materials.

Software developed under the terms of this license may claim compliance or conformance with this specification if and
only if the software compliance is of a nature fully matching the applicable compliance points as stated in the
specification. Software developed only partially matching the applicable compliance points may claim only that the
software was based on this specification, but may not claim compliance or conformance with this specification. In the
event that testing suites are implemented or approved by Object Management Group, Inc., software developed using
this specification may claim compliance or conformance with the specification only if the software satisfactorily
completes the testing suites.
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OMG'’s Issue Reporting Procedure

All OMG specifications are subject to continuous review and improvement. As part of this process we encourage
readers to report any ambiguities, inconsistencies, or inaccuracies they may find by completing the Issue Reporting
Form listed on the main web page http://www.omg.org, under Documents, Report a Bug/Issue
(http://www.omg.org/report_issue.htm).
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1 Scope

This specification defines the Unified Modeling Language (UML), revision 2. The objective of UML is to provide
system architects, software engineers, and software developers with tools for analysis, design, and implementation of
software-based systems as well as for modeling business and similar processes.

The initial versions of UML (UML 1) originated with three leading object-oriented methods (Booch, OMT, and OOSE),
and incorporated a number of best practices from modeling language design, object-oriented programming, and
architectural description languages. Relative to UML 1, this revision of UML has been enhanced with significantly
more precise definitions of its abstract syntax rules and semantics, a more modular language structure, and a greatly
improved capability for modeling large-scale systems.

One of the primary goals of UML is to advance the state of the industry by enabling object visual modeling tool
interoperability. However, to enable meaningful exchange of model information between tools, agreement on semantics
and syntax is required. UML meets the following requirements:

¢ A formal definition of a common MOF-based metamodel that specifies the abstract syntax of the UML. The
abstract syntax defines the set of UML modeling concepts, their attributes and their relationships, as well as the
rules for combining these concepts to construct partial or complete UML models.

* A detailed explanation of the semantics of each UML modeling concept. The semantics define, in a
technology-independent manner, how the UML concepts are to be realized by computers.

* A specification of the human-readable notation elements for representing the individual UML modeling
concepts as well as rules for combining them into a variety of different diagram types corresponding to
different aspects of modeled systems.
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2

Conformance

There are five distinct types of conformance. These are listed below. Unless otherwise stated these types of
conformance are independent.

1

Abstract syntax conformance. A tool demonstrating abstract syntax conformance provides a user interface
and/or API that enables instances of concrete UML metaclasses to be created, read, updated, and deleted. The
tool must also provide a way to validate the well-formedness of models that corresponds to the constraints
defined in the UML metamodel.

Concrete syntax conformance. A tool demonstrating concrete syntax conformance provides a user interface
and/or API that enables instances of UML notation to be created, read, updated, and deleted. Note that a
conforming tool may provide the ability to create, read, update and delete additional diagrams and notational
elements that are not defined in UML.

Model interchange conformance. A tool demonstrating model interchange conformance can import and export
conformant XMI for all valid UML models, including models with profiles defined and/or applied. Model
interchange conformance implies abstract syntax conformance. A conforming UML 2.5 tool shall be able to
load and save XMI in UML 2.4.1 format as well as UML 2.5 format (see Annex E).

Diagram interchange conformance. A tool demonstrating diagram interchange conformance can import and
export conformant DI (see Annex B) for all valid UML models with diagrams, including models with profiles
defined and/or applied. Diagram interchange conformance implies both concrete syntax conformance and
model interchange conformance.

Semantic conformance. A tool demonstrating semantic conformance provides a demonstrable way to interpret
UML semantics, e.g., code generation, model execution, or semantic model analysis. The normative
specification for UML semantics includes clause 6.3 in addition to the Semantics subdivisions of clauses 7-22.
Semantic conformance implies Abstract Syntax conformance.

Where the UML specification provides options for a conforming tool, these are explicitly stated in the specification. In a
number of other cases, certain aspects of the semantics are listed as "undefined" or “intentionally not specified” or “not
specified”, allowing for domain- or application-specific customizations. Only customizations that do not contradict the
provisions of this specification will be deemed to conform to it. However, models whose meaning is based on such
customizations can only be interchanged without loss with tools that support the same or compatible customizations.

This specification comprises this document together with XMI serialization contained in machine-consumable files as
listed on the cover page. If there are any conflicts between this document and the machine-consumable files, the
machine-consumable files take precedence.
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3 Normative References

The following normative documents contain provisions which, through reference in this text, constitute provisions of
this specification. For dated references, subsequent amendments to, or revisions of, any of these publications do not

apply.

ISO/IEC Directives, Part 2, Rules for the structure and drafting of International Standards, Sixth Edition 2011
*  OMG Object Constraint Language (OCL) 2.3.1 Specification: http://www.omg.org/spec/OCL/2.3.1

*  OMG Meta Object Facility (MOF) Core 2.5 Specification: http://www.omg.org/spec/MOF/2.5

*  OMG XML Metadata Interchange (XMI) 2.5 Specification: http://www.omg.org/spec/XMI/2.5

*  OMG Diagram Definition (DD) 1.1 Specification: http://www.omg.org/spec/DD/1.1
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4 Terms and Definitions

There are no formal definitions in this specification that are taken from other documents.
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5 Notational Conventions

5.1 Key words for Requirement Statements

The words SHALL, SHALL NOT, SHOULD, SHOULD NOT, MAY, NEED NOT, CAN and CANNOT in this
specification shall be interpreted according to Annex H of ISO/IEC Directives, Part 2, Rules for the structure and
drafting of International Standards, Sixth Edition 2011.

5.2 Annotations on Example Diagrams

Some of the diagram examples in this specification include explanatory annotations, which should not be confused as
being part of the formal UML graphical notation.

In these cases, the explanatory text originates outside the UML diagram boundary, and has an arrow pointing at the
feature of the diagram which is being explained by the annotation. The color rendition of this spec shows these
annotations in red.
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6 Additional Information

6.1 Specification Simplification

This specification has been extensively re-written from its previous version to make it easier to read by removing
redundancy and increasing clarity. In particular, the following major changes have been made since UML 2.4.1:

¢ The UML Infrastructure no longer forms part of the UML specification. The entire UML specification is
constituted in this document.

*  Package Merge is not used within the specification. Every metaclass is specified completely in one clause.

*  The specification is organized to reduce forward references as much as possible. This means that topics such as
Templates which are pervasive in their effects appear early in the specification.

* Every clause has a section of documentation generated from the metamodel that contains all of the metaclasses
with their properties, and all of the metaassociations with their properties. All cross-references in this generated
documentation include hyperlinks to their targets.

*  The compliance levels L0, L1, L2, and L3 have been eliminated, because they were not found to be useful in
practice. A tool either complies with the whole of UML or it does not. A tool may partially comply with UML
by implementing a subset of its metamodel, notation, and semantics, in which case the vendor should declare
which subset it implements.

However, the metamodel itself remains unchanged from UML 2.4.1 superstructure, with a few exceptions:

*  The metamodel has been partitioned into packages, corresponding to the clause structure of this specification.
All of these packages are owned by a top-level package named UML; they are also imported into UML so that
metaclasses may be referred to by their unqualified name in UML.

* Many OCL constraints have been corrected or added where they were absent. In order to do this, some names
of association-owned properties and the corresponding associations have been changed in order to avoid
ambiguity in OCL expressions.

* A small number of lower multiplicities have been relaxed from 1 to 0, in order to represent default values that
cannot be formally represented using MOF. In these cases the absence of a value signifies the presence of a
default value. These cases could not be represented at all in earlier versions of UML. They all occur in Clause
15: Activities and are made explicit in the text there.

*  The property LoopNode::loopVariable has been made composite, in order to enable interchange of loop variables,
which was not possible in a standard way in UML 2.4.1.

* NamedElement::clientDependency has been made derived.

* {ordered} has been added to or removed from some properties in order to make the semantics consistent.
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6.2 Architectural Alignment

The OMG’s Model Driven Architecture (MDA) initiative is a conceptual architecture for a set of industry-wide
technology specifications that support a model-driven approach to software development. Although MDA is not itself a
technology specification, it represents an important approach and a plan to achieve a cohesive set of model-driven
technology specifications. UML, MOF, and related specifications play important roles in MDA by providing the
languages for creating and transforming models.

The abstract syntax of UML is specified using a UML model called the UML mefamodel. This metamodel uses
constructs from a constrained subset of UML that is identified in the MOF 2 specification and used for constructing
metamodels. Classes in a metamodel are called metaclasses. So, for example, the UML metaclass Element is an abstract
class in the UML metamodel: which also means that it can be viewed from the MOF perspective as an instance of the
metaclass Class, whose isAbstract property has the value true. Another such instance is the UML metaclass Comment,
which has an attribute named body, which can in turn be viewed from the MOF perspective as an instance of the
metaclass Property whose name property has the value “body”.

The fact that UML is defined using itself is no more surprising than the fact that many programming languages have
compilers written in the language itself, or that recursive functions (such as the factorial function) can be defined using
themselves. Certain conditions are required to ensure that the resulting definition is well-formed and unique; there is no
formal proof that UML satisfies these conditions, but the existence of numerous interoperable implementations of UML
offer substantial confidence that it does.

Defining UML using this constrained subset of itself ensures that UML models can be held in a MOF 2 repository
where they can be manipulated using MOF features, and interchanged using XMI in accordance with the MOF 2 XMI
Mapping Specification.

Since version 2.4.1 a MOF 2.x metamodel, including the UML 2.x metamodel, is a valid UML 2.x model. This was a
substantial simplification and alignment compared to earlier versions. It is expected that future versions of MOF and
UML will continue to be aligned in this manner.

Further discussion of metamodels and the relationship between UML and MOF may be found in the MOF 2 Core
specification.

6.3 On the Semantics of UML

6.3.1 Models and What They Model

A model is always a model of something. The thing being modeled can generically be considered a system within some
domain of discourse. The model then makes some statements of interest about that system, abstracting from all the
details of the system that could possibly be described, from a certain point of view and for a certain purpose. For an
existing system, the model may represent an analysis of the properties and behavior of the system. For a planned
system, the model may represent a specification of how the system is to be constructed and behave.

A UML model consists of three major categories of model elements, each of which may be used to make statements
about different kinds of individual things within the system being modeled (termed simply “individuals” in the
following). These categories are:

*  Classifiers. A classifier describes a set of objects. An object is an individual with a state and relationships to
other objects. The state of an object identifies the values for that object of properties of the classifier of the
object. (In some cases, a classifier itself may also be considered an individual; for example, see the discussion
of static structural features in sub clause 9.4.3.)

*  FEvents. An event describes a set of possible occurrences. An occurrence is something that happens that has
some consequence with regard to the system.

*  Behaviors. A behavior describes a set of possible executions. An execution is a performance of a set of actions
(potentially over some period of time) that may generate and respond to occurrences of events, including
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accessing and changing the state of objects. (As described in sub clause 13.2, behaviors are themselves
modeled in UML as kinds of classifiers, so that executions are essentially modeled as objects. However, for
the purposes of the present discussion, it is clearer to consider behaviors and executions to be in a separate
semantic category than classifiers and objects.)

UML models do not contain objects, occurrences, or executions, because such individuals are part of the domain being
modeled, not the content of the models themselves. UML does have modeling constructs for directly modeling
individuals: instance specifications, occurrence specifications, and execution specifications for modeling objects,
occurrences, and executions, respectively, within a particular context. However, these are again just model elements,
making statements about the individuals being modeled. As for any model, such statements can be incomplete,
imprecise, and abstract, according to the purpose of the model, and may turn out to be wrong (or even be asserted as
counterfactual). The individuals being modeled, on the other hand, are always complete, precise, and concrete within
their domain.

The execution of behaviors within a modeled system may result in the creation and destruction of objects within that
system. The system may also reference other objects in the domain of discourse that are external to the system.
Generally, the distinction of whether an object is internal or external is not important to the formal semantics of
behaviors that access those objects. However, in certain cases — in particular, static properties (see sub clause 9.5) and
classifier extents (see sub clause 16.4 on read extent actions) — the system may be considered to provide an execution
scope that explicitly delineates those objects existing within the system (“within the execution scope”) from those
outside. The concept of an execution scope is not further defined within UML semantics, because exactly to what it
corresponds varies depending on the domain of discourse. For example, for a model of factory processes, the execution
scope may encompass the execution of those processes within a single factory, while, for a model of a software
program, the execution scope will correspond to a single execution of that program.

6.3.2 Semantic Areas

Clause 2 makes the distinction of the conformance of a tool to the (concrete and abstract) syntax of UML from
conformance to its semantics.

The syntax of UML has to do with how UML models may be constructed, represented and interchanged. The UML
specification defines the syntax of UML, both abstractly and concretely. However, the syntax of UML is specified
within the framework of MOF, and the meaning of syntactic models for the purposes of tool conformance are given in
the MOF Core specification and related XMI and Diagram Interchange specifications.

In contrast, the semantics of UML itself have to do with the standard meaning of the statements made by a UML model
about the system being modeled. This is sometimes referred to as the “run-time” semantics of UML, especially in the
context of UML models of executable software or other enactable processes. However, not all UML models are
executable in this sense and not all UML semantics relate to “running” software or other processes.

Instead, consider the general division of UML modeling constructs into two semantic categories:

*  Structural Semantics defines the meaning of UML structural model elements about individuals in the domain
being modeled, which may be true at some specific point in time. (Note that this category is sometimes called
“static semantics”. However, in programming language definition, the term “static semantics” is generally used
to mean context-sensitive name resolution and type constraints beyond the base context-free syntax of the
language, which corresponds to well-formedness constraints in the UML abstract syntax specification. In order
to avoid confusion, the term “structural semantics” is used here instead.)

*  Behavioral Semantics defines the meaning of UML behavioral model elements that make statements about
how individuals in the domain being modeled change over time. (This is sometimes also called “dynamic

semantics.”)

Figure 6.1 shows a more detailed delineation of the semantic areas of UML within these categories and the notional
layering of these areas.
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Figure 6.1 Semantic Areas of UML

The structural semantics of UML provides the foundation for the behavioral semantics of UML. This reflects the
conception of behavioral semantics in terms of changes in the system state specified through structural modeling.
Structural modeling constructs in UML are built on a common base of fundamental concepts such as type, namespace,
relationship and dependency (see Clause 7). Specific modeling constructs then include a number of different kinds of
classifiers: data types, classes, signals, interfaces, and components (see Clauses 9 through 11), corresponding constructs
for modeling values and instances (see Clause 8), and constructs for packaging and profiling (see Clause 12).

The base behavioral semantics of UML builds on this structural foundation to provide a basic framework for the
execution of behaviors (see Clause 13). This common behavioral semantics also addresses the communication that may
result between structural objects with associated behavior. Note that this framework only deals with event-driven, or
discrete, behaviors. However, UML semantics do not dictate the amount of time between events (unless this is
specifically modeled using timing constraints, see sub clause 8.5). Thus, the intervals between certain events can be
considered to be as small as needed by the application; for example, when simulating continuous behaviors.

Actions are the fundamental units of behavior in UML, used to define fine-grained behaviors (see Clause 16). Their
resolution and expressive power are comparable to the executable instructions in traditional programming languages.
Actions are available for use with any of the higher-level formalisms to be used for describing detailed behaviors. Such
higher-level behavioral constructs in UML are state machines, activities and interactions (see Clauses 14, 15 and 17,
respectively).

In addition, there are some supplemental modeling constructs that have both structural and behavioral aspects. These
include use cases, deployments and information flows (see Clauses 18, 19 and 20, respectively).
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6.3.3 Stable and Transient Behavioral Semantics

Though structural semantics, as defined in sub clause 6.3.2, has to do with modeling things at a specific point in time,
the structural modeling constructs in UML still include the ability to model certain behavioral aspects of otherwise
primarily structural elements. For example, a classifier may have behavioral features that can be invoked to request
some behavior from the classifier. Or a class may be modeled as being active, meaning that an instance of the class has
some autonomous behavior.

The behavioral characteristics of primarily structural modeling constructs make high-level statements about the
behavior of a system that may generally be verified when the system is in a stable state at some specific point in time.
However, they do not define how the system actually got into that state from a previous state, just that some behavior
must have happened to cause this change. The detailed definition of transient behavior over time requires the use of
behavioral modeling constructs.

In many cases, a structural element in a UML model will have related behavioral elements that define the detailed
behavior to realize the high-level behavior identified for the structural element. For example, an operation owned by a
class may have a related method that defines its detailed behavior. Or an active class may have a classifier behavior that
details its autonomous behavior. In these cases, it is the responsibility of the modeler to ensure that the detailed transient
behavior specified using the behavioral modeling elements actually results in the high-level stable behavior specified
for the corresponding structural elements. (A tool may assist the modeler in this responsibility, but a conforming UML
tool is not required to do so.)

The following are some areas in which this semantic distinction is particularly important in UML.

*  Operation behaviors. An operation is a behavioral feature of a class that may be directly invoked on instances
of that class (see sub clause 9.6). The definition of an operation includes the types of input and output
parameters of the operation and may also include pre- and postconditions on the state of the system being
modeled before and after invocation of the operation. The semantics of such a model are that, if the operation
is invoked with inputs of the given types and in a state in which the precondition holds, then, when the invoked
behavior of the operation completes, it will have produced outputs of the given types and the postcondition will
hold in the resulting system state. An operation may also have a method, which is a detailed definition of its
required behavior (see sub clause 13.2). It is a modeler responsibility to ensure that the detailed behavior
modeled by the method of the operation meets the behavioral requirements given by the pre- and
postconditions of the operation. Note, however, that the postcondition is not required to hold during the
transient execution of the method behavior, but only at the stable point of the completion of execution of that
behavior. A class may also have invariant conditions that must be true before and after the execution of the
operation but may be violated during the course of the execution of the operation method.

*  Property default values. The semantics of properties specify that, when a property with a default value is
instantiated, in the absence of some specific setting for the property, the default value is evaluated to provide
the initial values of the property (see sub clause 9.5). Thus, when instantiating a classifier, all its attributes (i.e.,
properties of the classifier) with default values should be properly initialized once any behavior required to
instantiate the classifier completes. However, a create object action is specified to create an object with its
attributes initially having no initial values, whether or not those attributes have default values in the classifier
of the object (see sub clause 16.4.3). Therefore, when modeling the detailed behavior of the instantiation of a
classifier, it is a modeler responsibility to ensure that the modeled behavior carries out the proper initialization
of any attributes with default values once the object is created. (This is often done by encapsulating the
instantiation behavior for a class in a constructor operation — see sub clause 11.4 — in which case the
initialization of the attributes becomes an implicit postcondition for the constructor.)

*  Active class behaviors. The semantics of active classes specify that, when such a class is instantiated, the new
object commences execution of its behavior as a direct consequence of its creation (see sub clause 11.4).
However, a create object action is specified to create an object without commencing the execution of any
associated behaviors (see sub clause 16.4.3). Instead, it is necessary to use a start object behavior action to
execute those behaviors (see sub clause 16.3.3). Therefore, when modeling the detailed behavior of the
instantiation of a classifier, it is a modeler responsibility to ensure that the modeled behavior properly starts the
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classifier behavior of an instance of an active class, after that instance is created. (This behavior may also be
encapsulated in a constructor operation for the class.)

6.4 How to Read this Specification

6.4.1 Specification Format

The rest of this document contains the technical content of this specification.

The concepts of UML are grouped into clauses. A clause typically covers a specific modeling formalism. For instance,
all concepts related to state machine modeling are gathered in the State Machines clause and all concepts related to
activities modeling are in the Activities clause.

The clauses in the specification as a whole are presented in an order that minimizes forward references. Clauses 7 — 12
are primarily concerned with the modeling of structure. Clauses 13 — 17 are primarily concerned with the modeling of
behavior. Clauses 18 — 20 cover supplementary concepts including UseCases, Deployments, and InformationFlows.
Clauses 21 and 22 specify primitive types and the standard profile.

Annex A discusses UML Diagrams. Annex B specifies a model for the interchange of UML diagrams: this is a new part
of the specification that was absent from earlier versions of UML. Annex C specifies keywords; Annex D specifies
some alternative tabular notations; Annex E specifies the format for XMI serialization.

Although the clauses are organized in a logical manner and can be read sequentially, this is a reference specification and
is intended to be read in a non-sequential manner. Consequently, extensive cross-references are provided to facilitate
browsing and search.

Within each clause, there is first a brief informal description of the concepts described in that clause. The clause is then
split into sub clauses, each describing a coherent set of concepts that constitute a portion of the formalism specified by
the clause. Each sub clause is then split into Abstract Syntax, Semantics, Notation, and Examples.

The Abstract Syntax subdivision contains one or more diagrams that define that capability in terms of a MOF model
(i.e., the UML metamodel) with each modeling concept represented by an instance of a metaclass or association. These
diagrams are designed to provide information about a related set of concepts. Within such a diagram, all of the
metaclasses described in that clause are depicted with their attribute compartments, while metaclasses whose definition
appears in another clause are depicted with just their headers and no compartments.

The following stylistic conventions are applied in the Semantics, Notation, and Examples subdivisions:

*  Headings without numbers are used to break up the sections into meaningful chunks. These headings are
organized by coherent chunks of tightly-coupled semantics. Often these headings will turn out to be pluralized
metaclass names (e.g., Comments); they might equally represent particular semantic themes (e.g., Run-to-
Completion).

¢ TItalics are used for emphasis.

* Names of metaclasses in the text are capitalized but otherwise used as if they are nouns in English, e.g., “Every
Element has the inherent capability of owning other Elements,” pluralizing where necessary.

* Names of properties in the text are styled as 8-point Arial, and used as if they are English nouns pluralizing
where necessary, e.g., “the ownedAttributes of the Classifier.”

The Semantics subdivision specifies the semantics of all of the concepts described in the sub clause.

The Notation subdivision specifies the notation corresponding to all of the concepts defined in the sub clause. Only
concepts that can appear in diagrams will have a notation specified. For textual notations a variant of the Backus-Naur
Form (BNF) is often used to specify the legal formats. The conventions of this BNF are:
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*  All non-terminals are in italics and enclosed between angle brackets (e.g., <non-terminal>).

*  All terminals (keywords, strings, etc.), are enclosed between single quotes (e.g., ‘or’).

*  Non-terminal production rule definitions are signified with the ‘::=" operator.

* Repetition of an item is signified by an asterisk placed after that item: “*’.

*  Alternative choices in a production are separated by the ‘|’ symbol (e.g., <alternative-A> | <alternative-B>).
* Items that are optional are enclosed in square brackets (e.g., [<item-x>]).

*  Where items need to be grouped they are enclosed in simple parenthesis; for example:
(<item-1> | <item-2>) *
signifies a sequence of one or more items, each of which is <item-1> or <item-2>.

NOTE. As for all UML surface syntax, UML textual notations are generally for presentation. There is no requirement
that such notations be unambiguously parsable — for example, a modeler may use arbitrary characters like “/”” and “:”
in a property name, even though these are used as special punctuation in the BNF for property textual notation. This
may be confusing to some readers, since BNF is commonly used to specify parsable programming language text.

The Examples subdivision gives examples intended to illustrate the concepts in the sub clause.

NOTE. All examples in this specification are provided for the purposes of illustrating syntax and semantics of UML
modeling constructs and do not assert or claim facts about the world.

Diagrams appearing in the Notation and Examples subdivisions have been produced by a variety of tools, and may
differ in stylistic details such as fonts, line thicknesses, size of arrowheads, etc. Such differences are not material to the
specification.

Statements in the Notation subdivision assume that diagrams are to be rendered in black on a white background.
Conforming tools may adopt other color schemes, in which case the word “black” shall be interpreted as “solid”,
“white” shall be interpreted as “un-filled”, and “gray” shall be interpreted as “a distinguishable color between solid and
un-filled”.

Finally in each clause are machine-generated sub clauses called Classifier Descriptions and Association Descriptions,
containing a complete description for all of the classifiers and associations in the metamodel. In Classifier Descriptions,
each classifier (Class, Abstract Class, or Enumeration) is documented under the following headings:

* Name [Type]

*  Description: a summary of the role played by the classifier in the metamodel.
* Diagrams: a list of links to diagrams in which the classifier appears.

*  Generalizations: a list of links to generalizing classifiers, if any.

*  Specializations: a list of links to specializing classifiers, if any.

*  Attributes: each specified by its name, type, and multiplicity, and any additional properties such as {readOnly}.
If no multiplicity is listed, it defaults to 1..1. This is followed by a textual description of the purpose and
meaning of the attribute. If an attribute is derived, the name will be preceded by a forward slash. Where an
attribute is derived, the logic of the derivation is in most cases shown using OCL.
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Association Ends: each specified by its name, type, and multiplicity, any additional properties such as {union},
and a link to its opposite end. If the association end subsets or redefines others, this is shown in the additional
properties as {subsets <end>} or {redefines <end>}, where <end> is a link to the applicable end. This is
followed by a textual description of the purpose and meaning of the association end. If an association end is
derived, the name will be preceded by a forward slash. If the association end is a composition, this is indicated
by a small black diamond adjacent to the name of the end.

Derivation: where an Attribute or Association End is marked as derived and is not a derived union, the
derivation is specified by an Operation with the same name and type as the derived Attribute or Association
End.

Operations: each specified by its signature, a textual description of the logic of the operation, and a
specification of the logic of the operation in OCL. Note that in some cases the OCL is absent. Note also that
the body: of each operation is shown as an expression <expr> having the result type of the Operation. In the
XML, this is serialized as a bodyCondition of the form result = (<expr>).

Constraints: each specified by its name, a textual description of the logic of the constraint, and a specification
of the logic of the constraint in OCL. Note that in some cases the OCL is absent.

In Association Descriptions , each association is documented under the following headings:

6.4.2

Name [Type].

Diagrams: a list of links to diagrams in which the association appears.
Generalizations: a list of links to generalizing associations, if any.
Specializations: a list of links to specializing associations, if any.

Member Ends: links to each end of the association; this appears if neither of the ends is owned by the
association itself.

Owned Ends: documentation for each association end owned by the association itself, each specified by its
name, type and multiplicity, any additional properties such as {union}, and a link to its opposite end. If the
association end subsets or redefines others, this is shown in the additional properties as {subsets <end>} or
{redefines <end>}, where <end> is a link to the applicable end. If an association end is derived, the name will
be preceded by a forward slash.

Diagram Format

The following conventions are adopted for all metamodel diagrams throughout this specification.

18

A metaclass may appear on many diagrams, but takes a primary role on only one diagram, which is the diagram
adjacent to where the semantics of the metaclass are described. A metaclass in a primary role is shown with its
attribute compartment expanded; a metaclass in a secondary role is shown as just its header rectangle.

Dot notation is used to denote association end ownership, where the dot shows that the Class at the other end of the
line owns the Property whose type is the Class touched by the dot. See 11.5.4 for details of Association notation
and 11.5.5 for examples.

Arrow notation is used to denote association end navigability. By definition, all class-owned association ends are
navigable. By convention, all association-owned ends in the metamodel are not navigable.
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*  An association with neither end marked by navigability arrows means that the association is navigable in both
directions.

*  Association specialization and redefinition are indicated by appropriate constraints situated in the proximity of the
association ends to which they apply. Thus:

*  The constraint {subsets endA} means that the association end to which this constraint is applied subsets
the association end endA.

* The constraint {redefines endA} means that the association end to which this constraint is applied
redefines the association end endA.

* If no multiplicity is shown on an association end, it implies a multiplicity of exactly 1.

e Ifan association end is unlabeled, the default name for that end is the name of the class to which the end is
attached, modified such that the first letter is a lowercase letter. Note that, by convention, non-navigable association
ends are often left unlabeled although all association ends have a name which is documented in the Association
Description section of each clause.

*  Associations that are not explicitly named, are given names that are constructed according to the following
production rule:
"4 " <association-end-namel> " " <association-end-name2>

where <association-end-namel> is the name of the first association end and <association-end-name2> is the name
of the second association end.
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7 Common Structure

71 Summary

This clause specifies the basic modeling concepts underlying all structural modeling in UML. Many of the metaclasses

defined here are abstract, providing the base for specialized, concrete classes defined in subsequent clauses. However,
in order to provide examples of how these basic concepts are applied in UML, it is necessary to use these concrete
modeling constructs, even though they are specified in later clauses. Appropriate forward references are provided as

necessary.

7.2 Root

7.21 Summary

The root concepts of Element and Relationship provide the basis for all other modeling concepts in UML.

7.2.2 Abstract Syntax

{readOnly, union, subsets
relatedElement}

{readOnly, union, subsets
relatedElement}

+ /source + annotatedElement
—
1% Element *

+ /target

1.%

{readOnly, union}
+/ relatedElement

1"*

{subsets owner}
+ owningElement

0..1

{readOnly, union}
+ /owner

0..1

{readOnly, union}

T *
+ /ownedElement
{readOnly, union}

{subsets ownedElement}
*| + ownedComment

+ /relationship

Relationship Comment + comment

*

+ body : String [0..1]] *

+ /directedRelationshif

{readOnly, union, subsets relationship}

{readOnly, union, subsets relationship}

*

DirectedRelationship

+ /directedRelationshif

Figure 7.1 Root

*
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7.2.3 Semantics

7.2.31 Elements

An Element is a constituent of a model. Descendants of Element provide semantics appropriate to the concept they
represent.

Every Element has the inherent capability of owning other Elements. When an Element is removed from a model, all its
ownedElements are also necessarily removed from the model. The abstract syntax for each kind of Element specifies
what other kind of Elements it may own. Every Element in a model must be owned by exactly one other Element of that
model, with the exception of the top-level Packages of the model (see also Clause 12 on Packages).

7.2.3.2 Comments

Every kind of Element may own Comments. The ownedComments for an Element add no semantics but may represent
information useful to the reader of the model.

7.23.3 Relationships

A Relationship is an Element that specifies some kind of relationship between other Elements. Descendants of
Relationship provide semantics appropriate to the concept they represent.

A DirectedRelationship represents a Relationship between a collection of source model elements and a collection of
target model elements. A DirectedRelationship is said to be directed from the source elements fo the target elements.

7.2.4 Notation

There is no general notation for Element, Relationships, and DirectedRelationships. The descendants of these classes
define their own notation. For Relationships, in most cases the notation is a variation on a line drawn between the
relatedElements. For DirectedRelationships, the line is usually directed in some way from the source(s) to the target(s).

A Comment is shown as a rectangle with the upper right corner bent (this is also known as a “note symbol”). The
rectangle contains the body of the Comment. The connection to each annotatedElement is shown by a separate dashed
line. The dashed line connecting the note symbol to the annotatedElement(s) may be suppressed if it is clear from the
context, or not important in this diagram.

7.2.5 Examples

This class was added
by Alan Wright after
meeting with the
mission planning team.

== Account

Figure 7.2 Comment notation

7.3 Templates

7.31 Summary

Templates are model Elements that are parameterized by other model Elements. This sub clause specifies the general
concepts applicable to all kinds of templates. Further details of specific kinds of templates allowed in UML are
discussed in later sub clauses, including Classifier templates (see sub clause 9.3), Operation templates (see sub clause
9.6) and Package templates (see sub clause 12.2).

22 Unified Modeling Language 2.5.1



7.3.2 Abstract Syntax

A\

{subsets ownedElement}

{subsets owner}
+ template 7 Element
|

1

TemplateSignature + ownedTemplateSignature
I W

+ templateSignature

{subsets templateSignature,

subsets owner} .
+ signature

{ordered, subsets ownedElemen

subsets parameter} {ordered}

+ parameter

+ ownedParameter
TemplateParameter

{subsets templateParameter,
subsets owner}

{subsets ownedElement,
subsets parameteredElement) | _FarameterableElement

+ ownedParameteredElement

+ owningTemplateParameter
@ gfemp

0.1
+ templateParameter

+ parameteredElement

0.1

0.1
+ templateParameter

1

+ default

*

{subsets owner, redefines
templateParameter}
+ templateParameter

{subsets ownedElement,
subsets default}

0.1

+ ownedDefault

0.1

Figure 7.3 Templates

0.1

\V/

/\

+ templateParameterSubstitution

TemplateParameterSubstitution

1 + formal
TemplatePar ter < ¥
1
+ actual + templateParameterSubstitution
ParameterableElement 1 *
{subsets ownedElement,
subsets actual}
+ ownedActual *
0..1 + owningTemplateParameterSubstitution
{subsets owner, redefines
templateParameterSubstitution} *
{subsets source, {subsets ownedElement, subsets
subsets owner} directedRelationship}
| remp — — + boundElement + templateBinding TemplateBinding
1 *

{subsets ownedElement}
+ parameterSubstitution

{subsets owner}
+ templateBinding

{subsets target}
+ signature

{subsets directedRelationship}
+ templateBinding

| TemplateSignature |

1

Figure 7.4 Template bindings
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7.3.3 Semantics

7.3.31 Templates

A TemplateableElement is an Element that can optionally be defined as a template and bound to other templates. A
template is a TemplateableElement that is parameterized using a TemplateSignature. Such a template can be used to
generate other model Elements using TemplateBinding relationships.

A template cannot be used in the same manner as a non-template Element of the same kind (e.g., a template Class
cannot be used as the type of a TypedElement). The template Element can only be used to generate bound Elements or
as part of the specification of another template (e.g., a template Class may specialize another template Class).

The TemplateSignature of a template defines a set of TemplateParameters that may be bound to actual model Elements
in a bound element for the template. A bound element is a TemplateableElement that has one or more such
TemplateBindings.

A completely bound element is a bound element all of whose TemplateBindings bind all the TemplateParameter of the
template being bound. A completely bound element is an ordinary element and can be used in the same manner as a
non-bound (and non-template) element of the same kind. For example, a completely bound element of a Class template
may be used as the type of a Typed Element.

A partially bound element is a bound element at least one of whose TemplateBindings does not bind a
TemplateParameter of the template being bound. A partially bound element is still considered to be a template,
parameterized by the remaining TemplateParameters left unbound by its TemplateBindings.

7.3.3.2 Template Signatures

The TemplateParameters for a TemplateSignature specify the formal parameters that will be substituted by actual
parameters (or the default) in a binding. A TemplateParameter is defined in terms of a ParameterableElement contained
within the template that owns the TemplateSignature of which the TemplateParameter is a part. Such an element is said
to be exposed by the TemplateParameter.

An exposed ParameterableElement may be owned, directly or indirectly, by the template or it may be owned by the
TemplateParameter itself, in situations in which the element does not otherwise have an ownership association within
the template model. In either case, the ParameterableElement is meaningful only within the context of the template—it
will be effectively replaced by an actual Element in the context of a binding. Thus, a ParameterableElement exposed by
a TemplateParameter cannot be referenced outside its owning template or other templates that have access to the
internals of the original template (e.g., if the template is specialized). Subclasses of TemplateSignature can also add
additional rules that constrain what sort of ParameterableElement can be used for a TemplateParameter in the context of
a particular kind of template.

A TemplateParameter may also reference a ParameterableElement as the default for this formal parameter in any
TemplateBinding that does not provide an explicit TemplateParameterSubstitution for the parameter. Similarly to an
exposed ParameterableElement, a default ParameterableElement may be owned either directly by the template or by the
TemplateParameter itself. The TemplateParameter may own this default ParameterableElement even in situations where
the exposed ParameterableElement is not owned by the TemplateParameter.

7.3.3.3 Template Bindings

A TemplateBinding is a relationship between a TemplateableElement and a template that specifies the substitutions of
actual ParameterableElements for the formal TemplateParameters of the template. A TemplateParameterSubstitution
specifies the actual parameter to be substituted for a formal TemplateParameter within the context of a TemplateBinding.
If no actual parameter is specified in this binding for a formal parameter, then the default ParameterableElement for that
formal TemplateParameter (if specified) is used.

A bound element may have multiple bindings, possibly to the same template. In addition, the bound element may
contain elements other than the bindings. The details of how the expansions of multiple bindings, and any other
Elements owned by the bound element, are combined together to fully specify the bound element are specific to the
subclasses of TemplateableElement. The general principle is that one evaluates the bindings in isolation to produce
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intermediate results (one for each binding), which are then merged to produce the final result. It is the way the merging
is done that is specific to each kind of TemplateableElement.

A TemplateableElement may contain both a TemplateSignature and TemplateBindings. Thus a TemplateableElement
may be both a template and a bound element.

A conforming tool may require that all formal TemplateParameters must be bound as part of a TemplateBinding
(complete binding) or may allow just a subset of the formal TemplateParameters to be bound (partial binding). In the
case of complete binding, the bound element may have its own TemplateSignature, and the TemplateParameters from
this can be provided as actual parameters of the TemplateBinding. In the case of partial binding, the unbound formal
TemplateParameters act as formal TemplateParameters of the bound element, which is thus still a template.

NOTE. A TemplateParameter with a default can never be unbound, as it has an implicit binding to the default, even if an
explicit TemplateParameterSubstitution is not given for it.

7.3.34 Bound Element Semantics

ATemplateBinding implies that the bound element has the same well-formedness constraints and semantics as if the
contents of the template owning the target TemplateSignature were copied into the bound element, substituting any
ParameterableElements exposed as formal TemplateParameters by the corresponding ParameterableElements specified
as actual template parameters in the TemplateBinding. However, a bound element does not explicitly contain the model
Elements implied by expanding the templates to which it binds. Nevertheless, it is possible to define an expanded
bound element that results from actually applying the TemplateParameterSubstitution for a bound element to the target
templates.

Formally, an expanded bound element for a bound element with a single TemplateBinding and no Elements other than
from that binding is constructed as follows:

1 Copy the template associated with the TemplateSignature that is the target of the TemplateBinding. For the
present purposes, a copy of a model Element is an instance of the same metaclass as the original model
Element, with:

a  Values for all composite properties (owned attributes and owned association ends) that are copies (in
the same sense) of the corresponding values from the original Element.

b Values for all non-composite properties that are the same as the corresponding values from the
original Element, except that references to Elements owned (directly or indirectly) by the original
Element are replaced with references to the copies of those Elements created as specified above and
references to the original Element itself are replaced by references to the copy.

2 If'the copy specializes any Elements that are templates, then redirect the Generalization relationships to
equivalent bound elements for the general elements, using the same TemplateBinding. If the copy is an
Operation that has an associated method that is also a template, then replace that method with an equivalent
bound element using the same template binding.

NOTE. It is necessary for the method of a template Operation to also be a template, presumably with
TemplateParameters corresponding to those of the Operation. In particular, Operation TemplateParameters are
typically used to parameterize the types of Operation Parameters, but the method of an Operation does not
directly reference the Parameters of the Operation that specifies it. Rather, the method has its own
ownedParameter list, which should match that of the Operation (see sub clause 13.2). The types of the method
Parameters thus need to be separately templated to match the template parameterization of the Operation.

3 For each Element owned directly or indirectly by the copy, replace any reference to the parameteredElement of
a TemplateParameter of the copy with a reference to the actual Element associated with the parameter in the
TemplateBinding. If an actual Element has a TemplateBinding itself, then reference the equivalent bound
element.

4 Remove all TemplateParameters that are referenced in the TemplateBinding from the TemplateSignature of the
copy. If this would remove all TemplateParameters from the TemplateSignature, then remove the
TemplateSignature entirely.
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If a bound element has more than one TemplateBinding, then a specific expanded bound element can be defined based
on each TemplateBinding. The overall expanded bound element is then constructed by merging all the
TemplateBinding-specific expanded bound elements with any other Elements contained by the original bound element.
As noted previously, how this merging is performed depends on the kind of TemplateableElement being bound.

Including a bound element in a model does not automatically require that the corresponding expanded bound element be
included in the model. However, if the expanded bound element constructed as given above violates any well-
formedness constraints, then the original bound element is also considered to not be well formed.

On the other hand, if the bound element is for a Namespace template, then it may be necessary to be able to refer to
members of the bound element considered as a Namespace itself. For example, for a bound element of a Class template,
it may be necessary to reference Operations of that Class, e.g., from a CallOperationAction.

NOTE. Referencing the Operation from the template is not sufficient, as each bound element of the template Class is to
be considered to have its own effective copy of the Operations of the template.

In order to accommodate a situation like this, it is allowable to include in a model the expanded bound element for a
bound element in addition to the bound element itself. In this case, the expanded bound element must have a realization
dependency (see sub clause 7.7) to the bound element that it is expanding. The expanded bound element must be
constructed (either manually by the modeler or automatically by a tool) according to the rules given above. References
then made as usual from other model elements to visible members of the expanded bound element are considered to be
semantically equivalent to effective references made to the corresponding implicit members of the original bound
element. Any relationships made directly to the expanded bound element are semantically equivalent to relationships
made to the bound element itself.

7.3.4 Notation

If a TemplateableElement has TemplateParameters, a small dashed rectangle is superimposed on the symbol for the
TemplateableElement, typically on the upper right-hand corner of the notation (if possible). The dashed rectangle
contains a list of the formal TemplateParameters. The parameter list must not be empty, although it may be suppressed
in the presentation. Any other compartments in the notation of the TemplateableElement appear as normal.

The formal TemplateParameter list may be shown as a comma-separated list, or it may be one formal
TemplateParameter per line. The general notation for a TemplateParameter is a string displayed within the
TemplateParameter list for the template:

<template-parameter> ::= <template-param-name> [ ‘:’ <parameter-kind> | [ ‘=" <default>
p y4 p v4 y4

where <parameter-kind> is the name of the metaclass for the exposed element. The syntax of <template-param-name>
and <default> depend on the kind of ParameteredElement for this TemplateParameter.

A bound element has the same graphical notation as other Elements of that kind. A TemplateBinding is shown as a
dashed arrow with the tail on the bound element and the arrowhead on the template and the keyword «bind». The
binding information may be displayed as a comma-separated list of template parameter substitutions:

<template-param-substitution> ::= <template-param-name> ‘->’<actual-template-parameter>

where the syntax of <template-param-name> is the name or qualifiedName of the parameteredElement of the formal
TemplateParameter and the kind of <actual-template-parameter> depends upon the kind of ParameteredElement for
that TemplateParameter.

An alternative presentation for the bindings for a bound element is to include the binding information within the
notation for the bound element. The name of the bound element is extended to contain binding expressions with the
following syntax:

[<element-name> ‘:’] <binding-expression> [*,’ <binding-expression>]*

<binding-expression> ::= <template-element-name> ‘<‘ <template-param-substitution> [, <template-param-
substitution] * >’
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and <template-param-substitution™> is defined as above.

7.4 Namespaces

7.41 Summary

A Namespace is an Element in a model that contains a set of NamedElements that can be identified by name. Packages
(see Clause 12) are Namespaces whose specific purpose is to contain other NamedElements in order to organize a
model, but many other kinds of model Elements are also Namespaces, including Classifiers (see sub clause 9.2), which
contain named Features and nested Classifiers, and BehavioralFeatures (see sub clause 9.4), which contain named
Parameters.

7.4.2 Abstract Syntax

A N
{readOnly, union, subsets member, iz';:’gﬁgﬁzm
subsets ownedElement} Sublic
+ fowmedMember NamedElement {subsets owner} {subsets ownedElement} private
* e Sting [0.1] + namedElement + nameExpression Pmtke‘:ted
: y ri ession L package
* | + /qualifiedName : String [0..1] {readOnIy}‘ 0..1 0..1 st
+ visibility : VisibilityKind [0..1]
e o) T
r Y, uni
{readOnly, subsets member
H /memberNamespace Namespace * + /importedMember PackageableElement |
{readOnly, union} * + namespace ¥ + visibility : VisibilityKind [0..1] = public {redefines visibility}
! + importedElement
subsets memberNamespace 1
{ pace} {subsets target}
0..1
{subsets directedRelationship)
+
/na'mespace {subsets ownedElement, subsets *| + import
{readOnly, union, subsets directedRelationship}
memberNamespace, 1 + elementImport ElementImpori
subsets owner} + alias : String [0..1]
+ importingNamespace * |+ visibility : VisibilityKind = public
{subsets source,
subsets owner}
{subsets source, {subsets ownedElement, subsets
subsets owner} directedRelationship}
+ importingNamespace + packageImportJ PackageImport |
1 + visibility : VisibilityKind = public
+ packageImport
* {subsets directedRelationship}
subsets target
{subsets namespace} {subsets ownedMember} 1 ﬂ impo,tedpgacﬁage
+ context + ownedRule X $
o Constraint | [ package |
0.1
Figure 7.5 Namespaces
743 Semantics
7.4.31 Namespaces

A Namespace provides a container for NamedElements, which are called its ownedMembers. A Namespace may also
import NamedElements from other Namespaces, in which case these, along with the ownedMembers, are members of the
importing Namespace. If a member of a Namespace with the name N is a NamedElement with the name x, then the
member can be referred to by a qualified name of the form N::x.
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When a distinction is necessary, a simple name that is not qualified with Namespace names may be referred to as an
unqualified name. Within a Namespace, unqualified names may be used to refer to the members of that Namespace and
to outer names that are not hidden. An outer name is the name of a NamedElement that may be referenced using an
unqualified name in an immediately enclosing Namespace. An outer name is hidden unless it is distinguishable from all
members of the inner Namespace. (See the discussion on distinguishability below under “Named Elements”.)

As a Namespace is itself a NamedElement, the fully qualified name of a NamedElement may include multiple
Namespace names, such as N1.::N2::x.

The ownedRule Constraints for a Namespace represent well-formedness rules for the constrained elements (see sub
clause 7.6 on Constraints). These constraints are evaluated when determining if the constrained elements are well-
formed.

7.4.3.2 Named Elements

A NamedElement is an Element in a model that may have a name. The name may be used for identification of the
NamedElement within Namespaces where its name is accessible.

NOTE. The name of a NamedElement is optional, which provides for the possibility of the absence of a name (which is
different from the empty name).

NamedElements may appear within a Namespace according to rules that specify how one NamedElement is
distinguishable from another. The default rule is that two members are distinguishable if they have different names or if
they have the same names, but their metaclasses are different and neither is a (direct or indirect) subclass of the other.
This rule may be overridden for particular cases, such as Operations that are distinguished by their signature (see sub
clause 9.6).

The visibility of a NamedElement provides a means to constrain the usage of the Element, either in Namespaces or in
access to the Element. It is intended for use in conjunction with import, generalization, and access mechanisms.

A NamedElement may, in addition to having an explicit name, be associated with a StringExpression (see sub clause 8.3)
that may be used to specify a calculated name for the NamedElement. In a template (see sub clause 7.3), a
NamedElement may have an associated StringExpression whose subexpressions may be ParameteredElements exposed
by TemplateParameters. When the template is bound, the exposed subexpressions are substituted with the actuals
substituted for the TemplateParameters. The value of the StringExpression is then a string resulting from concatenating
the values of the subexpression, which then provides the name of the NamedElement.

A NamedElement may have both a name and a nameExpression associated with it. In this case, the name can be used as an
alias for the NamedElement, which may be used, for example, in referencing the element in a Constraint expression.
(This avoids the need to use StringExpressions in textual surface notation, which is often cumbersome, although it does
not preclude it.)

7.4.3.3 Packageable Elements and Imports

A PackageableElement is a NamedElement that may be owned directly by a Package (see Clause 12 on Packages). Any
such element may serve as a TemplateParameter (see sub clause 7.3 on Templates).

An ElementImport is a DirectedRelationship between an importing Namespace and a PackageableElement. It adds the
name of the PackageableElement to the importing Namespace. The visibility of the ElementImport may be either the
same or more restricted than that of the imported element.

In case of a name clash with an outer name (an element that is defined in an enclosing Namespace that is available using
its unqualified name in enclosed Namespaces) in the importing Namespace, the outer name is hidden by an
ElementImport, and the unqualified name refers to the imported element. The outer name can be accessed using its
qualified name.

A Packagelmport is a DirectedRelationship between an importing Namespace and a Package, indicating that the
importing Namespace adds the names of the members of the Package to its own Namespace. Conceptually, a Package
import is equivalent to having an ElementImport to each individual member of the imported Namespace, unless there is
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a separately-defined ElementImport. If there is an ElementImport for an Element, then this takes precedence over a
potential import of the same Element via a Packagelmport.

If indistinguishable Elements would be imported into a Namespace as a consequence of ElementImports or
Packagelmports, the Elements are not added to the importing Namespace and the names of those Elements must be
qualified in order to be used in that Namespace. If the name of an imported Element is indistinguishable from an
Element owned by the importing Namespace, that Element is not added to the importing Namespace and the name of
that Element must be qualified in order to be used.

An Element that is publicly imported is a public member of the importing Namespace. This means that, if the
Namespace is a Package, a Packagelmport of it by another Namespace will result in the further import of those publicly
imported members into the other Namespace, in addition to the public ownedMembers of the Package.

NOTE. A Namespace may not import itself, nor may it import any of its own ownedMembers. This means that it is not
possible for a NamedElement to acquire an alias in its owning Namespace.

7.4.4 Notation

7441 Namespaces
There is no general notation for Namespaces. Specific kinds of Namespace have their own specific notation.

Conforming tools may optionally allow the “circle-plus” notation defined in sub clause 12.2.4 to show Package
membership to also be used to show membership in other kinds of Namespaces (for example, to show nestedClassifiers
and ownedBehaviors of Classes).

744.2 Name Expressions

The nameExpression associated with a NamedElement can be shown in two ways, depending on whether an alias is
required or not. Both notations are illustrated in Figure 7.6.

*  No alias: The StringExpression appears as the name of the model Element.

*  With alias: Both the StringExpression and the alias are shown wherever the name usually appears. The alias is
given first and the StringExpression underneath.

In both cases the StringExpression appears between “$” signs. The specification of Expressions in UML supports the
use of alternative string expression languages in the abstract syntax—they have to have String as their type and can be
some structure of operator Expressions with operands. The notation for this is discussed in sub clause 8.3 on Expressions.
In the context of templates, subexpressions of a StringExpression (usually LiteralStrings) that are parametered in a
template are shown between angle brackets.

7443 Imports

A Packagelmport or ElementImport is shown using a dashed arrow with an open arrowhead from the importing
Namespace to the imported Package or Element. The keyword «import» is shown near the dashed arrow if the visibility
is public; otherwise, the keyword «access» is shown to indicate private visibility. The alias may be shown after or below
the keyword «import». If the imported element for an ElementImport is a Package, the keyword may optionally be
preceded by “element”, i.e., «element importy.

As an alternative to the dashed arrow, it is possible to show a Packagelmport or ElementImport by having a text that
uniquely identifies the imported Package or Element within curly brackets either below or after the name of the
Namespace. The textual syntax for a Packagelmport is:

a0

Yimport * <qualified-name> *}’| ‘{access *<qualified-name>

The textual syntax for an ElementImport is:

‘

V| {element access *<qualified-name>

0

‘Yelement import’ <qualified-name>
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Optionally, the alias, if any, may be shown as well:

‘{element import *<qualified-name> ‘as ’<alias> ‘}’| ‘{element access ’<qualified-name> ‘as’ <alias> ‘}’

7.4.5 Examples

7.4.51 Name Expressions

Figure 7.6 shows a ResourceAllocation Package template where the first two formal TemplateParameters are
StringExpression parameters. These formal TemplateParameters are used within the Package template to name some of
the Classes and Association ends. The figure also shows a bound Package (named TrainingAdmin) that has two
bindings to this ResourceAllocation template. The first binding substitutes the string “Instructor” for Resource, the
string “Qualification” for ResourceKind, and the Class TrainingAdminSystem for System. The second binding
substitutes the string “Facility” for Resource, the string “FacilitySpecification” for ResourceKind, and the Class
TrainingAdminSystem is again substituted for System.

The result of the binding includes Classes Instructor, Qualification, and InstructorAllocation as well as Classes Facility,
FacilitySpecification, and FacilityAllocation. The associations are similarly replicated.

NOTE. Request will have two attributes derived from the single “the<ResourceKind>" attribute (shown here by an
arrow), namely theQualification and theFacilitySpecification.
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ResourceAllocation Resource: StringExpression,
ResourceKind: StringExpression,
System
Sa<Resource>$
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$ $ resource Allocation $a<Resource>Allocation$
<Resource> — . SRS ——
1 $<Resource>Allocation$ *
resource | *
. timeSlot s
TimeSlot - ystem
1 request
kind | 1 \i
Sthe<ResourceKind>$ request

$<ResourceKind>$ <1 Request <€ "

* A Sa<ResourceKind>$

= A
S
\\ ///
\\\ s

«bind» N 7 «bind»

Resource -> "Instructor”, \\ e Resource -> "Facility",

ResourceKind -> "Qualification”, AN il ResourceKind -> "FacilitySpecification",

System -> TrainingAdminSystem \\\ /,/ System -> TrainingAdminSystem

TrainingAdmin

Figure 7.6 Template package with string parameters

7.4.5.2 Imports

The ElementImport shown in Figure 7.7 allows Elements in the Package Program to refer by name to the DataType
Time in Types without qualification. However, they still need to refer explicitly to Types::Integer, as this Element is not
imported. The DataType String is imported into the Program Package but it is not publicly visible as a member of
Program outside of that Package, and it cannot be further imported from the Program Package by other Namespaces.

Types

=datatypes
- String

caccesss -~
sdatatypes
Integer
- datatypes
Program  |————————--— == sdataty]
¢ mport | Time

Figure 7.7 Example of element import
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In Figure 7.8, the ElementImport is combined with aliasing, meaning that the DataType Types::Real will be referred to
by name as Double in the package Shapes.

Types Shapes

simports

cdatatypes P — Double | Circle
Real radius : Double

Figure 7.8 Example of element import with aliasing

In Figure 7.9, a number of Packagelmports are shown. The public members of Types are imported into ShoppingCart
and then further imported into WebShop. However, the members of Auxiliary are only privately imported by
ShoppingCart and cannot be referenced using unqualified names from WebShop.

1
Auxiliary Q.Jic?:. — —
’: ShoppingCart [€-=T2%2-4  WebShop
Types  |&="cmports

Figure 7.9 Examples of public and private package imports

7.5 Types and Multiplicity

7.51 Summary

Types and multiplicity are used in the declaration of Elements that contain values, in order to constrain the kind and
number of values that may be contained.
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7.5.2 Abstract Syntax

NamedElement | PackageableElement

TypedElement |+ typedElement + type Type
* 0..1

/\
{subsets owner} {subsets ownedElement}
MultiplicityElement + owningLowe + lowerValue |  ValueSpecification
+ isOrdered : Boolean = false 0.1 0.1
: I/Skl)JerngLlle I;Ee%(irean = true {subsets owner} {subsets ownedElement}
+ Jupper : UnlimitedNatural + owningUpper + upperValue
0.1 0.1

Figure 7.10 Abstract syntax of types and multiplicity elements

7.5.3 Semantics

7.5.31 Types and Typed Elements

A Type specifies a set of allowed values known as the instances of the Type. Depending on the kind of Type, instances
of the Type may be created or destroyed over time. However, the rules for what constitutes an instance of the Type
remain fixed by the definition of that Type. All Types in UML are Classifiers (see Clause 9).

A TypedElement is a NamedElement that, in some way, represents particular values. Depending on the kind of
TypedElement, the actual values that it represents may change over time. Examples of kinds of TypedElement include
ValueSpecification, which directly specifies a collection of values (see Clause 8), and StructuralFeature, which
represents values held as part of the structure of the instances of the Classifier that owns it (see sub clause 9.4).

If a TypedElement has an associated Type, then any value represented by the TypedElement (at any point in time) shall
be an instance of the given Type. A TypeElement with no associated Type may represent any value.

7.5.3.2 Multiplicities

A MultiplicityElement is an Element that may be instantiated in some way to represent a collection of values.

Depending on the kind of MultiplicityElement, the values in the collection may change over time. Examples of kinds of
MultiplicityElement include StructuralFeature, which has values in the context of an instance of the Classifier that owns
it (see sub clause 9.4) and Variable, which has values in the context of the execution of an Activity (see sub clause 15.2).

The cardinality of a collection is the number of values contained in that collection. The multiplicity of a
MultiplicityElement specifies valid cardinalities of the collection it represents. The multiplicity is a constraint on the
cardinality, which shall not be less than the lower bound and not greater than the upper bound specified for the
multiplicity (unless the multiplicity is unlimited, in which case there is no constraint on the upper bound).

The lower and upper bounds for the multiplicity of a MultiplicityElement are specified by ValueSpecifications (see
Clause 8), which must evaluate to an Integer value for the lowerBound and an UnlimitedNatural value for the
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upperBound (see Clause 21 on Primitive Types). A MultiplicityElement is unlimited if its upperBound has the
UnlimitedNatural value of unlimited (“*””). A MultiplicityElement is multivalued if it has an upperBound greater than 1
(including unbounded). A MultiplicityElement that is not multivalued can represent at most a single value.

A MultiplicityElement can define a multiplicity both of whose bounds are zero. This restricts the allowed cardinality to
be 0; that is, it requires that an instantiation of this element contain no values. This is useful in the context of
Generalizations (see sub clause 9.2) to constrain the cardinalities of a more general Classifier. It applies to (but is not
limited to) redefining properties existing in more general Classifiers.

If the MultiplicityElement is specified as ordered (i.e., isOrdered is true), then the collection of values in an instantiation
of this Element is ordered. This ordering implies that there is a mapping from positive integers to the elements of the
collection of values. If a MultiplicityElement is not multivalued, then the value for isOrdered has no semantic effect.

If the MultiplicityElement is specified as unordered (i.e., isOrdered is false), then no assumptions can be made about the
order of the values in an instantiation of this Element.

If the MultiplicityElement is specified as unique (i.e., isUnique is true), then the collection of values in an instantiation of
this Element must be unique. That is, no two values in the collection may be equal, where equality of objects (instances
of Classes) is based on object identity while equality of data values (instances of DataTypes) and Signal instances is
based on value (see also sub clauses 10.2, 10.3, and 11.4 on DataTypes, Signals and Classes, respectively ). If a
MultiplicityElement is not multivalued, then the value for isUnique has no semantic effect.

Taken together, the isOrdered and isUnique properties can be used to specify that the collection of values in an
instantiation of a MultiplicityElement is of one of four types. Table 7.1shows the traditional names given to each of
these collection types.

Table 7.1 Collection types for MultiplicityElements

isOrdered isUnique Collection Type
false true Set
true true OrderedSet
false false Bag
true false Sequence

7.5.4 Notation

7541 Multiplicity Element

The specific notation for a MultiplicityElement is defined for each concrete kind of MultiplicityElement. In general, the
notation will include a multiplicity specification, which is shown as a text string containing the bounds of the
multiplicity and a notation for showing the optional ordering and uniqueness specifications.

The multiplicity bounds may be shown in the format:

<lower-bound> ".." <upper-bound>

where <lower-bound> is a ValueSpecification of type Integer and <upper-bound> is a ValueSpecification of type
UnlimitedNatural. The star character (*) is used as part of a multiplicity specification to represent an unlimited upper

bound.

If the multiplicity is associated with a MultiplicityElement whose notation is a text string (such as an attribute), the

multiplicity string is placed within square brackets ([ ]) as part of that text string.

If the multiplicity is associated with a MultiplicityElement that appears as a symbol (such as an Association end), the
multiplicity string is displayed without square brackets and may be placed near the symbol for the element.
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If the lower bound is equal to the upper bound, then an alternate notation is to use a string containing just the upper
bound. For example, “1” is semantically equivalent to “1..1” multiplicity. A multiplicity with zero as the lower bound
and an unspecified upper bound may use the alternative notation containing a single star “*” instead of “0..*”
multiplicity.

The specific notation for the ordering and uniqueness specifications may vary depending on the specific kind of
MultiplicityElement. A general notation is to use a textual annotation containing “ordered” or “unordered” to define the
ordering, and “unique” or “nonunique” to define the uniqueness.

The following BNF defines the general syntax for a multiplicity string, including support order and uniqueness
designators:

<multiplicity> ::= <multiplicity-range> [ [ {* <order-designator> [‘,” <uniqueness-designator>] ‘}’] |
[ { <uniqueness-designator> [,” <order-designator>] }’] |

<multiplicity-range> ::= [ <lower> "..” ] <upper>

<lower> ::= <value-specification>

<upper> ::= <value-specification>
<order-designator> ::= ‘ordered’| ‘unordered’
<uniqueness-designator> ::= ‘unique’| ‘nonunique’

See also Clause 8 on the textual notation for ValueSpecifications.

7.5.5 Examples

Figure 7.11 shows two multiplicity strings as part of attribute specifications within a class symbol.

Customer

purchase : Purchase [*] {ordered, unique}
account : Account [0..5] {unique}

Figure 7.11 Multiplicity within a textual specification

Figure 7.12 shows two multiplicity strings as part of the specification of two association ends.

purchase account
Purchase [= - Customer = Account
. {urd_e.ed {unique}
unique} 0.5

Figure 7.12 Multiplicity as an adornment to a symbol

7.6 Constraints

7.6.1 Summary
A Constraint is an assertion that indicates a restriction that must be satisfied by any valid realization of the model

containing the Constraint. A Constraint is attached to a set of constrainedElements, and it represents additional semantic
information about those Elements.
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7.6.2 Abstract Syntax

PackageableElement
A
" {ordered}
Constraint + constraint + constrainedElement
‘=|| Element
* *
{subsets namespace} {subsets ownedMember}
+ context + ownedRule
[ Namespace joe>
0..1 *
{subsets owner} {subsets ownedElement}
+ owningConstraint + specification

s |

0.1 1

Figure 7.13 Abstract Syntax of Constraints

7.6.3 Semantics

The specification of a Constraint is given by a ValueSpecification (see Clause 8) of type Boolean. The computation of
the specification may reference the constrainedElements of the Constraint and also the context of the Constraint.

In general there are many possible kinds of context for a Constraint. The context of the Constraint determines when the
Constraint specification is evaluated. For example, a Constraint that is a precondition of an Operation is evaluated at the
start of the invocation of the Operation, while a Constraint that is a postcondition is evaluated at the conclusion of the
invocation (see sub clause 9.6 on Operations).

A Constraint is evaluated by evaluating its specification. If the specification evaluates to true, then the Constraint is
satisfied at that time. If the specification evaluates to false, then the Constraint is not satisfied, and the realization of the
model in which the evaluation occurs is not valid.

7.6.4 Notation

Certain kinds of Constraints are predefined in UML, others may be user-defined. The specification of a user-defined
Constraint is often expressed as a text string in some language, whose syntax and interpretation is as defined by that
language. In some situations, a formal language (such as OCL) or a programming language (such as Java) may be
appropriate, in other situations natural language may be used. Such a specification may be represented as an
OpaqueExpression with the appropriate language and body (see sub clause 8.3). The Constraint may then be notated
textually within braces ({}) according to the following BNF:

‘

<constraint> ::= {* [ <name> ‘:’ | <boolean-expression> ‘}’

where <name> is the name of the Constraint and <boolean-expression> is the appropriate textual notation for the
Constraint specification.

Most generally, the constraint string is placed in a note symbol and attached to each of the symbols for the
constrainedElements by dashed lines. (See Figure 7.14 for an example.)

For a Constraint that applies to a single constrainedElement (such as a single Class or Association), the constraint string
may be directly placed near the symbol for the constrainedElement, preferably near the name, if any. A tool shall make it
possible to determine the constrainedElement.

For an Element whose notation is a text string (such as an attribute, etc.), the constraint string may follow the Element
text string. The Element so annotated is then the single constrainedElement of the Constraint. (Figure 7.15 shows a
Constraint string that follows an attribute within a Class symbol.)

For a Constraint that applies to two Elements (such as two Classes or two Associations), the Constraint may be shown
as a dashed line between the Elements labeled by the constraint string. (See Figure 7.16 for an example.)

If the Constraint is shown as a dashed line between two Elements, then an arrowhead may be placed on one end. The
direction of the arrow is relevant information within the Constraint. The Element at the tail of the arrow is mapped to
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the first position and the element at the head of the arrow is mapped to the second position in the constrainedElement
collection.

For three or more paths of the same kind (such as Generalization paths or Association paths), the constraint string may
be attached to a dashed line crossing all of the paths.

7.6.5 Examples

Figure 7.14 shows an example of a Constraint in a note symbol.

0.4 boss
employee employer
Person Company
" 0.1
{self boss-=isEmpty() or
self employer = self boss employer}

Figure 7.14 Constraint in a note symbol

Figure 7.15 shows a constraint string attached to an attribute.

Stack

size: Integer {size >= 0}

push()
pop()

Figure 7.15 Constraint attached to an attribute

Figure 7.16 shows an {xor} constraint between two associations.

Person

Account

-| Corporation

Figure 7.16 {xor} constraint

1.7 Dependencies

7.71 Summary

A Dependency signifies a supplier/client relationship between model elements where the modification of a supplier may
impact the client model elements.
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7.7.2 Abstract Syntax

DirectedRelationship | PackageableElement

{subsets directedRelationship.

{subsets target}
+ supplier + supplierDependenc
NamedElement i *pp dd P : Dependency
L.x %
+ client + /clientDependency
{subsets source} ) S
{subsets directedRelationship’

{subsets ownedElement} {subsets owner}

+ mappin + abstraction -
OpaqueExpression 0 pPIng PN Abstraction Usage

.1 0.1

Realization

Figure 7.17 Abstract syntax of dependencies

7.7.3 Semantics

7.7.31 Dependency

A Dependency implies that the semantics of the clients are not complete without the suppliers. The presence of
Dependency relationships in a model does not have any runtime semantic implications. The semantics are all given in
terms of the NamedElements that participate in the relationship, not in terms of their instances.

7.73.2 Usage

A Usage is a Dependency in which one NamedElement requires another NamedElement (or set of NamedElements) for
its full implementation or operation. The Usage does not specify how the client uses the supplier other than the fact that
the supplier is used by the definition or implementation of the client.

7.7.3.3 Abstraction

An Abstraction is a Dependency that relates two NamedElements or sets of NamedElements that represent the same
concept at different levels of abstraction or from different viewpoints. The relationship may be defined as a mapping
between the suppliers and the clients. Depending on the specific stereotype of Abstraction, the mapping may be formal or
informal, and it may be unidirectional or bidirectional. Abstraction has predefined stereotypes (such as «Derive»,
«Refine», and «Trace») that are defined in the Standard Profile (see Clause 22). If an Abstraction has more than one
client, the supplier maps into the set of clients as a group. For example, an analysis-level Class might be split into several
design-level Classes. The situation is similar if there is more than one supplier.

7.7.34 Realization

Realization is a specialized Abstraction dependency between two sets of NamedElements, one representing a
specification (the supplier) and the other representing an implementation of that specification (the client). Realization can
be used to model stepwise refinement, optimizations, transformations, templates, model synthesis, framework
composition, etc. A Realization signifies that the set of clients is an implementation of the set of suppliers, which serves
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as the specification. The meaning of “implementation” is not strictly defined, but rather implies a more refined or
elaborate form in respect to a certain modeling context. It is possible to specify a mapping between the specification and
implementation elements, although this is not necessarily computable.

7.7.4 Notation

A Dependency is shown as a dashed arrow between two model Elements. The model Element at the tail of the arrow
(the client) depends on the model Element at the arrowhead (the supplier). The arrow may be labeled with an optional
keyword or stereotype and an optional name (see Figure 7.18).

«keywordOrStereotypeName»

dependencyName
NamedElement-1 9 NamedElement-2

Figure 7.18 Notation for a Dependency between two elements

It is possible to have a set of Elements for the client or supplier. In this case, one or more arrows with their tails on the
clients are connected to the tails of one or more arrows with their heads on the suppliers. A small dot can be placed on the
junction if desired. A note on the Dependency should be attached at the junction point.

A Usage is shown as a Dependency with a «use» keyword attached to it.

An Abstraction is shown as a Dependency with an «abstraction» keyword or the specific predefined stereotype attached
to it.

A Realization is shown as a dashed line with a triangular arrowhead at the end that corresponds to the realized Element.
7.7.5 Examples
In Figure 7.19, the CarFactory Class has a Dependency on the Car Class. In this case, the Dependency is a Usage with

the standard stereotype «Instantiate» applied, indicating that an instance of the CarFactory Class creates instances of the
Car Class.

«Instantiate»
CarFactory > Car

Figure 7.19 An example of an «Instantiate» Dependency

In Figure 7.20, an Order Class requires the Line Item Class for its full implementation.

guse» .
Order F—— —— —— ] Line

Item

Figure 7.20 An example of a «use» Dependency

Figure 7.21 illustrates an example in which the Business class is realized by a combination of Owner and Employee
classes.
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Business

Owner Employee

Figure 7.21 An example of a realization Dependency

7.8 Classifier Descriptions

7.81 Abstraction [Class]

7.8.1.1 Description

An Abstraction is a Relationship that relates two Elements or sets of Elements that represent the same concept at
different levels of abstraction or from different viewpoints.

7.8.1.2 Diagrams

Dependencies, Artifacts

7.81.3 Generalizations
Dependency
7.8.1.4 Specializations

Realization, Manifestation

7.8.1.5 Association Ends

® ¢ mapping : OpaqueExpression [0..1]{subsets Element::ownedElement} (opposite
A_mapping_abstraction::abstraction)
An OpaqueExpression that states the abstraction relationship between the supplier(s) and the client(s). In some
cases, such as derivation, it is usually formal and unidirectional; in other cases, such as trace, it is usually
informal and bidirectional. The mapping expression is optional and may be omitted if the precise relationship
between the Elements is not specified.

7.8.2 Comment [Class]

7.8.21 Description

A Comment is a textual annotation that can be attached to a set of Elements.

7.8.2.2 Diagrams

7.8.2.3 Generalizations

Element
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7.8.2.4

7.8.2.5

7.8.3

7.8.3.1

A Constraint is a condition or restriction expressed in natural language text or in a machine readable language for the

Attributes

body : String [0..1]
Specifies a string that is the comment.

Association Ends

annotatedElement : Element [0..*] (opposite A_annotatedElement comment::comment)
References the Element(s) being commented.

Constraint [Class]

Description

purpose of declaring some of the semantics of an Element or set of Elements.

7.8.3.2

7.8.3.3

7.8.3.4

7.8.3.5

7.8.3.6

Diagrams

Namespaces, Constraints, Intervals, Use Cases, Behavior State Machines, Protocol State Machines,
Interactions, Fragments, Behaviors, Features, Operations, Actions

Generalizations

PackageableElement
Specializations

IntervalConstraint, InteractionConstraint

Association Ends

constrainedElement : Element [0..*]{ordered} (opposite A_constrainedElement constraint::constraint)
The ordered set of Elements referenced by this Constraint.

context : Namespace [0..1]{subsets NamedElement::namespace} (opposite Namespace::ownedRule)
Specifies the Namespace that owns the Constraint.

¢ specification : ValueSpecification [1..1]{subsets Element::ownedElement} (opposite

A_specification owningConstraint::owningConstraint)
A condition that must be true when evaluated in order for the Constraint to be satisfied.

Constraints

boolean value
The ValueSpecification for a Constraint must evaluate to a Boolean value.

Cannot be expressed in OCL

no_side_effects
Evaluating the ValueSpecification for a Constraint must not have side effects.

Cannot be expressed in OCL
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* not apply to_self
A Constraint cannot be applied to itself.

inv: not constrainedElement->includes(self)

784 Dependency [Class]

7.8.4.1 Description

A Dependency is a Relationship that signifies that a single model Element or a set of model Elements requires other
model Elements for their specification or implementation. This means that the complete semantics of the client
Element(s) are either semantically or structurally dependent on the definition of the supplier Element(s).

7.8.4.2 Diagrams

Dependencies, Collaborations, Deployments

7.8.4.3 Generalizations
DirectedRelationship, PackageableElement
7844 Specializations
Abstraction, Usage, Deployment

7.8.4.5 Association Ends

¢ client : NamedElement [1..*]{subsets DirectedRelationship::source} (opposite

NamedFElement::clientDependency)
The Element(s) dependent on the supplier Element(s). In some cases (such as a trace Abstraction) the

assignment of direction (that is, the designation of the client Element) is at the discretion of the modeler and is
a stipulation.

® supplier : NamedElement [1..*]{subsets DirectedRelationship::target} (opposite

A_supplier_supplierDependency::supplierDependency)
The Element(s) on which the client Element(s) depend in some respect. The modeler may stipulate a sense of

Dependency direction suitable for their domain.

7.8.5 DirectedRelationship [Abstract Class]

7.8.51 Description

A DirectedRelationship represents a relationship between a collection of source model Elements and a collection of
target model Elements.

7.8.5.2 Diagrams

Root, Template Bindings, Namespaces, Dependencies, Use Cases, Packages, Profiles, Information Flows,
Classifiers

7.8.5.3 Generalizations

Relationship
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7.8.5.4 Specializations

Dependency, ElementIlmport, Packagelmport, TemplateBinding, Extend, Include, ProtocolConformance,
PackageMerge, ProfileApplication, InformationFlow, Generalization

7.8.5.5 Association Ends

® /source : Element [1..*]{union, subsets Relationship::relatedElement} (opposite

A_source directedRelationship::directedRelationship)
Specifies the source Element(s) of the DirectedRelationship.

® /target : Element [1..*]{union, subsets Relationship::relatedElement} (opposite

A_target directedRelationship::directedRelationship)
Specifies the target Element(s) of the DirectedRelationship.

7.8.6 Element [Abstract Class]

7.8.6.1 Description

An Element is a constituent of a model. As such, it has the capability of owning other Elements.

7.8.6.2 Diagrams

Root, Template Bindings, Templates, Namespaces, Types, Constraints, Activity Groups, Executable Nodes,

Profiles, Instances, Link End Data, Structured Actions

7.8.6.3 Specializations

Comment, MultiplicityElement, NamedElement, ParameterableElement, Relationship, TemplateableElement,

TemplateParameter, TemplateParameterSubstitution, TemplateSignature, ExceptionHandler, Image, Slot,
Clause, LinkEndData, QualifierValue

7.8.6.4 Association Ends

* ¢ ownedComment : Comment [0..*]{subsets Element::ownedElement} (opposite

A_ownedComment owningElement::owningElement)
The Comments owned by this Element.

* ¢ /ownedElement : Element [0..*]{union} (opposite Element::owner)
The Elements owned by this Element.

¢ /owner : Element [0..1]{union} (opposite Element::ownedElement)
The Element that owns this Element.

7.8.6.5 Operations

¢ allOwnedElements() : Element [0..*]
The query allOwnedElements() gives all of the direct and indirect ownedElements of an Element.

body: ownedElement->union(ownedElement->collect(e | e.allOwnedElements()))->asSet()
*  mustBeOwned() : Boolean

The query mustBeOwned() indicates whether Elements of this type must have an owner. Subclasses of
Element that do not require an owner must override this operation.
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7.8.6.6

7.8.7

7.8.71

body: true

Constraints

has_owner
Elements that must be owned must have an owner.

inv: mustBeOwned() implies owner->notEmpty()

not_own_self
An element may not directly or indirectly own itself.

inv: not allOwnedElements()->includes(self)
Elementimport [Class]

Description

An ElementImport identifies a NamedElement in a Namespace other than the one that owns that NamedElement and
allows the NamedElement to be referenced using an unqualified name in the Namespace owning the ElementImport.

7.8.7.2

7.8.7.3

7.8.74

7.8.7.5

44

Diagrams
Namespaces, Profiles

Generalizations

DirectedRelationship

Attributes

alias : String [0..1]

Specifies the name that should be added to the importing Namespace in lieu of the name of the imported
PackagableElement. The alias must not clash with any other member in the importing Namespace. By default,
no alias is used.

visibility : VisibilityKind [1..1] = public

Specifies the visibility of the imported PackageableElement within the importingNamespace, i.e., whether the
importedElement will in turn be visible to other Namespaces. If the ElementImport is public, the
importedElement will be visible outside the importingNamespace while, if the ElementImport is private, it will
not.

Association Ends

importedElement : PackageableElement [1..1]{subsets DirectedRelationship::target} (opposite

A_importedElement import::import)
Specifies the PackageableElement whose name is to be added to a Namespace.

importingNamespace : Namespace [1..1]{subsets DirectedRelationship::source, subsets Element::owner}

(opposite Namespace::elementlmport)
Specifies the Namespace that imports a PackageableElement from another Namespace.
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7.8.7.6

7.8.7.7

7.8.8

7.8.8.1

Operations

getName() : String
The query getName() returns the name under which the imported PackageableElement will be known in the
importing namespace.

body: if alias->notEmpty() then
alias

else
importedElement.name

endif

Constraints

imported _element is_public
An importedElement has either public visibility or no visibility at all.

inv: importedElement.visibility <> null implies importedElement.visibility =
VisibilityKind::public

visibility public or private
The visibility of an ElementImport is either public or private.

inv: visibility = VisibilityKind::public or visibility = VisibilityKind::private
MultiplicityElement [Abstract Class]

Description

A multiplicity is a definition of an inclusive interval of non-negative integers beginning with a lower bound and ending
with a (possibly infinite) upper bound. A MultiplicityElement embeds this information to specify the allowable
cardinalities for an instantiation of the Element.

7.8.8.2

7.8.8.3

7.8.8.4

7.8.8.5

Diagrams

Types, Activities, Structured Classifiers, Features, Actions
Generalizations

Element
Specializations

Attributes

isOrdered : Boolean [1..1] = false
For a multivalued multiplicity, this attribute specifies whether the values in an instantiation of this
MultiplicityElement are sequentially ordered.

isUnique : Boolean [1..1] = true
For a multivalued multiplicity, this attribute specifies whether the values in an instantiation of this
MultiplicityElement are unique.

/lower : Integer [1..1]
The lower bound of the multiplicity interval.
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¢ /upper : UnlimitedNatural [1..1]
The upper bound of the multiplicity interval.

7.8.8.6 Association Ends

® ¢ lowerValue : ValueSpecification [0..1]{subsets Element::ownedElement} (opposite
A_lowerValue owningl ower::owningl ower)
The specification of the lower bound for this multiplicity.

® ¢ upperValue : ValueSpecification [0..1]{subsets Element::ownedElement} (opposite

A_upperValue owningUpper::owningUpper)
The specification of the upper bound for this multiplicity.

7.8.8.7 Operations

® compatibleWith(other : MultiplicityElement) : Boolean
The operation compatibleWith takes another multiplicity as input. It returns true if the other multiplicity is
wider than, or the same as, self.

body: (other.lowerBound() <= self.lowerBound()) and ((other.upperBound() = *) or
(self.upperBound() <= other.upperBound()))

® includesMultiplicity(M : MultiplicityElement) : Boolean
The query includesMultiplicity() checks whether this multiplicity includes all the cardinalities allowed by the
specified multiplicity.

pre: self.upperBound()->notEmpty() and self.lowerBound()->notEmpty() and M.upperBound()-
>notEmpty() and M.lowerBound()->notEmpty()
body: (self.lowerBound() <= M.lowerBound()) and (self.upperBound() >= M.upperBound())

* is(lowerbound : Integer, upperbound : UnlimitedNatural) : Boolean
The operation is determines if the upper and lower bound of the ranges are the ones given.

body: lowerbound = self.lowerBound() and upperbound = self.upperBound()

® isMultivalued() : Boolean
The query isMultivalued() checks whether this multiplicity has an upper bound greater than one.

pre: upperBound()->notEmpty ()
body: upperBound() > 1

* lower() : Integer [0..1]
The derived lower attribute must equal the lowerBound.

body: lowerBound()

® lowerBound() : Integer [1..1]
The query lowerBound() returns the lower bound of the multiplicity as an integer, which is the integerValue of
lowerValue, if this is given, and 1 otherwise.

body: if (lowerValue=null or lowerValue.integerValue()=null) then 1 else
lowerValue.integerValue() endif

¢ upper() : UnlimitedNatural [0..1]
The derived upper attribute must equal the upperBound.
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body: upperBound()

¢ upperBound() : UnlimitedNatural [1..1]
The query upperBound() returns the upper bound of the multiplicity for a bounded multiplicity as an unlimited
natural, which is the unlimitedNatural Value of upperValue, if given, and 1, otherwise.

body: if (upperValue=null or upperValue.unlimitedValue()=null) then 1 else
upperValue.unlimitedvalue() endif

7.8.8.8 Constraints

e upper_ge lower
The upper bound must be greater than or equal to the lower bound.

inv: upperBound() >= lowerBound()

* lower ge O
The lower bound must be a non-negative integer literal.

inv: lowerBound() >= 0

* value specification no_side effects
If a non-literal ValueSpecification is used for lowerValue or upperValue, then evaluating that specification
must not have side effects.

Cannot be expressed in OCL

* value specification_constant
If a non-literal ValueSpecification is used for lowerValue or upperValue, then that specification must be a
constant expression.

Cannot be expressed in OCL

* lower is_integer
If it is not empty, then lowerValue must have an Integer value.

inv: lowerValue <> null implies lowerValue.integerValue() <> null

* upper_is_unlimitedNatural
If it is not empty, then upperValue must have an UnlimitedNatural value.

inv: upperValue <> null implies upperValue.unlimitedvValue() <> null

7.8.9 NamedElement [Abstract Class]

7.8.9.1 Description

A NamedElement is an Element in a model that may have a name. The name may be given directly and/or via the use of
a StringExpression.

7.8.9.2 Diagrams

Namespaces, Types, Dependencies, Activity Groups, Time, Use Cases, Collaborations, Behavior State
Machines, Interactions, Messages, Lifelines, Occurrences, Fragments, Information Flows, Deployments
Events, Classifiers
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7.8.9.3

7.8.9.4

7.8.9.5

7.8.9.6

7.8.9.7

48

Generalizations

Element

Specializations

Namespace, PackageableElement, TypedElement, ActivityGroup, Trigger, Extend, Include, CollaborationUse,
Vertex, GeneralOrdering, InteractionFragment, Lifeline, Message, MessageEnd, DeployedArtifact
DeploymentTarget, ParameterSet, RedefinableElement

Attributes

name : String [0..1]
The name of the NamedElement.

/qualifiedName : String [0..1]

A name that allows the NamedElement to be identified within a hierarchy of nested Namespaces. It is
constructed from the names of the containing Namespaces starting at the root of the hierarchy and ending with
the name of the NamedElement itself.

visibility : VisibilityKind [0..1]
Determines whether and how the NamedElement is visible outside its owning Namespace.

Association Ends

/clientDependency : Dependency [0..*]{subsets A_source directedRelationship::directedRelationship }

(opposite Dependency::client)
Indicates the Dependencies that reference this NamedElement as a client.

¢ nameExpression : StringExpression [0..1]{subsets Element::ownedElement} (opposite

A nameExpression _namedElement::namedElement)
The StringExpression used to define the name of this NamedElement.

/namespace : Namespace [0..1]{union, subsets A_member _memberNamespace::memberNamespace, subsets

Element::owner} (opposite Namespace::ownedMember)
Specifies the Namespace that owns the NamedElement.

Operations

allNamespaces() : Namespace [0..*]{ordered}
The query allNamespaces() gives the sequence of Namespaces in which the NamedElement is nested, working
outwards.

body: if owner.oclIsKindOf (TemplateParameter) and
owner.oclAsType (TemplateParameter).signature.template.oclIsKindOf (Namespace) then
let enclosingNamespace : Namespace =
owner.oclAsType(TemplateParameter).signature.template.oclAsType(Namespace) in
enclosingNamespace.allNamespaces ()->prepend(enclosingNamespace)
else
if namespace->isEmpty()
then OrderedSet{}
else
namespace.allNamespaces () ->prepend(namespace)
endif
endif
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7.8.9.8

allOwningPackages() : Package [0..*]
The query allOwningPackages() returns the set of all the enclosing Namespaces of this NamedElement,
working outwards, that are Packages, up to but not including the first such Namespace that is not a Package.

body: if namespace.oclIsKindOf (Package)
then
let owningPackage : Package = namespace.oclAsType(Package) in
owningPackage->union(owningPackage.allOwningPackages())
else
null
endif

isDistinguishableFrom(n : NamedElement, ns : Namespace) : Boolean

The query isDistinguishableFrom() determines whether two NamedElements may logically co-exist within a
Namespace. By default, two named elements are distinguishable if (a) they have types neither of which is a
kind of the other or (b) they have different names.

body: (self.oclIsKindOf(n.oclType()) or n.oclIsKindOf(self.oclType())) implies
ns.getNamesOfMember (self)->intersection(ns.getNamesOfMember (n))->isEmpty ()

qualifiedName() : String
When a NamedElement has a name, and all of its containing Namespaces have a name, the qualifiedName is
constructed from the name of the NamedElement and the names of the containing Namespaces.

body: if self.name <> null and self.allNamespaces()->select( ns | ns.name=null )->isEmpty()
then
self.allNamespaces()->iterate( ns : Namespace; agg: String = self.name |
ns.name.concat(self.separator()).concat(agg))
else
null
endif

separator() : String
The query separator() gives the string that is used to separate names when constructing a qualifiedName.

body: '::'

clientDependency() : Dependency [0..*]
body: Dependency.allInstances()->select(d | d.client->includes(self))

Constraints

visibility _needs ownership

If a NamedElement is owned by something other than a Namespace, it does not have a visibility. One that is
not owned by anything (and hence must be a Package, as this is the only kind of NamedElement that overrides
mustBeOwned()) may have a visibility.

inv: (namespace = null and owner <> null) implies visibility = null

has_qualified name
When there is a name, and all of the containing Namespaces have a name, the qualifiedName is constructed
from the name of the NamedElement and the names of the containing Namespaces.

inv: (name <> null and allNamespaces()->select(ns | ns.name = null)->isEmpty()) implies
qualifiedName = allNamespaces()->iterate( ns : Namespace; agg: String = name |
ns.name.concat (self.separator()).concat(agg))
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* has no qualified name
If there is no name, or one of the containing Namespaces has no name, there is no qualifiedName.

inv: name=null or allNamespaces()->select( ns | ns.name=null )->notEmpty() implies
qualifiedName = null

7.8.10 Namespace [Abstract Class]

7.8.10.1 Description

A Namespace is an Element in a model that owns and/or imports a set of NamedElements that can be identified by
name.

7.8.10.2 Diagrams

Namespaces, Constraints, Behavior State Machines, Packages, Fragments, Classifiers, Features, Structured
Actions

7.8.10.3 Generalizations

NamedElement

7.8.10.4 Specializations

Region, State, Transition, Package, InteractionOperand, BehavioralFeature, Classifier, StructuredActivityNode

7.8.10.5 Association Ends

® ¢ clementlmport : ElementImport [0..*]{subsets Element::ownedElement, subsets

A_source directedRelationship::directedRelationship} (opposite ElementImport::importingNamespace)
References the ElementImports owned by the Namespace.

* /importedMember : PackageableElement [0..*]{subsets Namespace::member} (opposite
A_importedMember_namespace::namespace)
References the PackageableElements that are members of this Namespace as a result of either Packagelmports
or ElementImports.

®* /member : NamedElement [0..*]{union} (opposite A_member memberNamespace::memberNamespace)
A collection of NamedElements identifiable within the Namespace, either by being owned or by being
introduced by importing or inheritance.

* ¢ /ownedMember : NamedElement [0..*]{union, subsets Namespace::member, subsets

Element::ownedElement} (opposite NamedElement::namespace)
A collection of NamedElements owned by the Namespace.

¢ ¢ ownedRule : Constraint [0..*]{subsets Namespace::ownedMember} (opposite Constraint::context)
Specifies a set of Constraints owned by this Namespace.

® ¢ packagelmport : Packagelmport [0..*]{subsets Element::ownedElement, subsets

A_source directedRelationship::directedRelationship} (opposite Packagelmport::importingNamespace)
References the Packagelmports owned by the Namespace.
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7.8.10.6 Operations

excludeCollisions(imps : PackageableElement [0..*]) : PackageableElement [0..*]
The query excludeCollisions() excludes from a set of PackageableElements any that would not be
distinguishable from each other in this Namespace.

body: imps->reject(impl | imps->exists(imp2 | not impl.isDistinguishableFrom(imp2, self)))

getNamesOfMember(element : NamedElement) : String [0..%]

The query getNamesOfMember() gives a set of all of the names that a member would have in a Namespace,
taking importing into account. In general a member can have multiple names in a Namespace if it is imported
more than once with different aliases.

body: if self.ownedMember ->includes(element)
then Set{element.name}
else let elementImports : Set(ElementImport) = self.elementImport->select(ei |
ei.importedElement = element) in
if elementImports->notEmpty ()
then
elementImports->collect(el | el.getName())->asSet()
else
self.packageImport->select(pi |
pi.importedPackage.visibleMembers().oclAsType (NamedElement)->includes(element))-> collect(pi
| pi.importedPackage.getNamesOfMember (element))->asSet()
endif
endif

importMembers(imps : PackageableElement [0..*]) : PackageableElement [0..*]

The query importMembers() defines which of a set of PackageableElements are actually imported into the
Namespace. This excludes hidden ones, i.e., those which have names that conflict with names of
ownedMembers, and it also excludes PackageableElements that would have the indistinguishable names when
imported.

body: self.excludeCollisions(imps)->select(imp | self.ownedMember->forAll (mem |
imp.isDistinguishableFrom(mem, self)))

importedMember() : PackageableElement [0..*]
The importedMember property is derived as the PackageableElements that are members of this Namespace as
a result of either Packagelmports or ElementImports.

body: self.importMembers(elementImport.importedElement->asSet()-
>union (packageImport.importedPackage->collect(p | p.visibleMembers()))->asSet())

membersAreDistinguishable() : Boolean
The Boolean query membersAreDistinguishable() determines whether all of the Namespace's members are
distinguishable within it.

body: member->forAll( memb |
member->excluding(memb)->forAll (other |
memb.isDistinguishableFrom(other, self)))

7.8.10.7 Constraints

members_distinguishable
All the members of a Namespace are distinguishable within it.

inv: membersAreDistinguishable()
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e cannot import self
A Namespace cannot have a Packagelmport to itself.

inv: packageImport.importedPackage.oclAsType(Namespace)->excludes(self)

* cannot_import_ownedMembers
A Namespace cannot have an ElementImport to one of its ownedMembers.

inv: elementImport.importedElement.oclAsType(Element)->excludesAll (ownedMember)

7.8.11 Packagelmport [Class]

7.8.11.1 Description

A Packagelmport is a Relationship that imports all the non-private members of a Package into the Namespace owning
the Packagelmport, so that those Elements may be referred to by their unqualified names in the importingNamespace.

7.8.11.2 Diagrams

Namespaces, Profiles

7.8.11.3 Generalizations

DirectedRelationship

7.8.11.4 Attributes

® visibility : VisibilityKind [1..1] = public
Specifies the visibility of the imported PackageableElements within the importingNamespace, i.e., whether
imported Elements will in turn be visible to other Namespaces. If the Packagelmport is public, the imported
Elements will be visible outside the importingNamespace, while, if the Packagelmport is private, they will not.

7.8.11.5 Association Ends

* importedPackage : Package [1..1]{subsets DirectedRelationship::target} (opposite

A_importedPackage packagelmport::packagelmport)
Specifies the Package whose members are imported into a Namespace.

® importingNamespace : Namespace [1..1]{subsets DirectedRelationship::source, subsets Element::owner}
(opposite Namespace::packagelmport)
Specifies the Namespace that imports the members from a Package.

7.8.11.6 Constraints

* public_or private
The visibility of a Packagelmport is either public or private.

inv: visibility = VisibilityKind::public or visibility = VisibilityKind::private
7.8.12 PackageableElement [Abstract Class]

7.8.121 Description

A PackageableElement is a NamedElement that may be owned directly by a Package. A PackageableElement is also
able to serve as the parameteredElement of a TemplateParameter.
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7.8.12.2 Diagrams

Namespaces, Types, Constraints, Dependencies, Literals, Time, Components, Packages, Information Flows
Deployments, Artifacts, Events, Instances, Generalization Sets

7.8.12.3 Generalizations

ParameterableElement, NamedElement

7.8.12.4 Specializations

Constraint, Dependency, Type, Event, Observation, ValueSpecification, Package, InformationFlow,
GeneralizationSet, InstanceSpecification

7.8.12.5 Attributes

* visibility : VisibilityKind [0..1] = public
A PackageableElement must have a visibility specified if it is owned by a Namespace. The default visibility is
public.

7.8.12.6 Constraints

* namespace _needs_visibility
A PackageableElement owned by a Namespace must have a visibility.

inv: visibility = null implies namespace = null
7.8.13 ParameterableElement [Abstract Class]

7.8.13.1 Description

A ParameterableElement is an Element that can be exposed as a formal TemplateParameter for a template, or specified
as an actual parameter in a binding of a template.

7.8.13.2 Diagrams

Template Bindings, Templates, Namespaces, Structured Classifiers, Properties, Operations

7.8.13.3 Generalizations
Element
7.8.13.4 Specializations

PackageableElement, ConnectableElement, Operation

7.8.13.5 Association Ends

¢ owningTemplateParameter : TemplateParameter [0..1]{subsets ParameterableElement::templateParameter,

subsets Element::owner} (opposite TemplateParameter::ownedParameteredElement)
The formal TemplateParameter that owns this ParameterableElement.

® templateParameter : TemplateParameter [0..1] (opposite TemplateParameter::parameteredElement)
The TemplateParameter that exposes this ParameterableElement as a formal parameter.
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7.8.13.6 Operations

* isCompatibleWith(p : ParameterableElement) : Boolean
The query isCompatibleWith() determines if this ParameterableElement is compatible with the specified
ParameterableElement. By default, this ParameterableElement is compatible with another
ParameterableElement p if the kind of this ParameterableElement is the same as or a subtype of the kind of p.
Subclasses of ParameterableElement should override this operation to specify different compatibility
constraints.

body: self.oclIsKindOf(p.oclType())

® isTemplateParameter() : Boolean
The query isTemplateParameter() determines if this ParameterableElement is exposed as a formal
TemplateParameter.

body: templateParameter->notEmpty()

7.8.14 Realization [Class]

7.8.14.1 Description

Realization is a specialized Abstraction relationship between two sets of model Elements, one representing a
specification (the supplier) and the other represents an implementation of the latter (the client). Realization can be used
to model stepwise refinement, optimizations, transformations, templates, model synthesis, framework composition, etc.

7.8.14.2 Diagrams

Dependencies, Components, Interfaces, Classifiers

7.8.14.3 Generalizations
Abstraction
7.8.14.4 Specializations

ComponentRealization, InterfaceRealization, Substitution

7.8.15 Relationship [Abstract Class]

7.8.15.1 Description

Relationship is an abstract concept that specifies some kind of relationship between Elements.

7.8.15.2 Diagrams

Root, Associations, Information Flows

7.8.15.3 Generalizations
Element
7.8.15.4 Specializations

DirectedRelationship, Association
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7.8.15.5 Association Ends

¢ /relatedElement : Element [1..*]{union} (opposite A_relatedElement relationship::relationship)
Specifies the elements related by the Relationship.

7.8.16 TemplateBinding [Class]

7.8.16.1 Description

A TemplateBinding is a DirectedRelationship between a TemplateableElement and a template. A TemplateBinding
specifies the TemplateParameterSubstitutions of actual parameters for the formal parameters of the template.

7.8.16.2 Diagrams

Template Bindings

7.8.16.3 Generalizations

DirectedRelationship

7.8.16.4 Association Ends

® boundElement : TemplateableElement [1..1]{subsets DirectedRelationship::source, subsets Element::owner}

(opposite TemplateableElement::templateBinding)
The TemplateableElement that is bound by this TemplateBinding.

® ¢ parameterSubstitution : TemplateParameterSubstitution [0..*]{subsets Element::ownedElement} (opposite

TemplateParameterSubstitution::templateBinding)
The TemplateParameterSubstitutions owned by this TemplateBinding.

® signature : TemplateSignature [1..1]{subsets DirectedRelationship::target} (opposite
A_signature_templateBinding::templateBinding)
The TemplateSignature for the template that is the target of this TemplateBinding.

7.8.16.5 Constraints

* parameter_substitution formal
Each parameterSubstitution must refer to a formal TemplateParameter of the target TemplateSignature.

inv: parameterSubstitution->forAll(b | signature.parameter->includes(b.formal))

* one parameter_substitution
A TemplateBiinding contains at most one TemplateParameterSubstitution for each formal TemplateParameter
of the target TemplateSignature.

inv: signature.parameter->forAll(p | parameterSubstitution->select(b | b.formal = p)->size()
<= 1)

7.8.17 TemplateParameter [Class]

78171 Description

A TemplateParameter exposes a ParameterableElement as a formal parameter of a template.
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7.8.17.2 Diagrams

Template Bindings, Templates, Structured Classifiers, Classifier Templates, Operations

7.8.17.3 Generalizations
Element
7.8.17.4 Specializations

ConnectableElementTemplateParameter, ClassifierTemplateParameter, OperationTemplateParameter

7.8.17.5 Association Ends

¢ default : ParameterableElement [0..1] (opposite A_default templateParameter::templateParameter)
The ParameterableElement that is the default for this formal TemplateParameter.

® ¢ ownedDefault : ParameterableElement [0..1]{subsets Element::ownedElement, subsets
TemplateParameter::default} (opposite A_ownedDefault templateParameter::templateParameter)
The ParameterableElement that is owned by this TemplateParameter for the purpose of providing a default.

® ¢ ownedParameteredElement : ParameterableElement [0..1]{subsets Element::ownedElement, subsets

TemplateParameter::parameteredElement} (opposite ParameterableElement::owningTemplateParameter)
The ParameterableElement that is owned by this TemplateParameter for the purpose of exposing it as the

parameteredElement.

® parameteredElement : ParameterableElement [1..1] (opposite ParameterableElement::templateParameter)
The ParameterableElement exposed by this TemplateParameter.

® signature : TemplateSignature [1..1]{subsets A_parameter_templateSignature::templateSignature, subsets
Element::owner} (opposite TemplateSignature::ownedParameter)
The TemplateSignature that owns this TemplateParameter.

7.8.17.6 Constraints

* must_be compatible
The default must be compatible with the formal TemplateParameter.

inv: default <> null implies default.isCompatibleWith(parameteredElement)

7.8.18 TemplateParameterSubstitution [Class]

7.8.18.1 Description

A TemplateParameterSubstitution relates the actual parameter to a formal TemplateParameter as part of a template
binding.

7.8.18.2 Diagrams

Template Bindings
7.8.18.3 Generalizations

Element
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7.8.18.4 Association Ends

actual : ParameterableElement [1..1] (opposite

A_actual templateParameterSubstitution::templateParameterSubstitution)
The ParameterableElement that is the actual parameter for this TemplateParameterSubstitution.

formal : TemplateParameter [1..1] (opposite
A _formal templateParameterSubstitution::templateParameterSubstitution)
The formal TemplateParameter that is associated with this TemplateParameterSubstitution.

¢ ownedActual : ParameterableElement [0..1]{subsets Element::ownedElement, subsets
TemplateParameterSubstitution::actual} (opposite

A_ownedActual owningTemplateParameterSubstitution::owningTemplateParameterSubstitution)

The ParameterableElement that is owned by this TemplateParameterSubstitution as its actual parameter.

templateBinding : TemplateBinding [1..1]{subsets Element::owner} (opposite

TemplateBinding::parameterSubstitution)
The TemplateBinding that owns this TemplateParameterSubstitution.

7.8.18.5 Constraints

7.8.19

7.8.19.1

must_be_compatible
The actual ParameterableElement must be compatible with the formal TemplateParameter, e.g., the actual
ParameterableElement for a Class TemplateParameter must be a Class.

inv: actual->forAll(a | a.isCompatibleWith(formal.parameteredElement))

TemplateSignature [Class]

Description

A Template Signature bundles the set of formal TemplateParameters for a template.

7.8.19.2 Diagrams

Template Bindings, Templates, Classifier Templates

7.8.19.3 Generalizations
Element
7.8.19.4 Specializations

RedefinableTemplateSignature

7.8.19.5 Association Ends

¢ ownedParameter : TemplateParameter [0..*]{ordered, subsets Element::ownedElement, subsets

TemplateSignature::parameter} (opposite TemplateParameter::signature)
The formal parameters that are owned by this TemplateSignature.

parameter : TemplateParameter [1..*]{ordered} (opposite A_parameter templateSignature::templateSignature)

The ordered set of all formal TemplateParameters for this TemplateSignature.
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® template : TemplateableElement [1..1]{subsets Element::owner} (opposite
TemplateableElement::ownedTemplateSignature)
The TemplateableElement that owns this TemplateSignature.

7.8.19.6 Constraints

* own_elements
Parameters must own the ParameterableElements they parameter or those ParameterableElements must be
owned by the TemplateableElement being templated.

inv: template.ownedElement->includesAll (parameter.parameteredElement->asSet() -
parameter.ownedParameteredElement->asSet())

* unique parameters
The names of the parameters of a TemplateSignature are unique.

inv: parameter->forAll( pl, p2 | (pl <> p2 and
pl.parameteredElement.oclIsKindOf (NamedElement) and
p2.parameteredElement.oclIsKindOf (NamedElement) ) implies
pl.parameteredElement.oclAsType(NamedElement) .name <>
p2.parameteredElement.oclAsType (NamedElement) .name)

7.8.20 TemplateableElement [Abstract Class]

7.8.20.1 Description

A TemplateableElement is an Element that can optionally be defined as a template and bound to other templates.
7.8.20.2 Diagrams

Template Bindings, Templates, Expressions, Packages, Classifiers, Classifier Templates, Operations

7.8.20.3 Generalizations
Element
7.8.20.4 Specializations

StringExpression, Package, Classifier, Operation

7.8.20.5 Association Ends

* ¢ ownedTemplateSignature : TemplateSignature [0..1]{subsets Element::ownedElement} (opposite

TemplateSignature::template)
The optional TemplateSignature specifying the formal TemplateParameters for this TemplateableElement. If a

TemplateableElement has a TemplateSignature, then it is a template.

* ¢ templateBinding : TemplateBinding [0..*]{subsets Element::ownedElement, subsets

A source directedRelationship::directedRelationship} (opposite TemplateBinding::boundElement)
The optional TemplateBindings from this TemplateableElement to one or more templates.

7.8.20.6 Operations

¢ isTemplate() : Boolean
The query isTemplate() returns whether this TemplateableElement is actually a template.

body: ownedTemplateSignature <> null
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® parameterableElements() : ParameterableElement [0..*]
The query parameterableElements() returns the set of ParameterableElements that may be used as the
parameteredElements for a TemplateParameter of this TemplateableElement. By default, this set includes all
the ownedElements. Subclasses may override this operation if they choose to restrict the set of
ParameterableElements.

body: self.allOwnedElements()-
>select(oclIsKindOf (ParameterableElement)).oclAsType (ParameterableElement)->asSet()

7.8.21 Type [Abstract Class]

7.8.21.1 Description

A Type constrains the values represented by a TypedElement.

7.8.21.2 Diagrams

Types, Associations, Packages, Classifiers, Features, Operations

7.8.21.3 Generalizations

PackageableElement
7.8.21.4 Specializations

Classifier
7.8.21.5 Attributes

7.8.21.6 Association Ends

® package : Package [0..1]{subsets A_packagedElement owningPackage::owningPackage} (opposite

Package::ownedType)
Specifies the owning Package of this Type, if any.

7.8.21.7 Operations

¢ conformsTo(other : Type) : Boolean

The query conformsTo() gives true for a Type that conforms to another. By default, two Types do not conform

to each other. This query is intended to be redefined for specific conformance situations.

body: false

7.8.22 TypedElement [Abstract Class]

7.8.22.1 Description

A TypedElement is a NamedElement that may have a Type specified for it.

7.8.22.2 Diagrams

Types, Object Nodes, Literals, Structured Classifiers, Features

7.8.22.3 Generalizations

NamedFElement
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7.8.22.4 Specializations

ObjectNode, ValueSpecification, ConnectableElement, StructuralFeature

7.8.22.5 Association Ends

* type: Type [0..1] (opposite A_type typedElement::typedElement)
The type of the TypedElement.

7.8.23 Usage [Class]

7.8.23.1 Description

A Usage is a Dependency in which the client Element requires the supplier Element (or set of Elements) for its full
implementation or operation.

7.8.23.2 Diagrams
Dependencies
7.8.23.3 Generalizations
Dependency
7.8.24 VisibilityKind [Enumeration]
7.8.24.1 Description
VisibilityKind is an enumeration type that defines literals to determine the visibility of Elements in a model.

7.8.24.2 Diagrams

®* Namespaces

7.8.24.3 Literals

*  public
A Named Element with public visibility is visible to all elements that can access the contents of the Namespace
that owns it.

*  private
A NamedElement with private visibility is only visible inside the Namespace that owns it.

*  protected
A NamedElement with protected visibility is visible to Elements that have a generalization relationship to the
Namespace that owns it.

* package
A NamedElement with package visibility is visible to all Elements within the nearest enclosing Package (given
that other owning Elements have proper visibility). Outside the nearest enclosing Package, a NamedElement
marked as having package visibility is not visible. Only NamedElements that are not owned by Packages can
be marked as having package visibility.
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7.9 Association Descriptions

791 A_actual_templateParameterSubstitution [Association]
7911 Diagrams

Template Bindings
7.9.1.2 Specializations

A_ownedActual owningTemplateParameterSubstitution

7.91.3 Owned Ends

® templateParameterSubstitution : TemplateParameterSubstitution [0..*] (opposite
TemplateParameterSubstitution::actual)

7.9.2 A_annotatedElement_comment [Association]
7.9.21 Diagrams

Root
7.9.2.2 Owned Ends

* comment : Comment [0..*] (opposite Comment::annotatedElement)

7.9.3 A_clientDependency_client [Association]
7.9.31 Diagrams

Dependencies

7.9.3.2 Member Ends
* NamedElement::clientDependency

¢ Dependency::client

794 A_constrainedElement_constraint [Association]
7.9.41 Diagrams

Constraints
7.9.4.2 Owned Ends

® constraint : Constraint [0..*] (opposite Constraint::constrainedElement)

7.9.5 A_default_templateParameter [Association]
7.9.5.1 Diagrams
Templates
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7.9.5.2 Specializations

A_ownedDefault templateParameter

7.9.5.3 Owned Ends
* templateParameter : TemplateParameter [0..*] (opposite TemplateParameter::default)

7.9.6 A_elementlmport_importingNamespace [Association]
7.9.6.1 Diagrams
Namespaces
7.9.6.2 Member Ends
®* Namespace::elementlmport

¢ ElementImport::importingNamespace

7.9.7 A_formal_templateParameterSubstitution [Association]
7.9.71 Diagrams
Template Bindings

7.9.7.2 Owned Ends

¢ templateParameterSubstitution : TemplateParameterSubstitution [0..*] (opposite
TemplateParameterSubstitution::formal)

7.9.8 A_importedElement_import [Association]
7.9.8.1 Diagrams

Namespaces

7.9.8.2 Owned Ends

® import : ElementImport [0..*]{subsets A_target directedRelationship::directedRelationship} (opposite
ElementImport::importedElement)

7.9.9 A_importedMember_namespace [Association]
7.9.91 Diagrams
Namespaces

7.9.9.2 Owned Ends

® namespace : Namespace [0..*]{subsets A_member memberNamespace::memberNamespace } (opposite
Namespace::importedMember)
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7.9.10 A_importedPackage_packagelmport [Association]
7.9.10.1 Diagrams

Namespaces
7.9.10.2 Owned Ends

® packagelmport : Packagelmport [0..*]{subsets A_target directedRelationship::directedRelationship} (opposite
Packagelmport::importedPackage)

7.9.11 A_lowerValue_owningLower [Association]
7.9.11.1 Diagrams
Types

7.9.11.2 Owned Ends

* owningLower : MultiplicityElement [0..1]{subsets Element::owner} (opposite
MultiplicityElement::lowerValue)

7.9.12 A_mapping_abstraction [Association]
7.9.121 Diagrams
Dependencies

7.9.12.2 Owned Ends

® abstraction : Abstraction [0..1]{subsets Element::owner} (opposite Abstraction::mapping)

7.9.13 A_member_memberNamespace [Association]
7.9.13.1 Diagrams
Namespaces

7.9.13.2 Owned Ends

* /memberNamespace : Namespace [0..*]{union} (opposite Namespace::member)

7.9.14 A_nameExpression_namedElement [Association]
7.9.14.1 Diagrams

Namespaces
7.9.14.2 Owned Ends

¢ namedElement : NamedElement [0..1]{subsets Element::owner} (opposite NamedElement::nameExpression)
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7.9.15 A_ownedActual_owningTemplateParameterSubstitution [Association]
7.9.15.1 Diagrams

Template Bindings
7.9.15.2 Generalizations
A actual templateParameterSubstitution

7.9.15.3 Owned Ends

¢ owningTemplateParameterSubstitution : TemplateParameterSubstitution [0..1]{subsets Element::owner,

redefines A_actual templateParameterSubstitution::templateParameterSubstitution} (opposite
TemplateParameterSubstitution::ownedActual)

7.9.16 A_ownedComment_owningElement [Association]

7.9.16.1 Diagrams
Root

7.9.16.2 Owned Ends

* owningElement : Element [0..1]{subsets Element::owner} (opposite Element::ownedComment)

7.9.17 A_ownedDefault_templateParameter [Association]
79171 Diagrams

Templates

7.9.17.2 Generalizations

A_default templateParameter
7.9.17.3 Owned Ends

* templateParameter : TemplateParameter [0..1]{subsets Element::owner, redefines
A_default templateParameter::templateParameter} (opposite TemplateParameter::ownedDefault)

7.9.18 A_ownedElement_owner [Association]

7.9.18.1 Diagrams
Root

7.9.18.2 Member Ends
®* Element::ownedElement

®* Element::owner
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7.9.19 A_ownedMember_namespace [Association]
7.9.19.1 Diagrams
Namespaces
7.9.19.2 Member Ends
® Namespace::ownedMember

® NamedElement::namespace

7.9.20 A_ownedParameter_signature [Association]
7.9.20.1 Diagrams
Templates
7.9.20.2 Member Ends
* TemplateSignature::ownedParameter

¢ TemplateParameter::signature

7.9.21 A_ownedParameteredElement_owningTemplateParameter [Association]
7.9.211 Diagrams
Templates
7.9.21.2 Member Ends
¢ TemplateParameter::ownedParameteredElement

¢ ParameterableElement::owningTemplateParameter

7.9.22 A_ownedRule_context [Association]

7.9.221 Diagrams
Namespaces, Constraints

7.9.22.2 Member Ends
®* Namespace::ownedRule

®  (Constraint::context

7.9.23 A_ownedTemplateSignature_template [Association]
7.9.23.1 Diagrams

Templates
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7.9.23.2 Member Ends
¢ TemplateableElement::ownedTemplateSignature
¢ TemplateSignature::template

7.9.24 A_packagelmport_importingNamespace [Association]
7.9.241 Diagrams
Namespaces
7.9.24.2 Member Ends
® Namespace::packagelmport

¢ Packagelmport::importingNamespace

7.9.25 A_parameterSubstitution_templateBinding [Association]
7.9.25.1 Diagrams
Template Bindings
7.9.25.2 Member Ends
¢ TemplateBinding::parameterSubstitution

¢ TemplateParameterSubstitution::templateBinding

7.9.26 A_parameter_templateSignature [Association]
7.9.26.1 Diagrams
Templates

7.9.26.2 Owned Ends

* templateSignature : TemplateSignature [0..*] (opposite TemplateSignature::parameter)

7.9.27 A_parameteredElement_templateParameter [Association]
7.9.271 Diagrams
Templates

7.9.27.2 Member Ends

® TemplateParameter::parameteredElement

® ParameterableElement::templateParameter
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7.9.28 A_relatedElement_relationship [Association]

7.9.28.1 Diagrams

Root

7.9.28.2 Owned Ends
® /relationship : Relationship [0..*]{union} (opposite Relationship::relatedElement)

7.9.29 A_signature_templateBinding [Association]
7.9.291 Diagrams

Template Bindings
7.9.29.2 Owned Ends

¢ templateBinding : TemplateBinding [0..*]{subsets A_target_directedRelationship::directedRelationship }
(opposite TemplateBinding::signature)

7.9.30 A_source_directedRelationship [Association]

7.9.301 Diagrams
Root

7.9.30.2 Owned Ends

¢ /directedRelationship : DirectedRelationship [0..*]{union, subsets
A_relatedElement relationship::relationship} (opposite DirectedRelationship::source)

7.9.31 A_specification_owningConstraint [Association]

7.9.311 Diagrams
Constraints
7.9.31.2 Specializations

A_specification_intervalConstraint
7.9.31.3 Owned Ends

® owningConstraint : Constraint [0..1]{subsets Element::owner} (opposite Constraint::specification)

7.9.32 A_supplier_supplierDependency [Association]
7.9.32.1 Diagrams

Dependencies
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7.9.32.2 Owned Ends

* supplierDependency : Dependency [0..*]{subsets A_target directedRelationship::directedRelationship}

(opposite Dependency::supplier)
Indicates the dependencies that reference the supplier.

7.9.33 A_target_directedRelationship [Association]

7.9.33.1 Diagrams

Root

7.9.33.2 Owned Ends

¢ /directedRelationship : DirectedRelationship [0..*]{union, subsets
A_relatedElement relationship::relationship} (opposite DirectedRelationship::target)

7.9.34 A_templateBinding_boundElement [Association]
7.9.34.1 Diagrams

Template Bindings

7.9.34.2 Member Ends
* TemplateableElement::templateBinding
¢ TemplateBinding::boundElement

7.9.35 A_type_typedElement [Association]
7.9.35.1 Diagrams

Types

7.9.35.2 Owned Ends
¢ typedElement : TypedElement [0..*] (opposite TypedElement::type)

7.9.36 A_upperValue_owningUpper [Association]
7.9.36.1 Diagrams
Types

7.9.36.2 Owned Ends

¢ owningUpper : MultiplicityElement [0..1]{subsets Element::owner} (opposite
MultiplicityElement::upperValue)
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8 Values

8.1 Summary

This clause describes the specification of values. In general, a ValueSpecification is a model element that is considered
semantically to yield zero or more values. The type and number of values shall be suitable for the context in which the
ValueSpecification is used (as determined by the constraints given in that context).

The following sub clauses describe the various kinds of ValueSpecifications available in UML.

8.2 Literals

8.21 Summary

A LiteralSpecification is a ValueSpecification that specifies a literal value. There is a different kind of
LiteralSpecification for each of the UML standard PrimitiveTypes, with a corresponding textual literal notation, plus a
“null” literal that represents the “lack of a value.”

8.2.2 Abstract Syntax

| TypedElement | | PackageableElement
ValueSpecification
LiteralSpecification
LiteralNull LiteralInteger LiteralUnlimitedNatural
+ value : Integer = 0 + value : UnlimitedNatural = C
LiteralString LiteralBoolean LiteralReal
+ value : String [0..1 + value : Boolean = false + value : Real

Figure 8.1 Literals

8.2.3 Semantics

There are six kinds of LiteralSpecifications:

1 A LiteralNull is intended to be used to explicitly model the lack of a value. In the context of a
MultiplicityElement with a multiplicity lower bound of 0, this corresponds to the empty set (i.e., a set of no
values). It is equivalent to specifying no values for the Element.

2 A LiteralString specifies a constant value of the PrimitiveType String. Though a String is specified as a
sequence of characters, String values are considered to be primitive in UML, so their internal structure is not
specified as part of UML semantics.
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A Literallnteger specifies a constant value of the PrimitiveType Integer.
A LiteralBoolean specifies a constant value of the PrimitiveType Boolean.
A LiteralUnlimitedNatural specifies a constant value of the PrimitiveType UnlimitedNatural.

A LiteralReal specifies a constant value of the PrimitiveType Real.

See also Clause 21 for further discussion of the standard UML primitive types.

8.24

Notation

LiteralSpecifications are notated textually.

8.3

8.3.1

The notation for a LiteralNull varies depending on where it is used. It often appears as the word “null.” Other
notations are described elsewhere for specific uses.

A LiteralString is shown as a sequence of characters within double quotes. The String value is the sequence of
characters, not including the quotes. The character set used is unspecified.

A Literallnteger is shown as a sequence of digits representing the decimal numeral for the Integer value.
A LiteralBoolean is shown as either the word “true” or the word “false,” corresponding to its value.

A LiteralUnlimitedNatural is shown either as a sequence of digits or as an asterisk (*), where an asterisk
denotes unlimited. Note that “unlimited” denotes the lack of a limit on the value of some element (such as a
multiplicity upper bound), not a value of “infinity.”

A LiteralReal is shown in decimal notation or scientific notation. Decimal notation consists of an optional sign
character (+/-) followed by zero or more digits followed optionally by a dot (.) followed by one or more digits.
Scientific notation consists of decimal notation followed by either the letter “e” or “E” and an exponent
consisting of an optional sign character followed by one or more digits. The scientific notation expresses a real
number equal to that given by the decimal notation before the exponent, times 10 raised to the power of the
exponent.

This notation is specified by the following EBNF rules:
<natural-literal> ::= ('0"..'9")+
<decimal-literal> ::= ['+'| -' ] <natural-literal> | ['+'| -'] [<natural-literal>] "' <natural-literal>

<real-literal> ::= <decimal-literal> [ ("e' | 'E") ['+'| '] <natural-literal> ]
Expressions

Summary

Expressions are ValueSpecifications that specify values resulting from a computation.

70
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8.3.2 Abstract Syntax

{ordered, subsets ownedElement}

+ operand - -
" >-|.| ValueSpecification |
0.1 - OpaqueExpression
L @ Expression + body : String [*] {ordered, nonunique}§
+ expression + symbol : String [0..1] + lanquage : String [*] {ordered
{subsets owner} + opaqueExpression | % * | + opaqueExpression

{subsets owner}
+ owningExpression

0.1 {readOnly}
+ behavior | 0..1 0..1 | + /result
* . .
StringExpression Behavior | | Parameter |
+ subExpression

{ordered, subsets ownedElement}

V

| TemplateableElement

Figure 8.2 Expressions

8.3.3 Semantics

8.3.3.1 Expressions

An Expression is specified as a tree structure. Each node in this tree structure consists of a symbol and an optional set of
operands. If there are no operands, the Expression represents a terminal node. If there are operands, the Expression
represents the operator given by the symbol applied to those operands.

An Expression is evaluated by first evaluating each of its operands and then performing the operation denoted by the
Expression symbol to the resulting operand values. However, the actual interpretation of the symbol depends on the
context of use of the Expression and this specification does not provide any standard symbol definitions. A conforming
tool may define a specific set of symbols for which it provides interpretations or it may simply treat all Expressions as
uninterpreted.

8.3.3.2 String Expressions

A StringExpression is an Expression that specifies a String value that is derived by concatenating a list of substrings.
The substrings are given as either a list of LiteralString operands or as a list of StringExpression subExpressions (but it is
not allowed to mix the two). The String value of a StringExpression is obtained by concatenating, in order, the String
values of either the operands or the subExpressions, depending on which is given.

StringExpressions are intended to be used to specify the names of NamedElements in the context of Templates. Either
the entire StringExpression or one or more of its subExpressions may be used as the ParameterableElements of
TemplateParameters, allowing the name of a NamedElement to be parameterized within a template. See the semantics
of NamedElements in sub clause 7.4.3 for further discussion of this.

8.3.3.3 Opaque Expressions

An OpaqueExpression specifies the computation of a set of values either in terms of a UML Behavior or based on a
textual statement in a language other than UML.
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An OpaqueExpression may have a body that consists of a sequence of text Strings representing alternative means of
computing the values of the OpaqueExpression. A corresponding sequence of language Strings may be used to specify
the languages in which each of the body Strings is to be interpreted. Languages are matched to body Strings by order.
The UML specification does not define how body Strings are interpreted relative to any language, though other
specifications may define specific language Strings to be used to indicate interpretation with respect to those
specifications (e.g., “OCL” for expressions to be interpreted according to the OCL specification). Note also that it is not
required to specify the languages. If they are unspecified, then the interpretation of any body Strings must be determined
implicitly from the form of the bodies or the context of use of the OpaqueExpression.

An OpaqueExpression may also be defined by a UML Behavior (see sub clause 13.2) that is restricted to have only in
Parameters and a return Parameter. The values of the OpaqueExpression are given by invoking the Behavior and
returning the values on the return Parameter. The in Parameters may be used to pass data into the Behavior. However,
what data is actually passed in is dependent on the context of the use of the OpaqueExpression. For example, the
Parameters could provide event data to the behavior of an OpaqueExpression used as a guard on an ActivityEdge or the
specification of a guard on a Transition. The exact mechanism for this is not further defined in this specification, but, to
evaluate an OpaqueExpression whose behavior has one or more input Parameters, a tool must provide a mechanism to
determine the values of all input Parameters as a tool-specific function of the OpaqueExpression and of its behavior.
Such a behavior may also access data through elements of its behavioral description, such as by reading attribute values
of a context object.

If an OpaqueExpression has more than one body String, or a behavior in addition to one or more body Strings, then any
one of the bodies or the behavior may be used to evaluate the OpaqueExpression. The UML specification does not
determine how this choice is made.

8.3.4 Notation

8.3.4.1 Expressions

An Expression with no operands is notated simply by its symbol (unlike a StringLiteral, the symbol is not enclosed in
quotes). An Expression with operands may be notated by its symbol, followed by round parentheses containing its
operands in order, separated by commas. However, in particular contexts, a conforming tool may permit special
notations, including infix operators.

See sub clause 7.4.4 for the notation of the use of StringExpressions with NamedElements.

8.34.2 Opaque Expressions

If an OpaqueExpression has one or more body Strings, then these are used to display the OpaqueExpression in the
context of its containing element. The UML Specification does not define the syntax of such Strings, but, if a
corresponding language is given for a body String, a conforming tool may enforce the syntax of that language. A
conforming tool may also restrict the languages allowed or assume a particular default language.

If languages are specified for an OpaqueExpression, then a language name may be displayed in braces ({}) before the
body String to which it corresponds. It is not required, however, that the languages of an OpaqueExpression be displayed.

If a language has a specification that defines its language name, then the language name used in an OpaqueExpression
should be spelled and capitalized exactly as it appears in the specification for the language. For example, use “OCL,”
not “ocl.”

8.3.5 Examples

8.3.5.1 Expressions
xXor

else

plus(x,1)
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x+17

8.3.5.2 Opaque Expressions
a>0
{OCL} i > j and self-size > i

average hours worked per week

8.4 Time

8.4.1 Summary

This sub clause defines TimeExpressions and Durations that produce values based on a simple model of time. This
simple model of time is intended as an approximation for situations in which the more complex aspects of time and time
measurement can safely be ignored. For example, in many distributed systems there is no global notion of time, only the
notion of local time relative to each distributed element of the system. This relativity of time is not accounted for in the
simple time model, nor are the effects resulting from imperfect clocks with finite resolution, overflows, drift, skew, etc.
It is assumed that applications for which such characteristics are relevant will use a more sophisticated model of time
provided by an appropriate profile.
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8.4.2 Abstract Syntax

{subsets ownedElement} {subsets ownedElement}
texpr ro————————  +expr
ValueSpecification
0..1 0..1

{subsets owner}

{subsets owner}
0..1| + duration

+ timeExpression | 0..1

[ ]
TimeExpression Duration

+ timeExpression | 0..1 0..1 | + duration

[

PackageableElement

+ observation + observation

Observation
* Zr *
TimeObservation DurationObservation
+ firstEvent : Boolean = true + firstEvent : Boolean [0..2]
+ timeObservation | x x| + durationObservation
+ event
+ event {ordered}

1.2
Figure 8.3 Time and Duration
8.4.3 Semantics
8.4.3.1 Time

The structural modeling constructs of UML are used to model the properties of entities at specific points in time. In
contrast, behavioral modeling constructs are used to model how these properties change over time. An event is a
specification of something that may occur at a specific point in time when something of interest happens relative to the
properties and behaviors being modeled, such as the change in value of a Property or the beginning of execution of an
Activity.

Time in this conception is simply a coordinate that orders the occurrence of events. Every event occurrence can be given
a time coordinate value and, based on this, can be said to be before, after or at the same time as another event
occurrence.

A duration is the period of time between two event occurrences, computed as the difference of the time coordinates of
those events. If a model Element has a behavioral effect, then this effect may occur over some duration. The starting
event of this duration is known as entering the element and the ending event is known as exiting the Element.
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8.4.3.2 Observations

An Observation denotes the observation of events that may occur relative to some other part of a model. An
Observation is made on a NamedElement within the model. The events of interest are when the reference
NamedElement is entered and exited. If the referenced NamedElement is not a behavioral element, then the duration
between entering and exiting the NamedElement is considered to be zero, but this specification does not otherwise
define what specific events are observed on the Element.

There are two kinds of Observations, TimeObservations and DurationObservations.

A TimeObservation observes either entering or exiting a specific NamedElement. If firstEvent is true, then it is the entry
event that is observed, otherwise the exit event is observed. The result of a TimeObservation is the time at which the
observed event occurs.

A DurationObservation observes a duration relative to either one or two NamedElements. If a single element is
observed, then the observed duration is between sequential occurrences of the entry and exit events of the element. If
two elements are observed, then the duration is between either the entry or the exit event of the first element and a
subsequent entry or exit event of the second element. In the latter case, two corresponding firstEvent values must also be
given for the DurationObservation, such that, if firstEvent=true for an observed element, then it is the entry event that is
observed, otherwise it is the exit event that is observed.

8.4.3.3 TimeExpression

A TimeExpression is a ValueSpecification that evaluates to the time coordinate for an instant in time, possibly relative
to some given set of observations.

If the TimeExpression has an expr, then this is evaluated to produce the result of the TimeExpression. The expr must
evaluate to a single value, but UML does not define any specific type or units that the value must have. The expr may
reference the observations associated with the TimeExpression but no standard notation is defined for such references. If
the TimeExpression has an expr but no observations, then the expr evaluates to a time constant.

If the TimeExpression does not have an expr, then it must have a single TimeObservation and the result of that
observation is the value of the TimeExpression.

8.4.34 Duration

A Duration is a ValueSpecification that evaluates to some duration in time, possibly relative to some given set of
observations.

If the Duration has an expr, then this is evaluated to produce the result of the DurationExpression. The expr must
evaluate to a single value, but UML does not define any specific type or units that the value must have. The expr may
reference the observations associated with the Duration but no standard notation is defined for such references. If the
Duration has an expr but no observations, then the expr evaluates to a duration constant.

If the Duration does not have an expr, then it must have a single DurationObservation and the result of that observation is
the value of the Duration.

8.4.4 Notation

8.4.4.1 Observations

An Observation may be denoted by a straight line attached to the NamedElement it references. The Observation is given
a name that is shown close to the unattached end of the line. Additional notation conventions on Observations are given
elsewhere relative to the modeling constructs in which they are typically used (such as Interactions, see sub clause
17.2).
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8.44.2 Time Expressions and Durations

A TimeExpression or Duration is denoted by the textual representation of its expr, if it has one (see sub clause 8.3.5).
The representation is of a formula for computing the time or duration value, which may include the names of related
Observations and constants. If a TimeExpression or Duration does not have an expr, then it is simply represented by its
single associated Observation.

A Duration is a value of relative time given in an implementation specific textual format. Often a Duration is a non-
negative integer expression representing the number of “time ticks” which may elapse during this duration.

8.4.5 Examples

Time is often represented using a numeric coordinate, in which case the expr of a TimeExpression should evaluate to a
numeric value, the units of which may be assumed by convention in a model (e.g., times are always in seconds).
Alternatively, DataTypes may be used to model time values with specific units (e.g., Second, Day, etc.) and the expr of a
TimeExpression should then have the appropriate one of those types.

A Duration is a value of relative time and, as such, is often represented as a non-negative number, such as an Integer
count of the number of “time ticks” on a reference clock that elapsed during the duration. In this case, the expr of a
DurationExpression should evaluate to a non-negative numeric value. A Duration value may also be used to represent a
time coordinate value as a Duration since some fixed “origin” of time.

See also Figure 8.5 in sub clause 8.5.5.

8.5 Intervals

8.5.1 Summary
An Interval is a range between two values, primarily for use in Constraints that assert that some other Element has a

value in the given range. Intervals can be defined for any type of value, but they are especially useful for time and
duration values as part of corresponding TimeConstraints and DurationConstraints.
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8.5.2 Abstract Syntax

ValueSpecification
+ min| 1 1| + max
+ interval | * *| + interval . .
{redefines owningConstraint}

Interval L/ 1 + intervalConstraint IntervalConstraint

| ] ™ + specification 0.1
{redefines specification}

{redefines specification} {redefines intervalConstraint}

TimeInterval + specification + timeConstraint ‘e TimeConstraint
1 0..1 + firstEvent : Boolean [0..1] = true
{redefines interval {redefines interval}
+ timeInterva? * *| + timelnterval
{redefines min} {redefines max}
+ minj/1 1\/+ max
TimeExpression
{redefines specification} {redefines intervalConstraint}
DurationInterval + specification + durationConstraint DurationConstraint
| 1 0.1 + firstEvent : Boolean [0..2]
{redefines interval} {redefines interval}

*

+ durationInterval | * + durationInterval

{redefines min} {redefines max}
+ mi + max

1 1
Duration

Figure 8.4 Intervals

8.5.3 Semantics

8.5.3.1 Intervals

An Interval is a ValueSpecification specified using two other ValueSpecifications, the min and the max. An Interval is
evaluated by first evaluating each of its constituent ValueSpecifications, which must each evaluate to a single value. The
value of the Interval is then the range from the min value to the max value—that is, the set of all values greater than or
equal to the min value and less than or equal to the max value (which may be the empty set). Note that, while
syntactically any ValueSpecifications of any type are allowed for the min and max of an Interval, a standard semantic
interpretation is only given for Intervals for which the min and max ValueSpecifications have the same type and that type
has a total ordering defined on it.

There are two specializations of Interval for use with timing constraints. A Timelnterval specifies the range between two
time values given by TimeExpressions. A DurationInterval specifies the range between two duration values given by
Durations.

8.5.3.2 IntervalConstraint

An IntervalConstraint defines a Constraint whose specification is given by an Interval (see also sub clause 7.6 on
Constraints). The constrainedElements of an IntervalConstraint are asserted to have values that are within the range
specified by the Interval of the IntervalConstraint. If a constrainedElement has a value outside this range, then the
IntervalConstraint is violated. If any constrainedElement cannot be interpreted to have a value, or its value is not the same
type as the range given by the IntervalConstraint, then the IntervalConstraint has no standard semantic interpretation.

There are two specializations of IntervalConstraint for use in specifying timing constraints. A TimeConstraint defines an
IntervalConstraint on a single constrainedElement in which the constraining Interval is a Timelnterval. A
DurationConstraint defines an IntervalConstraint on either one or two constrainedElements in which the constraining
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Interval is a DurationInterval. If there are two constrainedElements, then the start of the duration being observed may be
between an event in the first constrainedElement and an event in the second.

8.5.4 Notation

8.5.4.1 Intervals

An Interval is denoted textually by the textual representation of its two ValueSpecifications separated by “..”:

¢

<interval> ::= <min-value> *.." <max-value>

A Timelnterval is shown with the notation of Interval where each ValueSpecification element is a TimeExpression. A
DurationInterval is shown using the notation of Interval where each ValueSpecification element is a Duration. (See sub
clause 8.4.4 on the notation for TimeExpressions and Durations.)

8.5.4.2 Interval Constraints

An IntervalConstraint is shown as an annotation of its constrainedElement. The general notation for Constraints (see sub
clause 7.6.4) may be used for an IntervalConstraint, with the specification Interval denoted textually as above. Special
notational constructs are defined for TimeConstraints and DurationConstraints, as given below.

A TimeConstraint of a single constrainedElement may be shown as a small line between the graphical representation of
the constrainedElement and the textual representation of the Timelnterval of TimeConstraint. A DurationConstraint may
also be shown using a graphical notation relating its constrainedElements. However, the notation used is specific to the
diagram type on which the DurationConstraint appears (see sub clause 17.8 for the notation on Sequence Diagrams and
sub clause 17.11 for the notation on Timing Diagrams).

8.5.5 Examples

Figure 8.5 shows a DurationConstraints associated with the duration of a Message and with the duration between two
OccurrenceSpecifications. It also shows a TimeConstraint associated with the reception of a Message. (See also sub
clause 17.2.5.)

sd UserAccepted )

‘User “ACSystem
l DurationObservation
Code d=duratien e With Duration

.

|
|
DurationConstraint —__'-—--—>{d..3‘d]|
|

\I/ o li'::i‘i,/”’f/] TimeObservation with
- I=N0W i

|_H_ = TimeExpression
- Ok
TimeConstraint "_'_'—'—-——-a. {t"[+314r£//

Unleck

/

Figure 8.5 Example of DurationConstraints and TimeConstraints
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8.6 Classifier Descriptions

8.6.1 Duration [Class]

8.6.1.1 Description
A Duration is a ValueSpecification that specifies the temporal distance between two time instants.
8.6.1.2 Diagrams
Time, Intervals
8.6.1.3 Generalizations

ValueSpecification

8.6.1.4 Association Ends

® ¢ cxpr: ValueSpecification [0..1]{subsets Element::ownedElement} (opposite A_expr_duration::duration)
A ValueSpecification that evaluates to the value of the Duration.

® observation : Observation [0..*] (opposite A_observation duration::duration)
Refers to the Observations that are involved in the computation of the Duration value.

8.6.1.5 Constraints

*  no_expr_requires_observation
If a Duration has no expr, then it must have a single observation that is a DurationObservation.

inv: expr = null implies (observation->size() = 1 and observation-
>forAll(oclIsKindOf (DurationObservation)))

8.6.2 DurationConstraint [Class]
8.6.2.1 Description
A DurationConstraint is a Constraint that refers to a DurationInterval.
8.6.2.2 Diagrams
Intervals
8.6.2.3 Generalizations
IntervalConstraint

8.6.2.4 Attributes

* firstEvent : Boolean [0..2]
The value of firstEvent[i] is related to constrainedElement[i] (where i is 1 or 2). If firstEvent[i] is true, then the
corresponding observation event is the first time instant the execution enters constrainedElement[i]. If
firstEvent[i] is false, then the corresponding observation event is the last time instant the execution is within
constrainedElement][i].
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8.6.2.5 Association Ends

® ¢ specification : Durationlnterval [1..1]{redefines IntervalConstraint::specification} (opposite

A_specification durationConstraint::durationConstraint)
The Durationlnterval constraining the duration.

8.6.2.6 Constraints
e first_event multiplicity

The multiplicity of firstEvent must be 2 if the multiplicity of constrainedElement is 2. Otherwise the
multiplicity of firstEvent is 0.

inv: if (constrainedElement->size() = 2)
then (firstEvent->size() = 2) else (firstEvent->size() = 0)
endif

* has one or two constrainedElements
A DurationConstraint has either one or two constrainedElements.

inv: constrainedElement->size() = 1 or constrainedElement->size()=2
8.6.3 Durationinterval [Class]
8.6.3.1 Description

A DurationInterval defines the range between two Durations.
8.6.3.2 Diagrams

Intervals
8.6.3.3 Generalizations

Interval

8.6.3.4 Association Ends

® max : Duration [1..1]{redefines Interval::max} (opposite A_max durationlnterval::durationlnterval)
Refers to the Duration denoting the maximum value of the range.

® min : Duration [1..1]{redefines Interval::min} (opposite A_min durationInterval::durationlnterval)
Refers to the Duration denoting the minimum value of the range.

8.6.4 DurationObservation [Class]

8.6.4.1 Description

A DurationObservation is a reference to a duration during an execution. It points out the NamedElement(s) in the model
to observe and whether the observations are when this NamedElement is entered or when it is exited.

8.6.4.2 Diagrams
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8.6.4.3

8.6.4.4

8.6.4.5

8.6.4.6

8.6.5

8.6.5.1

Generalizations

Observation

Attributes

firstEvent : Boolean [0..2]

The value of firstEvent[i] is related to event[i] (where i is 1 or 2). If firstEvent[i] is true, then the corresponding
observation event is the first time instant the execution enters event[i]. If firstEvent[i] is false, then the
corresponding observation event is the time instant the execution exits event[i].

Association Ends
event : NamedElement [1..2]{ordered} (opposite A_event durationObservation::durationObservation)
The DurationObservation is determined as the duration between the entering or exiting of a single event
Element during execution, or the entering/exiting of one event Element and the entering/exiting of a second.

Constraints

first_event_multiplicity
The multiplicity of firstEvent must be 2 if the multiplicity of event is 2. Otherwise the multiplicity of firstEvent
is 0.

inv: if (event->size() = 2)
then (firstEvent->size() = 2) else (firstEvent->size() = 0)
endif

Expression [Class]

Description

An Expression represents a node in an expression tree, which may be non-terminal or terminal. It defines a symbol, and
has a possibly empty sequence of operands that are ValueSpecifications. It denotes a (possibly empty) set of values
when evaluated in a context.

8.6.5.2

8.6.5.3

8.6.5.4

8.6.5.5

Diagrams
Expressions
Generalizations
ValueSpecification
Specializations
StringExpression
Attributes

symbol : String [0..1]
The symbol associated with this node in the expression tree.
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8.6.5.6 Association Ends

® ¢ operand : ValueSpecification [0..*]{ordered, subsets Element::ownedElement} (opposite

A_operand_expression::expression)
Specifies a sequence of operand ValueSpecifications.

8.6.6 Interval [Class]

8.6.6.1 Description

An Interval defines the range between two ValueSpecifications.

8.6.6.2 Diagrams
Intervals
8.6.6.3 Generalizations

ValueSpecification
8.6.6.4 Specializations

DurationInterval, Timelnterval

8.6.6.5 Association Ends

® max : ValueSpecification [1..1] (opposite A_max_interval::interval)
Refers to the ValueSpecification denoting the maximum value of the range.

®* min : ValueSpecification [1..1] (opposite A_min_interval::interval)
Refers to the ValueSpecification denoting the minimum value of the range.

8.6.7 IntervalConstraint [Class]
8.6.7.1 Description
An IntervalConstraint is a Constraint that is specified by an Interval.
8.6.7.2 Diagrams
Intervals
8.6.7.3 Generalizations
Constraint
8.6.7.4 Specializations
DurationConstraint, TimeConstraint

8.6.7.5 Association Ends

® ¢ specification : Interval [1..1]{redefines Constraint::specification} (opposite

A_specification intervalConstraint::intervalConstraint)
The Interval that specifies the condition of the IntervalConstraint.
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8.6.8 LiteralBoolean [Class]

8.6.8.1 Description

A LiteralBoolean is a specification of a Boolean value.

8.6.8.2 Diagrams
Literals
8.6.8.3 Generalizations

LiteralSpecification

8.6.8.4 Attributes

¢ value : Boolean [1..1] = false
The specified Boolean value.

8.6.8.5 Operations

® DbooleanValue() : Boolean {redefines ValueSpecification::booleanValue() }

The query booleanValue() gives the value.

body: wvalue

¢ isComputable() : Boolean {redefines ValueSpecification::isComputable()}
The query isComputable() is redefined to be true.

body: true

8.6.9 Literallnteger [Class]

8.6.9.1 Description

A Literallnteger is a specification of an Integer value.

8.6.9.2 Diagrams
Literals
8.6.9.3 Generalizations

LiteralSpecification

8.6.9.4 Attributes

¢ value: Integer [1..1]=0
The specified Integer value.

8.6.9.5 Operations

* integerValue() : Integer {redefines ValueSpecification::integerValue()}
The query integerValue() gives the value.
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body: wvalue

* isComputable() : Boolean {redefines ValueSpecification::isComputable() }
The query isComputable() is redefined to be true.

body: true

8.6.10 LiteralNull [Class]
8.6.10.1 Description
A LiteralNull specifies the lack of a value.
8.6.10.2 Diagrams
Literals
8.6.10.3 Generalizations
LiteralSpecification

8.6.10.4 Operations

* isComputable() : Boolean {redefines ValueSpecification::isComputable() }
The query isComputable() is redefined to be true.

body: true

¢ isNull() : Boolean {redefines ValueSpecification::isNull()}
The query isNull() returns true.

body: true

8.6.11 LiteralReal [Class]

8.6.11.1 Description

A LiteralReal is a specification of a Real value.

8.6.11.2 Diagrams
Literals
8.6.11.3 Generalizations

LiteralSpecification

8.6.11.4 Attributes

® value: Real [1..1]
The specified Real value.

8.6.11.5 Operations

¢ isComputable() : Boolean {redefines ValueSpecification::isComputable()}
The query isComputable() is redefined to be true.
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8.6.12

8.6.12.1

body: true

realValue() : Real {redefines ValueSpecification::realValue()}
The query realValue() gives the value.

body: wvalue
LiteralSpecification [Abstract Class]

Description

A LiteralSpecification identifies a literal constant being modeled.

8.6.12.2 Diagrams
Literals
8.6.12.3 Generalizations

ValueSpecification

8.6.12.4 Specializations

8.6.13

8.6.13.1

LiteralBoolean, Literallnteger, LiteralNull, LiteralReal, LiteralString, LiteralUnlimitedNatural

LiteralString [Class]

Description

A LiteralString is a specification of a String value.

8.6.13.2 Diagrams
Literals
8.6.13.3 Generalizations

LiteralSpecification

8.6.13.4 Attributes

value : String [0..1]
The specified String value.

8.6.13.5 Operations

isComputable() : Boolean {redefines ValueSpecification::isComputable() }

The query isComputable() is redefined to be true.

body: true

stringValue() : String {redefines ValueSpecification::stringValue()}
The query stringValue() gives the value.

body: value
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8.6.14 LiteralUnlimitedNatural [Class]

8.6.14.1 Description

A LiteralUnlimitedNatural is a specification of an UnlimitedNatural number.

8.6.14.2 Diagrams
Literals
8.6.14.3 Generalizations

LiteralSpecification

8.6.14.4 Attributes

¢ value : UnlimitedNatural [1..1] =0
The specified UnlimitedNatural value.

8.6.14.5 Operations

¢ isComputable() : Boolean {redefines ValueSpecification::isComputable()}
The query isComputable() is redefined to be true.

body: true

¢ unlimitedValue() : UnlimitedNatural {redefines ValueSpecification::unlimitedValue() }
The query unlimitedValue() gives the value.

body: wvalue

8.6.15 Observation [Abstract Class]

8.6.15.1 Description

Observation specifies a value determined by observing an event or events that occur relative to other model Elements.

8.6.15.2 Diagrams

Time

8.6.15.3 Generalizations
PackageableElement

8.6.15.4 Specializations
DurationObservation, TimeObservation

8.6.16 OpaqueExpression [Class]

8.6.16.1 Description

An OpaqueExpression is a ValueSpecification that specifies the computation of a collection of values either in terms of
a UML Behavior or based on a textual statement in a language other than UML
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8.6.16.2

8.6.16.3

Diagrams
Expressions, Dependencies
Generalizations

ValueSpecification

8.6.16.4 Attributes

body : String [0..*]
A textual definition of the behavior of the OpaqueExpression, possibly in multiple languages.

language : String [0..*]

Specifies the languages used to express the textual bodies of the OpaqueExpression. Languages are matched to

body Strings by order. The interpretation of the body depends on the languages. If the languages are
unspecified, they may be implicit from the expression body or the context.

8.6.16.5 Association Ends

8.6.16.6

behavior : Behavior [0..1] (opposite A_behavior_opaqueExpression::opaqueExpression)
Specifies the behavior of the OpaqueExpression as a UML Behavior.

/result : Parameter [0..1]{} (opposite A_result opaqueExpression::opaqueExpression)

If an OpaqueExpression is specified using a UML Behavior, then this refers to the single required return
Parameter of that Behavior. When the Behavior completes execution, the values on this Parameter give the
result of evaluating the OpaqueExpression.

Operations

isIntegral() : Boolean
The query isIntegral() tells whether an expression is intended to produce an Integer.

body: false

isNonNegative() : Boolean
The query isNonNegative() tells whether an integer expression has a non-negative value.

pre: self.isIntegral()
body: false

isPositive() : Boolean
The query isPositive() tells whether an integer expression has a positive value.

pre: self.isIntegral()
body: false

result() : Parameter [0..1]
Derivation for OpaqueExpression::/result

body: if behavior = null then
null

else
behavior.ownedParameter->first()

endif
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®  value() : Integer
The query value() gives an integer value for an expression intended to produce one.

pre: self.isIntegral()
body: 0

8.6.16.7 Constraints

* language body size
If the language attribute is not empty, then the size of the body and language arrays must be the same.

inv: language->notEmpty() implies (_'body'->size() = language->size())

* one return_result parameter
The behavior must have exactly one return result parameter.

inv: behavior <> null implies
behavior.ownedParameter->select(direction=ParameterDirectionKind: :return)->size() = 1

®* only in_or return parameters
The behavior may only have non-stream in or return parameters.

inv: behavior <> null implies behavior.ownedParameter->forAll(not isStream and
(direction=ParameterDirectionKind::in or direction=ParameterDirectionKind::return))

8.6.17 StringExpression [Class]
8.6.17.1 Description

A StringExpression is an Expression that specifies a String value that is derived by concatenating a sequence of
operands with String values or a sequence of subExpressions, some of which might be template parameters.

8.6.17.2 Diagrams
Expressions, Namespaces
8.6.17.3 Generalizations

TemplateableElement, Expression

8.6.17.4 Association Ends

* owningExpression : StringExpression [0..1]{subsets Element::owner} (opposite

StringExpression::subExpression)
The StringExpression of which this StringExpression is a subExpression.

® ¢ subExpression : StringExpression [0..*]{ordered, subsets Element::ownedElement} (opposite
StringExpression::owningExpression)
The StringExpressions that constitute this StringExpression.

8.6.17.5 Operations

® stringValue() : String {redefines ValueSpecification::stringValue() }
The query stringValue() returns the String resulting from concatenating, in order, all the component String
values of all the operands or subExpressions that are part of the StringExpression.
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8.6.17.6

8.6.18

8.6.18.1

body: if subExpression->notEmpty()

then subExpression->iterate(se; stringValue: String = '' |
stringValue.concat(se.stringValue()))

else operand->iterate(op; stringValue: String = '' | stringValue.concat(op.stringValue()))
endif

Constraints

operands
All the operands of a StringExpression must be LiteralStrings

inv: operand->forAll (oclIsKindOf (LiteralString))

subexpressions
If a StringExpression has sub-expressions, it cannot have operands and vice versa (this avoids the problem of
having to define a collating sequence between operands and subexpressions).

inv: if subExpression->notEmpty() then operand->isEmpty() else operand->notEmpty() endif

TimeConstraint [Class]

Description

A TimeConstraint is a Constraint that refers to a Timelnterval.

8.6.18.2 Diagrams

Intervals

8.6.18.3 Generalizations

IntervalConstraint

8.6.18.4 Attributes

firstEvent : Boolean [0..1] = true

The value of firstEvent is related to the constrainedElement. If firstEvent is true, then the corresponding
observation event is the first time instant the execution enters the constrainedElement. If firstEvent is false,
then the corresponding observation event is the last time instant the execution is within the
constrainedElement.

8.6.18.5 Association Ends

¢ specification : Timelnterval [1..1]{redefines IntervalConstraint::specification} (opposite
A_specification_timeConstraint::timeConstraint)
TheTimelnterval constraining the duration.

8.6.18.6 Constraints

has_one constrainedElement
A TimeConstraint has one constrainedElement.

inv: constrainedElement->size() = 1
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8.6.19 TimeExpression [Class]

8.6.19.1 Description

A TimeExpression is a ValueSpecification that represents a time value.

8.6.19.2 Diagrams

Time, Intervals, Events
8.6.19.3 Generalizations
ValueSpecification

8.6.19.4 Association Ends

® ¢ cxpr: ValueSpecification [0..1]{subsets Element::ownedElement} (opposite

A_expr_timeExpression::timeExpression)
A ValueSpecification that evaluates to the value of the TimeExpression.

® observation : Observation [0..*] (opposite A_observation timeExpression::timeExpression)
Refers to the Observations that are involved in the computation of the TimeExpression value.

8.6.19.5 Constraints

*  no_expr_requires_observation
If a TimeExpression has no expr, then it must have a single observation that is a TimeObservation.

inv: expr = null implies (observation->size() = 1 and observation-
>forAll(oclIsKindOf (TimeObservation)))

8.6.20 Timelnterval [Class]

8.6.20.1 Description

A Timelnterval defines the range between two TimeExpressions.

8.6.20.2 Diagrams

Intervals

8.6.20.3 Generalizations
Interval

8.6.20.4 Association Ends

®* max : TimeExpression [1..1]{redefines Interval::max} (opposite A_max_timelnterval::timelnterval)
Refers to the TimeExpression denoting the maximum value of the range.

®* min : TimeExpression [1..1]{redefines Interval::min} (opposite A_min_timelnterval::timelnterval)
Refers to the TimeExpression denoting the minimum value of the range.

20 Unified Modeling Language 2.5.1



8.6.21 TimeObservation [Class]

8.6.21.1 Description

A TimeObservation is a reference to a time instant during an execution. It points out the NamedElement in the model to
observe and whether the observation is when this NamedElement is entered or when it is exited.

8.6.21.2 Diagrams
Time

8.6.21.3 Generalizations
Observation

8.6.21.4 Attributes

® firstEvent : Boolean [1..1] = true
The value of firstEvent is related to the event. If firstEvent is true, then the corresponding observation event is
the first time instant the execution enters the event Element. If firstEvent is false, then the corresponding
observation event is the time instant the execution exits the event Element.

8.6.21.5 Association Ends

¢ cvent: NamedElement [1..1] (opposite A_event timeObservation::timeObservation)
The TimeObservation is determined by the entering or exiting of the event Element during execution.

8.6.22 ValueSpecification [Abstract Class]

8.6.22.1 Description

A ValueSpecification is the specification of a (possibly empty) set of values. A ValueSpecification is a
ParameterableElement that may be exposed as a formal TemplateParameter and provided as the actual parameter in the
binding of a template.

8.6.22.2 Diagrams

Expressions, Literals, Time, Intervals, Object Nodes, Activities, Control Nodes, Messages, Lifelines,
Fragments, Interaction Uses, Types, Constraints, Events, Features, Properties, Instances, Actions, Object
Actions

8.6.22.3 Generalizations
TypedElement, PackageableElement
8.6.22.4 Specializations

Duration, Expression, Interval, LiteralSpecification, OpaqueExpression, TimeExpression, InstanceValue

8.6.22.5 Operations

¢ booleanValue() : Boolean [0..1]
The query booleanValue() gives a single Boolean value when one can be computed.

body: null

Unified Modeling Language 2.5.1 91



8.7

8.71

8.7.1.1

92

integerValue() : Integer [0..1]
The query integerValue() gives a single Integer value when one can be computed.

body: null

isCompatibleWith(p : ParameterableElement) : Boolean {redefines

ParameterableElement::isCompatibleWith() }

The query isCompatibleWith() determines if this ValueSpecification is compatible with the specified
ParameterableElement. This ValueSpecification is compatible with ParameterableElement p if the kind of this
ValueSpecification is the same as or a subtype of the kind of p. Further, if p is a TypedElement, then the type of
this ValueSpecification must be conformant with the type of p.

body: self.oclIsKindOf(p.oclType()) and (p.oclIsKindOf (TypedElement) implies
self.type.conformsTo(p.oclAsType(TypedElement).type))

isComputable() : Boolean

The query isComputable() determines whether a value specification can be computed in a model. This
operation cannot be fully defined in OCL. A conforming implementation is expected to deliver true for this
operation for all ValueSpecifications that it can compute, and to compute all of those for which the operation is
true. A conforming implementation is expected to be able to compute at least the value of all
LiteralSpecifications.

body: false

isNull() : Boolean
The query isNull() returns true when it can be computed that the value is null.

body: false

realValue() : Real [0..1]
The query realValue() gives a single Real value when one can be computed.

body: null

stringValue() : String [0..1]
The query stringValue() gives a single String value when one can be computed.

body: null

unlimitedValue() : UnlimitedNatural [0..1]
The query unlimitedValue() gives a single UnlimitedNatural value when one can be computed.

body: null

Association Descriptions

A_behavior_opaqueExpression [Association]
Diagrams

Expressions
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8.7.1.2 Owned Ends

* opaqueExpression : OpaqueExpression [0..*] (opposite OpaqueExpression::behavior)

8.7.2 A_event_durationObservation [Association]
8.7.21 Diagrams

Time
8.7.2.2 Owned Ends

® durationObservation : DurationObservation [0..*] (opposite DurationObservation::event)

8.7.3 A_event_timeObservation [Association]
8.7.3.1 Diagrams

Time
8.7.3.2 Owned Ends

® timeObservation : TimeObservation [0..*] (opposite TimeObservation::event)

8.74 A_expr_duration [Association]
8.7.4.1 Diagrams

Time
8.7.4.2 Owned Ends

® duration : Duration [0..1]{subsets Element::owner} (opposite Duration::expr)

8.7.5 A_expr_timeExpression [Association]
8.7.51 Diagrams

Time
8.7.5.2 Owned Ends

¢ timeExpression : TimeExpression [0..1]{subsets Element::owner} (opposite TimeExpression::expr)

8.7.6 A_max_durationinterval [Association]
8.7.6.1 Diagrams

Intervals
8.7.6.2 Generalizations

A_max_interval
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8.7.6.3 Owned Ends

® durationInterval : DurationInterval [0..*]{redefines A_max_interval::interval} (opposite
DurationInterval::max)

8.7.7 A_max_interval [Association]
8.7.71 Diagrams

Intervals
8.7.7.2 Specializations

A_max_timelnterval, A_max_durationlnterval

8.7.7.3 Owned Ends

® interval : Interval [0..*] (opposite Interval::max)

8.7.8 A_max_timelnterval [Association]
8.7.8.1 Diagrams

Intervals
8.7.8.2 Generalizations

A_max_interval

8.7.8.3 Owned Ends

¢ timelnterval : Timelnterval [0..*]{redefines A_max_interval::interval} (opposite Timelnterval::max)

8.7.9 A_min_durationinterval [Association]
8.7.9.1 Diagrams

Intervals
8.7.9.2 Generalizations

A_min_interval

8.7.9.3 Owned Ends

¢ durationlnterval : DurationlInterval [0..*]{redefines A_min_interval::interval} (opposite DurationInterval::min)

8.7.10 A_min_interval [Association]

8.7.101 Diagrams

Intervals
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8.7.10.2 Specializations

A_min_timelnterval, A _min_durationInterval

8.7.10.3 Owned Ends

* interval : Interval [0..*] (opposite Interval::min)

8.7.11 A_min_timelnterval [Association]

8.7.11.1 Diagrams
Intervals
8.7.11.2 Generalizations

A_min_interval

8.7.11.3 Owned Ends

¢ timelnterval : Timelnterval [0..*]{redefines A_min_interval::interval} (opposite Timelnterval::min)

8.7.12 A_observation_duration [Association]
8.7.121 Diagrams
Time

8.7.12.2 Owned Ends

® duration : Duration [0..1] (opposite Duration::observation)

8.7.13 A_observation_timeExpression [Association]

8.7.13.1 Diagrams
Time

8.7.13.2 Owned Ends
* timeExpression : TimeExpression [0..1] (opposite TimeExpression::observation)

8.7.14 A_operand_expression [Association]
8.7.141 Diagrams

Expressions

8.7.14.2 Owned Ends

® expression : Expression [0..1]{subsets Element::owner} (opposite Expression::operand)
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8.7.15 A_result_opaqueExpression [Association]
8.7.15.1 Diagrams

Expressions
8.7.15.2 Owned Ends

® opaqueExpression : OpaqueExpression [0..*] (opposite OpaqueExpression::result)

8.7.16 A_specification_durationConstraint [Association]

8.7.16.1 Diagrams
Intervals
8.7.16.2 Generalizations

A_specification_intervalConstraint
8.7.16.3 Owned Ends

¢ durationConstraint : DurationConstraint [0..1]{redefines
A_specification_intervalConstraint::intervalConstraint} (opposite DurationConstraint::specification)

8.7.17 A_specification_intervalConstraint [Association]

8.7.171 Diagrams
Intervals
8.7.17.2 Generalizations

A_specification owningConstraint

8.7.17.3 Specializations

A_specification timeConstraint, A_specification durationConstraint
8.7.17.4 Owned Ends

* intervalConstraint : IntervalConstraint [0..1]{redefines A_specification owningConstraint::owningConstraint}
(opposite IntervalConstraint::specification)

8.7.18 A_specification_timeConstraint [Association]

8.7.18.1 Diagrams
Intervals
8.7.18.2 Generalizations

A_specification_intervalConstraint
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8.7.18.3 Owned Ends

¢ timeConstraint : TimeConstraint [0..1]{redefines A_specification_intervalConstraint::intervalConstraint}
(opposite TimeConstraint::specification)

8.7.19 A_subExpression_owningExpression [Association]
8.7.191 Diagrams

Expressions

8.7.19.2 Member Ends
¢ StringExpression::subExpression

* StringExpression::owningExpression
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9

9.1

Classification is an important technique for organization. This clause specifies concepts relating to classification. The
core concept is Classifier, an abstract metaclass whose concrete subclasses are used to classify different kinds of values.
The other metaclasses in this clause represent the constituents of Classifiers, models of how Classifiers are instantiated
using InstanceSpecifications, and various relationships between all of these concepts.

Classification

Summary

9.2 Classifiers

9.21 Summary

A Classifier represents a classification of instances according to their Features. Classifiers are organized in hierarchies
by Generalizations. RedefinableElements may be redefined in the context of Generalization hierarchies.

JAN

9.2.2 Abstract Syntax

* Namespace TemplateableElemen:

[ Wemedeiemen
A + /inheritedMember

{readOnly, subsets member}

DirectedRelationship
JAN

+ inheritingClassifie

{subsets source, {subsets ownedElement, subsets

{subsets memberNamespace}* Classifier subsets owner} directedRelationship}
+ isAbstract : Boolean + specific + generalization
Teleat Boolean = false + isFinalSpecialization : Boolean 1 « | + isSubstitutable : Boolean [0..1] = true
: {subsets
{readOnly, union} {subsets target} directedRelationship}
+ /redefinableElement + general + generalization
*
* {subsets redefinedElement} 1 §
+ redefinedClassifier + classifier -
* * * | + generalization
*
*
+ /redefinedElement %
{readOnly, union} + dlassifier + /general * | + generalizationSet
{subsets redefinableElement} + powertype + powertypeExtent ﬁ:
. *
{readOnly, union} {readOnly, union} 0-1
+ /redetinableElement + /redefinitionContext + subject + useCase
* * * * UseCase
+ classifier + ownedUseCase
* 0..1 {subsets namespace} {subsets ownedMember}
Featu - "
cature + [feature + /featuringClassifier| 0.1 *
{readOnly, union, subsets member} {readOnly, union, subsets memberNamespace}| + contract + substitution
{subsets supplier} {subsets supplierDependency}
1 * Substitution
+ substitutingClassifie!
{readOnly, union, subsets featuringClassifier, {subsets client, subsets owner} *
subsets redefinitionContext} 1 + substitution
* + /classifier subsets memberNamespace} {Slébsfts IqwzeDdElerréent,
Property + /attribute 0.1 + inheritingClassifie subsets diientDependency} v
{ordered, readOnly, union, subsets *

feature, subsets redefinableElement} {redefines classifier}

{subsets owner}

N 1 0..1 | + classifier
+ classifier
{subsets ownedElement} {subsets collaborationUse} Ueéd:n!zﬂ ;;bse;s member}
+ collaborationUse | * 0..1 | + representation + [inheritedMember

NamedElemem

CollaborationUse

Figure 9.1 Classifiers

9.2.3 Semantics

9.2.3.1 Classifiers

A Classifier has a set of Features, some of which are Properties called the attributes of the Classifier. Each of the Features
is a member of the Classifier (see sub clause 7.4 Namespaces).

The values that are classified by a Classifier are called instances of the Classifier.

A Classifier may be redefined (see below).
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A Classifier may own CollaborationUses that relate the Classifier to Collaborations. The Collaborations describes
aspects of this Classifier. See 11.7 Collaborations.

A Classifier may own UseCases. See 18.1 Use Cases.

9.2.3.2 Generalization

Generalizations define generalization/specialization relationships between Classifiers. Each Generalization relates a
specific Classifier to a more general Classifier. Given a Classifier, the transitive closure of its general Classifiers is often
called its generalizations, and the transitive closure of its specific Classifiers is called its specializations. The immediate
generalizations are also called the Classifier’s parents, and where the Classifier is a Class, its superClasses (see 11.4).

NOTE. The concept of parent (a generalization relationship between Classifiers) is unrelated to the concept of owner (a
composition relationship between instances).

An instance of a Classifier is also an (indirect) instance of each of its generalizations. Any Constraints applying to
instances of the generalizations also apply to instances of the Classifier.

When a Classifier is generalized, certain members of its generalizations are inherited, that is they behave as though they
were defined in the inheriting Classifier itself. For example, an inherited member that is an attribute may have a value or
collection of values in any instance of the inheriting Classifier, and an inherited member that is an Operation may be
invoked on an instance of the inheriting Classifier.

The set of members that are inherited is called the inheritedMembers. Unless specified differently for a particular kind of
Classifier, the inheritedMembers are members that do not have private visibility.

Type conformance means that if one Type conforms to another, then any instance of the first Type may be used as the
value of a TypedElement whose type is declared to be the second Type. A Classifier is a Type, and conforms to itself and
to all of its generalizations.

The isAbstract property of Classifier, when true, specifies that the Classifier is abstract, i.e., has no direct instances: every
instance of the abstract Classifier shall be an instance of one of its specializations.

If one Classifier (the parent) generalizes another (the child) it is not necessarily the case that instances of the child are
substitutable for instances of the parent under every possible circumstance. For example, Circle may be defined as a
specialization of Ellipse, and its instances would be substitutable in every circumstance involving accessing the
properties of an Ellipse. However, if Ellipse were to define a stretch behavior that modifies the length of its major axis
only, then a Circle object would be unable to implement such a behavior. The isSubstitutable property may be used to
indicate whether the specific Classifier can be used in every circumstance that the general Classifier can be used.

9.2.3.3 Redefinition

Any member (that is a kind of RedefinableElement) of a generalization of a specializing Classifier may be redefined
instead of being inherited. Redefinition is done in order to augment, constrain, or override the redefined member(s) in
the context of instances of the specializing Classifier. When this occurs, the redefining member contributes to the
structure or behavior of the specializing Classifier in place of the redefined member(s); specifically, any reference to a
redefined member in the context of an instance of the specializing Classifier shall resolve to the redefining member (note
that to avoid circularity “any reference” here excludes the redefinedElement reference itself).

The Classifier from which the member may be redefined is called the redefinitionContext. Although in the metamodel
redefinitionContext has the multiplicity ‘*’, there are no cases in the UML specification where there is more than one
redefinitionContext. The redefinitionContext is defined for each kind of RedefinableElement; it is often, but not always, the
owner of the member.

A redefining element shall be consistent with the RedefinableElement it redefines, but it may add specific constraints or
other details that are particular to instances of the specializing redefinitionContext that do not contradict constraints in the
general context.

One redefining element may redefine multiple RedefinableElements. Furthermore, a RedefinableElement may be
redefined multiple times, as long as it is unambiguous which definition applies for a particular instance.
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The isLeaf property, when true for a particular RedefinableElement, specifies that it shall have no redefinitions.

The detailed semantics of redefinition vary for each specialization of RedefinableElement. There are various kinds of
compatibility between a redefined element and its redefining element, such as name compatibility (the redefining
element has the same name as the redefined element), structural compatibility (the client visible properties of the
redefined element are also properties of the redefining element), or behavioral compatibility (the redefining element is
substitutable for the redefined element). Any kind of compatibility involves a constraint on redefinitions.

Classifier is itself a RedefinableElement. This can come into play when a Classifier is nested in a Class or Interface,
which becomes the redefinitionContext. Redefining a Classifier in the context of a specializing Class or Interface has the
effect of making any references to the redefined Classifier from an instance of the specializing Class or Interface resolve
to the redefining Classifier.

9.2.34 Substitution

A Substitution is a relationship between two Classifiers which signifies that the substitutingClassifier complies with the
contract specified by the contract Classifier. This implies that instances of the substitutingClassifier are runtime
substitutable where instances of the contract Classifier are expected. The Substitution dependency denotes runtime
substitutability that is not based on specialization. Substitution, unlike specialization, does not imply inheritance of
structure, but only compliance of publicly available contracts. It requires that:

* Interfaces implemented by the contract Classifier are also implemented by the substitutingClassifier or else the
substitutingClassifier implements a more specialized Interface type.

*  Any Port owned by the contract Classifier has a matching Port (see 11.3.3) owned by the substitutingClassifier.

9.24 Notation

9.2.41 Classifiers

Classifier is an abstract metaclass. It is nevertheless convenient to define in one place a default notation available for
any concrete subclass of Classifier. Some specializations of Classifier have their own distinct notations.

The default notation for a Classifier is a solid-outline rectangle containing the Classifier’s name, and with compartments
separated by horizontal lines below the name. The name of the Classifier should be centered in boldface. For those
languages that distinguish between uppercase and lowercase characters, Classifier names should begin with an
uppercase character.

If the default notation is used for a Classifier, a keyword corresponding to the metaclass of the Classifier shall be shown
in guillemets above the name. The keywords for each metaclass are listed in Annex C and are specified in the notation
for each subclass of Classifier. No keyword is needed to indicate that the metaclass is Class.

Any keywords (including stereotype names) should also be centered in plain face within guillemets above the Classifier
name. If multiple keywords and/or stereotype names apply to the same model element, each may be enclosed in a
separate pair of guillemets and listed one after the other. Alternatively they may all appear between the same pair of
guillemets, separated by commas.

The name of an abstract Classifier is shown in italics, where permitted by the font in use. Alternatively or in addition,
an abstract Classifier may be shown using the textual annotation {abstract} after or below its name.

Some compartments in Classifier shapes are mandatory and shall be supported by tools that exhibit concrete syntax
conformance. Others are optional, in the sense that a conforming tool may not support such compartments.

Any compartment may be suppressed. A separator line is not drawn for a suppressed compartment. If a compartment is
suppressed, no inference may be drawn about the presence or absence of elements in it.

The compartment named “attributes” contains notation for the Properties that are reached via the attribute property. The
attributes compartment is mandatory and always appears above other compartments, if it is not suppressed.
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The compartment named “operations” contains notation for Operations. The operations compartment is mandatory and
always appears below the attributes compartment, if it is not suppressed. The operations compartment is used for
Classifiers that own Operations, including Class (see 11.4), DataType (see 10.2) and Interface (see 10.4).

The compartment named “receptions” contains notation for Receptions. The receptions compartment is mandatory and
always appears below the operations compartment, if it is not suppressed. The receptions compartment is used for
Classifiers that own Receptions, including Class (see 11.4).

Any compartment which contains notation for Features may show those Features grouped under the literals public,
private and protected, representing their visibility. The visibility literals are left-justified in the compartment with the
Features’ notation appearing indented beneath them. The groups may appear in any order. Visibility grouping is
optional: a conforming tool need not support it.

A conforming tool may provide the option to suppress individual Features in a compartment containing notation for
Features.

A conforming tool may optionally support compartment naming. A compartment’s name may be shown to remove
ambiguity, or it may be hidden. Compartment names should be centered and start with lower-case letters. Compartment
names may contain spaces and should not contain punctuation (including guillemets).

If a Classifier has ownedMembers that are Classifiers (including Behaviors — see 13.2), a conforming tool may provide
the option to show the owned Classifiers, and relationships between them, diagrammatically nested within a separate
compartment of the owning Classifier’s rectangle. Unless otherwise specified, the name of such a compartment shall be
derived from the corresponding metamodel property, pluralized if that property has multiplicity greater than 1. So, for
example, a compartment showing the contents of the property nestedClassifier for a Class (see 11.4.2) shall be called
“nested classifiers;” a compartment showing the contents of the property ownedBehavior for a BehavioredClassifier shall
be called “owned behaviors.”

If a Classifier owns Constraints, a conforming tool may implement a compartment to show the owned Constraints listed
within a separate compartment of the owning Classifier’s rectangle. The name of this optional compartment is
“constraints.”

9.2.4.2 Other elements

A Generalization is shown as a line with a hollow triangle as an arrowhead between the symbols representing the
involved Classifiers. The arrowhead points to the symbol representing the general Classifier.

Multiple Generalization relationships that reference the same general Classifier may be shown as separate lines with
separate arrowheads. This notation is referred to as the “separate target style.” Alternatively they may be connected to
the same arrowhead in the “shared target style.”

There is no general notation for RedefinableElement. See the subclasses of RedefinableElement for specific notations.
A Substitution is shown as a Dependency with the keyword «substitute» attached to it.

Members that are inherited by a Classifier may be shown on a diagram of that Classifier by prepending a caret **’ symbol
to the textual representation that would be shown if the member were not inherited. Thus the notation for an inherited
Property is defined like this:

<inherited-property> ::= "’ <property>

where <property> is specified in 9.5.4.

Similarly, the notation for an inherited Connector is defined like this:
<inherited-connector> ::= "’ <connector>

where <connector> is specified in 11.2.4.

Analogous notations may be used for all NamedElements that are inheritedMembers of a Classifier to indicate that they
are inherited.
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Inherited members may also be shown in a lighter color to help distinguish them from non-inherited members. A
conforming implementation does not need to provide this option.

9.2.5 Examples

Examples for Classifier notation are shown under its various concrete subclasses, especially Class (see 11.4.4).

Figure 9.2 illustrates Generalization notation with different target styles.

Shape
Separate target style
Polygon Ellipse Spline
Shape

Shared target style

Polygon Ellipse Spline

Figure 9.2 Generalization notation showing different target styles

In Figure 9.3, a generic Window class is substitutable in a particular environment by the Resizable Window class.

Window ResizableWindow

< ________________________

«substitute»

Figure 9.3 Example of Substitution notation

9.3 Classifier Templates

9.31 Summary

Classifier is a kind of TemplateableElement signifying that a Classifier may be parameterized. It is also (via
PackageableElement) a kind of ParameterableElement so that a Classifier may be a formal TemplateParameter and may
be specified as an actual parameter in a binding of a template. Sub clause 7.3 describes the general semantics of
templates and their parameters.
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9.3.2 Abstract Syntax

TemplateableElement
\

RedefinableElement | | TemplateSignature |
{subsets redefinableElement, {subsets redefinitionContext,
redefines ownedTemplateSignature} redefines template}
+ ownedTemplateSignature + classifier
01 @
.. il
{subsets redefinableElement} {redefines parameteredElement} - N
+ constrainingClassifier
+ redefinableTemplateSignature + parameteredElement | 1 * 9
*
{subsets templateSignature} 1\ .
+ redefinableTemplateSignature | *
+ extendedSignature
{subsets redefinedElement}
{readOnly, subsets parameter} {redefines templateParameter} .
+ [inheritedParameter | * + templateParameter | 0..1 * | + classifierTemplateParameter
[ remplateparameter | [<

[+ allowst - Boolean = trug|

Figure 9.4 Classifier Templates

9.3.3 Semantics

9.3.3.1 Template and Bound Classifiers
The meanings of the terms template and bound element are defined in 7.3 — Templates.

A Classifier that is parameterized using a RedefinableTemplateSignature is called a template Classifier, while a
Classifier with one or more TemplateBindings is called a bound Classifier.

The general semantics of templates as defined in sub clause 7.3.3. There the details of how the contents are merged into
a bound element are left open. In the case of Classifier the semantics are equivalent to inserting an anonymous general
bound Classifier representing the intermediate result for each binding, and specializing all these intermediate results by
the bound Classifier.

Members of the expanded bound Classifier may be used as actual parameters in a binding.
A bound Classifier may have contents in addition to those resulting from its bindings.

The parameters of a template Classifier can be any kind of TemplateParameter. Semantics and notation are only defined
when the parameter is a Classifier, a LiteralSpecification, a Property or an Operation.

When the parameter is a Classifier, represented by a ClassifierTemplateParameter, the semantics and notation are
defined in this clause.

When the parameter is a LiteralSpecification, the semantics and notation are as specified in 7.3.
When the parameter is an Operation, the semantics and notation are as specified in 9.6.

When the parameter is a Property, the semantics and notation are as specified in 9.5.

9.3.3.2 Template Classifier specialization

RedefinableTemplateSignature specializes both TemplateSignature and RedefinableElement in order to allow the
addition of new formal TemplateParameters in the context of a specializing template Classifier.

A RedefinableTemplateSignature redefines the RedefinableTemplateSignatures of all parent Classifiers that are
templates. All the formal TemplateParameters of the extended (redefined) signatures are included as formal
TemplateParameters of the extending signature, along with any TemplateParameters locally specified for the extending
signature.
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9.3.3.3 Classifier Template Parameters

ClassifierTemplateParameter is a TemplateParameter where the parameteredElement is a Classifier in its capacity of being
a kind of ParameterableElement.

All subclasses of Classifier (such as Class, Collaboration, Component, Datatype, Interface, Signal, and UseCases) may
be parameterized, bound, and used as TemplateParameters. The same holds for Behavior as a subclass of Class, and
thereby all subclasses of Behavior (such as Activity, Interaction, StateMachine).

The constrainingClassifier property of ClassifierTemplateParameter specifies a set of Classifiers that constrain the
argument that can be used for the parameter. If there are any Classifiers in this set, then the argument shall be
compatible with all of them, in the following sense:

* If allowSubstitutable is false, then compatibility means being the same as or a specialization of all of the
constrainingClassifiers.

¢ If allowSubstitutable is true, then compatibility additionally allows a Substitution whose contract is a
constrainingClassifier.

Furthermore, if there are any constrainingClassifiers, the parameteredElement shall be constrained as follows:

* If allowSubstitutable is false, then compatibility means being the same as or a direct specialization of all of the
constrainingClassifiers, with no additional features.

¢ If allowSubstitutable is true, then compatibility additionally allows a Substitution whose contract is a
constrainingClassifier.

In all cases, if the parameteredElement is not abstract then the Classifier used as an argument shall not be abstract. Apart
from this, if the constrainingClassifier property is empty, there are no constraints on the Classifier that can be used as an
argument. In this case the parameteredElement shall have no generalizations and no features, and allowSubstitutable shall be
false.

9.34 Notation

See TemplateableElement for the general notation for displaying a template and a bound element.

When a bound Classifier is used directly as the type of a Property, then <template-param-name> acts as the prop-type of
the Property in its notation (see Property).

The general notation for template parameters specified in 7.3.4 is extended for the parameters of a template Classifier to
include the following:

<template-parameter> ::= <classifier-template-parameter> | <operation-template-parameter>| <connectable-
element-template-parameter>

A ClassifierTemplateParameter extends the notation for a TemplateParameter to include an optional type constraint:
<classifier-template-parameter> ::= <parameter-name> | ‘:* <parameter-kind> | [*>’ <constraint>] [‘=" <default>]
<constraint> ::=[*{contract }’] <classifier-name>*

<default> ::= <classifier-name>

The parameter-kind indicates the metaclass of the parameteredElement. It may be suppressed if it is ‘Class.’

The classifier-name of constraint designates a constrainingClassifier, of which there may be zero or more, with the
meaning specified in the semantics above. The ‘contract’ option indicates that allowSubstitutable is true.
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9.3.5 Examples

The example shows a Class template (named FArray) with two formal TemplateParameters. The first formal
TemplateParameter (named T) is an unconstrained class TemplateParameter: the metaclass Class has been suppressed
from the diagram. The second formal TemplateParameter (named k) is a Literallnteger that has a default of 10. There is

also a bound Class (named AddressList) that substitutes Address for T and 3 for k.

FArray

T, k : LiteralInteger = 10

contents: T[0..k]

A

«bind» T -> Address, k -> 3

AddresslList

Figure 9.5 Template Class and Bound Class

The following figure shows an anonymous bound Class that substitutes the Point class for T. As there is no substitution
for k, the default (10) will be used.

FArray<T -> Point>

Figure 9.6 Anonymous Bound Class

The following figure shows a template Class (named Car) with two formal TemplateParameters. The first formal
TemplateParameter (named CarEngine) is a Class that is constrained to conform to the Class called Engine. The second
formal TemplateParameter (named n) is a Literallnteger.

Car

CarEngine->Engine,
n:LiteralInteger

e : CarEngine

dw : Wheel [n+1]

Figure 9.7 Template Class with constrained Class parameter
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The following figure shows a bound Class (named DieselCar) that binds CarEngine to DieselEngine and n to 2: thus
defining a class of 3-wheeled diesel cars.

DieselCar : Car<CarEngine -> DieselEngine, n -> 2>

Figure 9.8 Bound Class

9.4 Features

9.41 Summary

Features represent structural and behavioral characteristics of Classifiers.

9.4.2 Abstract Syntax

RedefinableElement CallCe i irectionKil Parametel
. JAY uential in create
{readOnly, union, subsets ~ {readOnly, union, subsets ngrded inout read
memberNamespace} member} concurrent out update
+ /featuringClassifier + [feature Feature return delete
Classifier TypedElement
0.1 * [+ isStatic : Boolean = false JAN
" N
lil TypedElement MultiplicityElement ConnectableElement
Vi

{ordered, subsets

{subsets namespace} ownedMember} Parameter
StructuralFeature eature .+ ownerFormalParam + ownedParameter +/[default : String [0.1]
-+ isReadOnly : Boolean = false + concurrency : CallConcurrencyKind = sequential |+ 0.. + direction : ParameterDirectionkind = in
+ isAbstract :yBaolean = false il a 0.1 * + effect : ParameterEffectKind [0..1]
+ isException : Boolean = false
+ behavioralFeature | *  + specification | 0..1 {subsets namespace} + isStream : Boolean = false

0.1 ] + behavioralFeature

+ parameter | 1.* {subsets owner}
{subsets ownedMember} 0..1| + owningParameter
* + ownedParameterSet

+ raisedException + method | *

*
P bsets ownedElement}
Behavior ¥ terset {sul
parameterse 0..1| + defaultvalue
{subsets owner}

0..1 | + parameterSet ValueSpecification

{subsets ownedElement}
+ condition

Constraint

*

Figure 9.9 Features

9.4.3 Semantics

9.4.3.1 Features

Each Feature is associated with a Classifier called its featuringClassifier. The Feature represents some structural or
behavioral characteristic for its featuringClassifier, except for Properties acting as qualifiers (see 9.5.3).

The isStatic property specifies whether the characteristic relates to the Classifier’s instances considered individually
(isStatic=false), or to the Classifier itself (isStatic=true). All semantics relating to Features that do not explicitly state
whether the feature is static shall be assumed to refer to non-static Features. Where semantics are not explicitly
specified for static Features, those semantics are undefined.

9.4.3.2 Structural Features

A StructuralFeature is a typed Feature of a Classifier that specifies the structure of instances of the Classifier.
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The StructuralFeatures of a Classifier that are Properties are called the attributes of the Classifier (see 9.2.3). In UML,
Property is the only kind of StructuralFeature so all of the StructuralFeatures of a Classifier are Properties, and hence
attributes.

For each instance of a Classifier there is a value or collection of values for each direct or inherited non-static attribute of
the Classifier, as follows:

¢ Ifthe attribute’s multiplicity is 0..1, there shall either be no value or a single value whose Type conforms to the
Type of the attribute

¢ If'the attribute’s multiplicity is 1..1, there shall be a single value whose Type conforms to the Type of the
attribute.

e Ifthe attribute’s multiplicity is j..k where k is not 1, there shall be a collection of values whose size is not less
than j and not greater than k, each of whose Types conforms to the Type of the attribute.

¢ Ifthe attribute’s multiplicity is 0..0, there shall be no value or values.

If a StructuralFeature is marked with isStatic = true, then the bullet points above are relative to the Classifier itself
considered as an identifiable individual within some execution scope, rather than to individual instances. (See sub
clause 6.3.1 for a discussion of execution scope.)

In a semantically conforming tool, each inherited static StructuralFeature shall have one of two alternative semantics:

1. Within an execution scope, the value or collection of values of the StructuralFeature is always the same for any
inheriting Classifier as its value or collection of values for the owning Classifier. These semantics correspond
to those for static members in Java and C#.

2. Within an execution scope, the StructuralFeature has a separate and independent value or collection of values
for its owning Classifier and for each Classifier that inherits it. These semantics correspond to those for class
instance variables in Ruby and Smalltalk.

If a StructuralFeature is marked with isReadOnly true, then it may not be updated once it has been assigned an initial
value. Conversely, when isReadOnly is false (the default), the value may be modified.

9.4.3.3 Behavioral Features

A non-static BehavioralFeature specifies that an instance of its featuringClassifier will react to an invocation of the
BehavioralFeature by carrying out a specific behavioral response. Subclasses of BehavioralFeature model different
behavioral aspects of a Classifier.

The list of ownedParameters describes the order, type, and direction of arguments that may be given when the
BehavioralFeature is invoked, or which are output and returned when the invocation completes.

The ownedParameters with direction in or inout define the arguments that shall be provided when invoking the
BehavioralFeature. The ownedParameters with direction out, inout, or return define the arguments that will be output and
returned from a successful invocation.

A BehavioralFeature may raise an exception during its invocation. Possible exception types may be specified by
attaching them to the BehavioralFeature using the raisedException association.

One way to define the behavioral response of a BehavioralFeature is to specify one or more Behaviors as methods that
implement the BehavioralFeature. An invocation of the BehavioralFeature then results in the execution of one of the
associated methods (as further discussed in sub clause 13.2 on Behaviors). The isAbstract property, when true, specifies
that the BehavioralFeature does not have any methods implementing it, with the expectation that an implementation will
be supplied by a more specific element.

The concurrency property specifies the semantics of concurrent calls to the same instance. Its type is
CallConcurrencyKind, an enumeration with the following literals:

108 Unified Modeling Language 2.5.1



sequential | No concurrency management mechanism is associated with the BehavioralFeature and, therefore,
concurrency conflicts may occur. Instances that invoke a BehavioralFeature need to coordinate so
that only one invocation to a target on any BehavioralFeature occurs at once.

guarded Multiple invocations of a BehavioralFeature that overlap in time may occur to one instance, but only
one is allowed to commence. The others are blocked until the performance of the currently executing
BehavioralFeature is complete. It is the responsibility of the system designer to ensure that deadlocks
do not occur due to simultaneous blocking.

concurrent | Multiple invocations of a BehavioralFeature that overlap in time may occur to one instance and all of
them may proceed concurrently.

9.4.34 Parameters

A Parameter is a specification of an argument used to pass information into or out of an invocation of a
BehavioralFeature. The Type and Multiplicity of a Parameter restrict what values may be passed, how many, and
whether the values are ordered. The Multiplicity defines a lower and upper bound on the values passed to the Parameter
at runtime. A lower bound of zero means the Parameter is optional. Actions using the Parameter may execute without
having a value for optional Parameters. A lower bound greater than zero means values for the Parameter are required to
arrive sometime during the execution of the action.

If a defaultvalue is specified for a Parameter, then it is evaluated at invocation time and used as the argument for this
Parameter if and only if no argument is supplied at invocation of the BehavioralFeature.

A Parameter may be given a name, which then identifies the Parameter uniquely within the Parameters of the same
BehavioralFeature. If it is unnamed, it is distinguished only by its position in the ordered list of Parameters.

The direction property specifies whether a value is passed into, out of, or both into and out of the owning
BehavioralFeature. Its type is ParameterDirectionKind, an enumeration of the following literal values:

in Indicates that Parameter values are passed in by the caller.

inout Indicates that Parameter values are passed in by the caller and (possibly different) values passed out
to the caller.

out Indicates that Parameter values are passed out to the caller.

return Indicates that Parameter values are passed as return values back to the caller.

No more than one Parameter for a BehavioralFeature may be marked as a return Parameter by setting its direction to
return.

The effect property may be used to specify what happens to objects passed in or out of a Parameter. It does not apply to
parameters typed by data types, because these do not have identity with which to detect changes. It is a declaration of
modeler intent that must be consistent with the behaviors having the effect. Multiple effects might occur during
execution, whether or not an effect is specified. For example, an update effect does not preclude reading from occurring
during execution, and a lack of value for effect does not prevent effects from occurring during execution. The effect is
specified using an enumerated value typed by ParameterEffectKind, an enumeration of the following literals:

create Objects passed out of executions of the behavior as values of the parameter do not exist before those
executions start.

read Objects that are values of the parameter have values of their properties, or links in which they
participate, or their classifiers retrieved during executions of the behavior.

update Objects that are values of the parameter have values of their properties, or links in which they
participate, or their classification changed during executions of the behavior.

delete Objects that are values of the parameter do not exist after executions of the behavior are finished.

Only in and inout Parameters may have a delete effect. Only out, inout, and return Parameters may have a create effect.

The isException property applies to output Parameters. An output posted to a Parameter with isException true during an
invocation of a BehavioralFeature excludes outputs from being posted to any other outputs of the BehavioralFeature
during the same invocation. The type of such an exception Parameter may be included in the raisedException set, but does
not have to be included.
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The isStream property, when true, designates a streaming Parameter. A streaming Parameter expresses the expectation
that any Behavior implementing this feature will exhibit streaming behavior on this Parameter — see sub clause 13.2.
The semantics for a Parameter designated as streaming when the implementing Behavior does not exhibit streaming

behavior are undefined.

A ParameterSet owned by a BehavioralFeature is an element that provides alternative sets of inputs or outputs that the

Behaviors that implements that BehavioralFeature may use. The Parameters in a ParameterSet shall all be inputs or all

outputs of the same BehavioralFeature: a ParameterSet with all inputs is called an input ParameterSet, and one with all
outputs is called an output ParameterSet.

A BehavioralFeature with input ParameterSets may only accept inputs from Parameters in one of the sets per
invocation. A BehavioralFeature with output ParameterSets may only return outputs to the Parameters in one of the sets
per invocation. The semantics of conditions on input and output ParameterSets of BehavioralFeatures is the same as
Operation preconditions and postconditions, respectively, but apply to only to invocations that accept inputs to or return
outputs from Parameters in the ParameterSet having the condition.

More detailed semantics and examples of ParameterSets may be found in sub clause 16.3.

944 Notation

There is no general notation for Feature. Subclasses define their specific notation.
Static Features are underlined.

Where Features are shown in lists, an ellipsis (...) as the final element of a list of Features may be used to indicate that
additional Features exist but are not shown in that list.

A read only StructuralFeature is shown using {readOnly} as part of the notation for the StructuralFeature. This
annotation may be suppressed, in which case it is not possible to determine its value from the diagram. Alternatively a
conforming tool may only allow suppression of the {readOnly} annotation when isReadOnly=false (the default). In this
case it is possible to assume this value in all cases where {readOnly} is not shown.

Feature redefinitions may either be explicitly notated with the use of a {redefines <x>} property string on the Feature or
implicitly by having a Feature which cannot be distinguished using isDistinguishableFrom() from another Feature in
one of the owning Classifier’s more general Classifiers. In both cases, the redefined Feature shall conform to the
compatibility constraint on the redefinitions.

A Parameter is shown as a text string of the form:
<parameter> ::= [<direction>]| <parameter-name>:’ <type-expression> [’[’<multiplicity-range>’1"] [’=" <default>]
[’ {* <parm-property> [’,” <parm-property>]* ’}’] where:
e <direction> ::="in’ | ’out’ | ’inout’ (defaults to ’in’ if omitted).
*  <parameter-name> is the name of the Parameter.
*  <type-expression> is an expression that specifies the type of the Parameter.
*  <multiplicity-range> is the multiplicity of the Parameter. (See MultiplicityElement — sub clause 7.5).
*  <default> is an expression that defines the value specification for the default value of the Parameter.
*  <parm-property> indicates additional property values that apply to the Parameter.
<parm-property> ::="ordered’ | 'unordered’ | unique’ | 'nonunique’ | ’seq’ | ’sequence’ where
* ’ordered’ applies when there is a multi-valued Parameter and means that its values are ordered.
¢ ’unordered’ applies when there is a multi-valued Parameter and means that its values are not ordered.

* ’unique’ applies when there is a multi-valued Parameter and means that its values have no duplicates.
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*  ’nonunique’ applies when there is a multi-valued Parameter and means that its values may have duplicates.

* ’seq’ or sequence’ applies when there is a multi-valued Parameter and means that its values constitute an
ordered bag, i.e., isUnique = false and isOrdered = true.

Notation for ParameterSets in activity diagrams may be found in sub clause 16.3.4. There is no notation for
ParameterSets in other diagrams.

9.5 Properties

9.5.1 Summary

Properties are StructuralFeatures that represent the attributes of Classifiers, the memberEnds of Associations, and the parts
of StructuredClassifiers.

9.5.2 Abstract Syntax
«enumeration»
AggregationKind
none
: | Csctmarnre | [oopymentge ] pe
{ordered, subsets feature, subsets {subsets featuringClassifier, subsets
redefinableElement, subsets namespace, subsets association,
memberEnd, subsets ownedMember}  subsets redefinitionContext}
{subsets namespace, {ordered, subsets attribute, subsets Property + ownedEnd + owningAssociation
subsets classifier} ownedMember} - — * 0.1 Association
) + aggregation : AggregationKind = none
I:r“% + interface + ownedAttribute + [isComposite : Boolean = false
Interface " + isDerived : Boolean = false {ordered, subsets member}  {subsets memberNamespace}
0.1 + isDerivedUnion : Boolean = false + memberEnd + association
+isID : Boolean = false o 0.1
{subsets namespace, {ordered, subsets attribute, subsets + ualer_ {ordered, subsets ownedElement
subsets classifier} ownedMember} *
+ datatype + ownedAttribute
DataType L,-% typ 0.1
0.1 *
+ associationEnd  {subsets owner}
0.1
ordered, subsets attribute, subsets "
{subsets namespace, subsets c{anedMémber redefines ! + /opposite
structuredClassifier, subsets classifier} ownedAttributé}
+ class + ownedAttribute 0.1
[class b + property
0.1 * {subsets owner} {subsets ownedElement}
+ ingPs + defaultVal
o omProeey ¢ SRR Vauespecifcation |
0.1 0.1
ty " + subsettedProperty
+ property |«
{subsets redefinedElement} l sﬁi)%eerg
+ redefinedProperty | < redefinableElement}

Figure 9.10 Properties

9.5.3 Semantics

A Property may represent an attribute of a Classifier, a memberEnd of an Association, or in some cases both
simultaneously.

A useful convention for general modeling scenarios is that a Property whose type is a kind of Class is an Association
end, while a property whose type is a kind of DataType is not. This convention is not enforced by UML.

A Property represents a declared state of one or more instances in terms of a named relationship to a value or values.
When a Property is a non-static attribute of a Classifier, the value or values are related to the instance of the Classifier
by being held in slots of the instance. When a Property is an Association’s memberEnd, the value or values are related to
the instance or instances at the other end(s) of the association (see 11.5 Associations). When a Property is a static
attribute of a Classifier, the value or values are related to the Classifier itself within some execution scope.

A Property that is a memberEnd may itself have other Properties that serve as qualifiers.
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When a Property is owned by a Classifier other than an Association via ownedAttribute, then it represents an attribute of
the Classifier. When related to an Association via memberEnd it represents an end of the Association. For a binary
Association, it may be both at once. In either case, when instantiated a Property represents a value or collection of
values associated with an instance of one (or in the case of a ternary or higher-order association, more than one)
Classifier. This set of Classifiers is called the context for the Property; in the case of an attribute the context is the owning
Classifier, and in the case of an association end the context is the set of Classifiers at the other end or ends of the
Association.

If there is a defaultValue specified for a Property, this default is evaluated when an instance of the Property is created in
the absence of a specific setting for the Property or a constraint in the model that requires the Property to have a specific
value. The evaluated default then becomes the initial value (or values) of the Property.

If a Property has isDerived = true, it is derived and its value or values may be computed from other information. Actions
involving a derived Property behave the same as for a nonderived Property. Derived Properties are often specified to be
read-only (i.e., clients may not directly change values). But where a derived Property is changeable, an implementation
is expected to make appropriate changes to the model in order for all the constraints to be met, in particular the
derivation constraint for the derived Property. The derivation for a derived Property may be specified by a constraint.

Property is indirectly a kind of RedefinableElement, so Properties may be redefined. The name and visibility of a Property
are not required to match those of any Property it redefines.

A derived Property may redefine one which is not derived. An implementation shall ensure that the constraints implied
by the derivation are maintained if the Property is updated.

If a Property has a specified default, and the Property redefines another Property with a specified default, then the
redefining Property’s default is used in place of the more general default from the redefined Property.

Sometimes a Property is used to model circumstances in which one instance is used to group together a set of instances;
this is called aggregation. To represent such circumstances, a Property has an aggregation property, of type
AggregationKind; the instance representing the whole group is classified by the owner of the Property, and the instances
representing the grouped individuals are classified by the type of the Property. AggregationKind is an enumeration with
the following literal values:

none Indicates that the Property has no aggregation semantics.

shared Indicates that the Property has shared aggregation semantics. Precise semantics of shared aggregation
varies by application area and modeler.

composite | Indicates that the Property is aggregated compositely, i.e., the composite object has responsibility for
the existence and storage of the composed objects (see the definition of parts in 11.2.3).

Composite aggregation is a strong form of aggregation that requires a part object be included in at most one composite
object at a time. If a composite object is deleted, all of its part instances that are objects are deleted with it.

NOTE. A part object may (where otherwise allowed) be removed from a composite object before the composite object
is deleted, and thus not be deleted as part of the composite object.

Compositions may be linked in a directed acyclic graph with transitive deletion characteristics; that is, deleting an
object in one part of the graph will also result in the deletion of all objects of the subgraph below that object. The
precise lifecycle semantics of composite aggregation is intentionally not specified. The order and way in which
composed objects are created is intentionally not defined. The semantics of composite aggregation when the container
or part is typed by a DataType are intentionally not specified.

A Property may be marked as the subset of another subsettedProperty. In this case, calculate a set by eliminating
duplicates from the collection of values denoted by the subsetting property in some context. Then that set shall be
included in (or the same as) a set calculated by eliminating duplicates from the collection of values denoted by the
subsettedProperty in the same context.

A Property may be marked as being a derived union, by setting isDerivedUnion to true. This means that the collection of
values denoted by the Property in some context is derived by being the strict union of all of the values denoted, in the
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same context, by Properties defined to subset it. If the Property has a multiplicity upper bound of 1, then this means that
the values of all the subsets shall be null or the same.

When an attribute marked as a derived union is marked with isOrdered = true, and in a particular context all of its
subsetting properties are attributes marked as ordered or with upper bound 1, and the value in that context of the
Classifier::allAttributes() operation gives a well-defined ordering, then the ordering of the union is defined by
evaluating the subsetting properties in the order in which they appear in the result of allAttributes() and concatenating
the results. In all other cases the ordering of a property marked as an ordered derived union is undefined.

A Property may be marked, via the property isID, as being (part of) the identifier (if any) for Classifiers of which it is a
member. The interpretation of this is left open but this could be mapped to implementations such as primary keys for
relational database tables or ID attributes in XML. If multiple Properties are marked as isID (possibly in generalizing
Classifiers) then it is the combination of the (Property, value) tuples that will logically provide the uniqueness for any
instance. Hence there is no need for any specification of order and it is possible for some of the Property values to be
empty. If the Property is multivalued then all values are included.

Property specializes ParameterableElement to specify that a Property may be exposed as a formal
ConnectableElementTemplateParameter (see 11.2.3), and provided as an actual parameter in a binding of a template.
Within a template a Property TemplateParameter may be used like any other accessible Property. Any references to the
Property TemplateParameter within the template will end up being a reference to the actual Property in the bound
element.

9.5.4 Notation

The following general notation is defined for Properties.

NOTE. Some specializations of Property may also have additional notational forms. These are covered in the
appropriate Notation sub clauses of those classes.

<property> ::= [<visibility>] [ /'] <name> [*:" <prop-type>] [ [ <multiplicity-range> ‘]’] [ ‘="<default>] [{*
<prop-modifier > [',” <prop-modifier >]* ’}’]

where:

*  <visibility> is the visibility of the Property. (See VisibilityKind - sub clause 7.4.)
<visibility> ::= +7| “°| ‘#'| ~’

*  ‘/signifies that the Property is derived.
*  <name> is the name of the Property, or the empty string if the Property has no name.
*  <prop-type> is the name of the Classifier that is the type of the Property.

*  <multiplicity-range> is the multiplicity range of the Property. If this term is omitted, it implies a multiplicity
of 1 (exactly one). (See MultiplicityElement — sub clause 7.5.)

*  <default> is an expression that evaluates to the default value or values of the Property.

e <prop-modifier> indicates a modifier that applies to the Property.
<prop-modifier> ::= ‘readOnly’ | ‘union’ | ‘subsets’ <property-name> |
‘redefines’ <property-name> | ‘ordered’ | ‘unordered’ | ‘unique’ | ‘nonunique’ | ‘seq’ | ‘sequence’
‘id’ | <prop-constraint>

where:
*  ‘readOnly’ means that the Property is read only.
*  ‘union’ means that the Property is a derived union of its subsets.
*  ‘subsets’ <property-name> means that the Property is a proper subset of the Property identified by

<property-name>, where <property-name> may be qualified.
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e ‘redefines’ <property-name> means that the Property redefines an inherited Property identified by
<property-name>, where <property-name> may be qualified.

* ‘ordered’ means that the Property is ordered, i.e., isOrdered = true.

*  ‘unordered’ means that the Property is not ordered, i.e., isOrdered = false.

*  ‘unique’ means that there are no duplicates in a multi-valued Property, i.e., isUnique = true.

*  ‘nonunique’ means that there may be duplicates in a multi-valued Property, i.e., isUnique = false.

*  ‘seq’or ‘sequence’ means that the property represents an ordered bag, i.e., isUnique = false and
isOrdered = true

*  ‘id’ means that the Property is part of the identifier for the class.

*  <prop-constraint> is an expression that specifies a constraint that applies to the Property.
The notation for qualifiers is defined in 11.5 Associations.
The notation for the aggregation of a Property is defined in 11.5 Associations.

In a Classifier, the type, visibility, default, multiplicity, property string may be suppressed from being displayed, even if
there are values in the model.

In a Classifier, the individual properties of an attribute may be shown in columns rather than as a continuous string.

In a Classifier, an attribute may also be shown using association notation, where only an aggregation adornment (hollow
or filled diamond) may be shown at the tail of the arrow.

The notation for a ConnectableElementTemplateParameter used to parameterize a template Classifier by a Property is
this:

<connectable-element-template-parameter> ::= <property-name> ‘. Property’
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9.5.5

E

xamples

ClassA

name: String

shape: Rectangle

+size: Integer[0..1]
/area: Integer {readOnly}
height: Integer =5
width: Integer

ClassB

id {red
shape:
Ntsize:

Integer =7

/width

efines name}
Square
Integer[0..1]

Figure 9.11 Examples of attributes

The attributes in Figure 9.11 are explained below.

ClassA

ClassA:
ClassA:
ClassA:
ClassA:
ClassA:
ClassB:

ClassB

ClassB
9.2.4).

ClassB
overrid

ClassB

::name is an attribute with type String.

:shape is an attribute with type Rectangle.

:size is a public attribute of type Integer with multiplicity 0..1.

:area is a derived attribute with type Integer. It is marked as read-only.
:height is an attribute of type Integer with a default initial value of 5.
:width is an attribute of type Integer.

:id is an attribute that redefines ClassA::name.

::shape is an attribute that redefines ClassA::shape. It has type Square, a specialization of Rectangle.

shows size as an attribute inherited from ClassA, as signified by the prepended caret symbol (see

::height is an attribute that redefines ClassA::height. It has a default of 7 for ClassB instances that
es the ClassA default of 5.

::width is a derived attribute that redefines ClassA::width, which is not derived.

Figure 9.12 shows how an attribute may be shown using association notation.
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Window

size
=

Area

Figure 9.12 Association-like notation for attributes

9.6

9.6.1

Summary

Operations

An Operation is a BehavioralFeature that may be owned by an Interface, DataType or Class. Operations may also be
templated and used as template parameters.

9.6.2

Abstract Syntax

e ] |

{subsets ownerFormalParam}

{ordered, redefines ownedParameter}

Operation + operation + ownedParameter :]
{subsets featuringClassifier, {ordered, sub;ets feature, + /isOrdered : Boolean {readOnly} 0.1 *
subsets namespace, subsets subsets redefinableElement, | + isQuery : Boolean = false
redefinitionContext}' subsets ownedMember} + /isUnique : Boolean {readOnly} {subsets context} {subsets ownedRule}
. . + [lower : Integer [0..1] {readOnly} + preContext + precondition
+ interface + ownedOperation + /upper : UnlimitedNatural [0..1] {readOnly} C
-‘—‘0 I " 0.1 *
{subsets context} {subsets ownedRule}
. N {ordered, subsets feature, + postContext + postcondition
{subsets featuringClassifier, g psets redefinableElement o1 .
subsets namespace, subsets g hsets ownedMember} B
redefinitionContext}
+ datatype + ownedOperation {subsets context} {subsets ownedRule}
- > 0.1 . ‘ + bodyContext + bodyCondition
0.1 0.1
{ordered, subsets .
{subsets featuringClassifier, feature, subsets + operation 0.1 Type
subsets namespace, subsets redefinableElement, % + [type P
rfdtlefmltlonContext} sut;sit; :e\néréedel\;lzi?;:er} {subsets behavioralFeature} {readOnly}
class P + operation *
0.1 * % + raisedException
{redefines raisedException}
{subsets redefinableElement}
+ operation
x
{redefines parameteredElement} *
+ parameteredElement | 1 + redefinedOperation
{subsets redefinedElement}
{redefines templateParameter}
+ templateParameter | 0..1

OperationTemplateParameter ]
L I

\V4
TemplateParameter

Figure 9.13 Operations

9.6.3 Semantics

9.6.3.1 Operations

An Operation is a BehaviorialFeature of an Interface, DataType, or Class. An Operation may be directly invoked on
instances of its featuringClassifiers. The Operation specifies the name, type, Parameters, and Constraints for such
invocations.

If there is a return Parameter, the type of the Operation is the same as the type of this Parameter. Otherwise the
Operation has no type.
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The preconditions for an Operation define conditions that shall be true when the Operation is invoked. These preconditions
may be assumed by an implementation of this Operation. The behavior of an invocation of an Operation when a
precondition 1s not satisfied is not defined in UML.

The postconditions for an Operation define conditions that will be true when the invocation of the Operation completes
successfully, assuming the preconditions were satisfied. These postconditions shall be satisfied by any implementation of
the Operation.

The bodyCondition for an Operation constrains the return result to a value calculated by the specification of the
bodyCondition. This value should satisfy the postconditions, if any. The bodyCondition differs from postconditions in that the
bodyCondition may be overridden when an Operation is redefined, whereas postconditions may only be added during
redefinition.

An Operation may raise an exception during its invocation. When an exception is raised, it should not be assumed that
the postconditions or bodyCondition of the Operation are satisfied.

An Operation may be redefined in a specialization of the featuringClassifier. This redefinition may add new preconditions or
postconditions, add new raisedExceptions, or otherwise refine the specification of the Operation.

Different type-conformance systems adopt different schemes for how the types of parameters and results may vary
when an Operation is redefined in a specialization. When the type may not vary, it is called invariance. When the
parameter type may be specialized in a specialized type, it is called covariance. When the parameter type may be
generalized in a specialized type, it is called contravariance. In UML, such rules for type conformance are intentionally
not specified. Redefined parameters shall have compatible multiplicity, and the same direction, ordering and uniqueness
as the redefined parameters.

If the isQuery property is true, an invocation of the Operation shall not modify the state of the instance or any other
element in the model.

An Operation may be owned by and in the namespace of a Class, DataType or Interface that provides the context for its
possible redefinition. The owning classifier of the Operation provides its redefinitionContext.

9.6.3.2 Template Operations

Operation specializes TemplateableElement in order to support specification of template Operations and bound
Operations. Bound Operations must be owned by a Classifier. If the original operation was defined with a Behavior,
then the bound element has to be owned by a Classifier that is consistent with that Behavior. This means one of three
things: (a) the bound operation appears in the same Classifier as the template; (b) the bound operation appears in a
subtype of the template’s owner; (c) the template was defined without side-effects in a static class and the bound one
can then appear anywhere.

9.6.3.3 Operation Template Parameters

An Operation may be exposed by a template as a formal template parameter via an OperationTemplateParameter.
OperationTemplateParameter is a kind of TemplateParameter where the parametered element is an Operation. Within a
template Classifier an OperationTemplateParameter may be used like any other accessible Operation. Any references to
the OperationTemplateParameter within the template will end up being a reference to the actual Operation in the bound
Classifier. For example, a call to the OperationTemplateParameter will be a call to the actual Operation.

A default for an OperationTemplateParameter must be an Operation with the same parameter types, directions, and
multiplicities as the exposed Operation.

9.6.4 Notation

If shown in a diagram, an Operation is shown as a text string of the form:

[<visibility>] <name> ‘(‘ [<parameter-list>] ‘)’ [‘:’ [<veturn-type>] [ ‘[ <multiplicity-range> ‘]’]
[ " <oper-property> [",” <oper-property>]* ‘}']]
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where:

*  <visibility> is the visibility of the Operation (see 7.4).
<visibility> 1=+ | - | ‘# | °~°

*  <name> is the name of the Operation.

*  <parameter-list> is a list of Parameters of the Operation in the following format:
<parameter-list> ::= <parameter> [‘,’<parameter>]*

where <parameter> is defined in 9.4.4.
*  <return-type> is the type of the return result Parameter if the Operation has one defined.
*  <multiplicity-range> is the multiplicity of the return type (see 7.5).

*  <oper-property> indicates the properties of the Operation.
<oper-property> ::= ‘redefines’ <oper-name> | ‘query’ | ‘ordered’ | ‘unordered’ | “‘unique’ | ‘nonunique’ | ‘seq’ |
‘sequence’ | <oper-constraint>

where:

*  ‘redefines’ <oper-name> means that the Operation redefines an inherited Operation identified by <oper-
name>, where <oper-name> may be qualified.

* ‘query’ means that the Operation does not change the state of the system.
¢ ‘ordered’ applies when there is a multi-valued return Parameter and means that its values are ordered.

*  ‘unordered’ applies when there is a multi-valued return Parameter and means that its values are not
ordered.

*  ‘unique’ applies when there is a multi-valued return Parameter and means that its values have no
duplicates.

*  ‘nonunique’ applies when there is a multi-valued return Parameter and means that its values may have
duplicates.

* ‘seq’or ‘sequence’ applies when there is a multi-valued return Parameter and means that its values
constitute an ordered bag, i.e., isUnique = false and isOrdered = true.

*  <oper-constraint> is a constraint that applies to the Operation. The parameter list may be suppressed.

The TemplateParameters of a template Operation are in a list between the name of the Operation and the Parameters of
the Operation.

[<visibility>] <name> ‘<* <template-parameter-list> >’ ‘(* [<parameter-list>] )’ [*:” [<return-type>] [‘[* <multiplicity>
‘T1[*{* <oper-property> [*,” <oper-property>]* *}’]]

The TemplateParameter bindings of a bound template Operation are in a list between the name of the Operation and the
Parameters of the Operation.

[<visibility>] <name> ‘<<‘ <binding-expression-list> ‘>>" ‘(* [<parameter-list>] °)’ [*:” [<return-type>] [‘[*
<multiplicity> ‘1’| [*{* <oper-property> [‘,” <oper-property>]* ‘}’]]

where < binding-expression-list> ::= <binding-expression> [,’ <binding-expression>]*, and <binding-expression> is
defined in 7.3.4.

Within the notation for formal TemplateParameters and TemplateParameter bindings, an Operation is shown as
<operation-name> ‘(‘<parameter-list> °)’.

An OperationTemplateParameter extends the notation for a TemplateParameter to include the Parameters for the
Operation:
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<operation-template-parameter> ::= <parameter> [ ‘. Operation’] [‘=" <default>]
<parameter> ::= <operation-name> ‘(‘<parameter-list> ‘)’
<default> ::= <operation-name ‘(‘<parameter-list> )’

The notation in class diagrams for exceptions and streaming Parameters on Operations has the keywords “exception” or
“stream” in the property string.

9.6.5 Examples
Normal Operations:
display ()
-hide ()
+createWindow (location: Coordinates, container: Container [0..1]): Window
+toString (): String
A template Operation:
f <T:Class>(x: T)
A binding of that template Operation.
f << T -> Window >>(x : Window)

NOTE. Parameters may be suppressed; they are calculated by the binding.

9.7 Generalization Sets

9.71 Summary
GeneralizationSet provides a way to group Generalizations into orthogonal dimensions. A GeneralizationSet may be

associated with a Classifier called its powertype. These techniques provide additional expressive power for organizing
classification hierarchies.

9.7.2 Abstract Syntax

| PackageableElement

. + powertype + powertypeExtent GeneralizationSet |  generalizationSet + generalization —
Classifier I- + isCovering : Boolean JI Generalization
0.1 * |+ isDisjoint : Boolean | * *

Figure 9.14 Generalization Sets

9.7.3 Semantics

Generalizations may be grouped to represent orthogonal dimensions of generalization. Each group is represented by a
GeneralizationSet. The generalizationSet property designates the GeneralizationSets to which the Generalization belongs.
All of the Generalizations in a particular GeneralizationSet shall have the same general Classifier.

The isCovering property of GeneralizationSet specifies whether the specific Classifiers of the Generalizations in that set
are complete, in the following sense: if isCovering is true, then every instance of the general Classifier is an instance of
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(at least) one of the specific Classifiers. The isDisjoint property specifies whether the specific Classifiers of the
Generalizations in that set may overlap, in the following sense: if isDisjoint is true, then no instance of any of the specific
Classifiers may also be an instance of any other of the specific Classifiers. By default, both properties are false.

A GeneralizationSet may optionally be associated with a Classifier called its powertype. This means that for every
Generalization in the GeneralizationSet, the specializing Classifier is uniquely associated with an instance of the
powertype, i.e., there is a 1-1 correspondence between instances of the powertype and specializations in the
GeneralizationSet, so that the powertype instances and the corresponding Classifiers may be treated as semantically
equivalent. How this semantic equivalence is implemented and how its integrity is maintained is not defined within the
scope of UML.

9.7.4 Notation

When Generalization relationship lines are named, that name designates a GeneralizationSet to which the
Generalization belongs. All Generalization relationships with the same GeneralizationSet name are part of the same
GeneralizationSet. This notation form is depicted in Figure 9.15.

GeneralizationSet1 GeneralizationSet2

Generalizationbet1

Figure 9.15 GeneralizationSets designated by name

When two or more lines are drawn to the same arrowhead and labeled by a single GeneralizationSet name, i.e., “shared
target” style as illustrated in Figure 9.16, the specific Classifiers are part of the same GeneralizationSet.

A A

o GeneralizationSet2
GeneralizationSet1 GeneralizationSet1 GeneralizationSet2

e

Figure 9.16 GeneralizationSets designated by shared target

With either of the notation forms above, if there are no labels on the Generalization arrows it cannot be determined from
the diagram whether there are any GeneralizationSets in the model.

Lastly in Figure 9.17, a GeneralizationSet may be designated by drawing a dashed line across those lines with separate
arrowheads that are meant to be part of the same set. Here, as in Figure 9.16, the GeneralizationSet is labeled with a
single name, instead of each line labeled separately. This label may be elided.
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neralizationSetl
Generalizationsetl = _ | . GeneralizationSet2

Figure 9.17 GeneralizationSet designated by dashed line spanning Generalization arrows

To indicate whether or not a generalization set is covering and disjoint, each set may be labeled with a constraint
consisting of one of the textual annotations indicated below.

Table 9.1 GeneralizationSet constraints

{complete, disjoint} Indicates the generalization set is covering and its specific Classifiers have no common
instances.

{incomplete, disjoint} Indicates the generalization set is not covering and its specific Classifiers have no common

instances.
{complete, Indicates the generalization set is covering and its specific Classifiers do share common
overlapping} instances.
{incomplete, Indicates the generalization set is not covering and its specific Classifiers do share common
overlapping} instances.

The constraints may appear in either order: {complete, disjoint} is equivalent to {disjoint, complete}. The default
values are {incomplete, overlapping}. If only one constraint is shown, the other takes its default value.

Graphically, the GeneralizationSet constraints are placed next to the sets, whether the common arrowhead notation is
employed as illustrated in Figure 9.18 below, or the dashed line notation as shown in Figure 9.19.

A

{GeneralizationSetConstraint1} {GeneralizationSetConstraint2}

Figure 9.18 GeneralizationSet constraint notation with shared target style
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{GeneralizationSetConstraint3} {GeneralizationSetConstraint4}

Figure 9.19 GeneralizationSet constraint notation with dashed line style

Power type specification is indicated by placing the name of the powertype Classifier—preceded by a colon—next to
the corresponding Generalization